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## 1

## SERIES 200 COMPONENTS

Honeywell's Series 200 Data Processing System is a set of modularly designed, compatible models, three of which - the Models 200, 1200, and 2200 - are the subject of this manual. Each model consists of two basic elements: a central processor, and an array of peripheral devices connected to that processor. The peripheral equipment in the system can be attached to any processor, and the number of connectable devices is limited only by the number of trunks available with any one processor.

The initial member of Series 200 was the Model 200. The capabilities of the Model 200 processor have twice been extended since its introduction. Thus, five central processors are described herein: the three processors of Model 200 (Types 201, 201-1, and 201-2); the Type 1201; and the Type 2201. The processing power of any one of these types can be increased at any time by the addition of peripheral devices and/or optional hardware features. This section describes: (l) the two basic elements of a Series 200 model (processor and peripheral devices); (2) the manner in which these elements communicate with one another; and (3) the expansion of processing power that is possible through the addition of optionalhardwarefeaturesto a processor.

## CENTRAL PROCESSOR



The central processor is the computing and control center of a Series 200 model; instruc tions processed within the central processor control the operations of the entire computer. A Series 200 processor is functionally divided into three units: storage, control, and arithmetic. The storage unit provides magnetic core storage for both the program instructions and the data to be processed according to these instructions; it is also used to contain the resultant
data. The control unit directs the operation of the entire computer by selecting, interpreting, and controlling the execution of all program instructions. It controls not only the flow of information within the central processor but also the flow of data between the central processor and all peripheral equipment. The arithmetic unit performs such operations as addition, subtraction, multiplication, division, and comparison, as directed by the control unit.

Included as a part of the central processor is a control panel (see Figure l-1) which provides for easy communication between an operator and the computer. By using various control switches, the operator can start and stop the machine and can load and interrogate memory locations. The control panel also includes from four to eight SENSE switches which may be used in conjunction with programmed instructions to stop processing or to select predetermined program paths. The use of these switches increases the flexibility of a program, allowing it to be used in several different applications.


Figure 1-1. Type 1201 Control Panel

Another communication medium between the operator and the central processor is the Type 220 console, of which three versions are available. The Type 220-1 console (Figure l-2) contains a typewriter which may be used as a peripheral device, operating under program control, or as a logging typewriter by which the operator can make essential notes about the program in progress. The central processor control panel remains situated on the processor cabinetry and is used for the functions described above.

In the Type 220-2 and Type 220-3 consoles (Figure 1-3), most of the control panel functions, including that of direct access to the processor, are performed by means of the console typewriter. In addition, the typewriter can perform the peripheral and logging functions described for the Type 220-1. The central processor control panel is replaced by a smaller control panel containing only the main power switches, the SENSE switches, and certain check condition
indicators which are located in the bottom row of the control panel shown in Figure l-1. The Type 220-3 control panel contains additional indicators used with the Storage Protect Feature (see page 1-17) and the additional SENSE switches used with the larger Series 200 processors.


Figure 1-2. Type 220-1 Console

## STANDARD PROCESSING MODE

The central processor performs arithmetic and logical operations as directed by the instructions of an internally stored program. These instructions are read into memory from an input medium such as punched cards, magnetic tape, or punched paper tape. Control circuitry within the processor then selects, interprets, and executes these instructions. Normally, the instructions are executed sequentially. Branch instructions are provided, however, which make it possible to skip over a group of instructions or otherwise change the sequence of the program.

## INTERRUPT PROCESSING MODE

Sequential instruction execution is changed temporarily when the processor is interrupted. Any one of four sources (see below) can "demand" access to the central processor by generating an interrupt signal; this signal turns on a central processor interrupt indicator. An automatic hardware response is made to this condition: information concerning the current status of the processor is stored, and a branch is made to a stored routine which identifies and services the demand. Thus, programmed tests need not be made to detect the presence of an interrupt condition - the entire process of detecting and responding to an interruption is automatic. When the stored service routine has been executed, control is returned to the main program at the point where the interruption occurred.

The four sources of processor interruption are:

1. Peripheral Control - The control connected to any Series 200 peripheral device can generate an interrupt signal under program control (peripheral controls are described on page l-6). For instance, a data communication control which services one or a number of communication lines and devices may generate a real time demand on central processor time to handle a customer inquiry from a remote terminal. The current operations of the processor are temporarily interrupted so that the inquiry may be serviced. A routine to read the inquiry and to answer the question from a stored customer file is automatically executed, and a response is sent back to the terminal.
2. Operator's Control Panel or Console - The operator can inter rupt the central processor by pressing the INTERRUPT button on the control panel or console. The source of such "on-site" interruptions is made available to the program by the execution of a single instruction at the beginning of the inter rupt service routine.
3. Program Instruction - One instruction in the Series 200 repertoire, the Monitor Call instruction, is used to generate an interrupt condition. ${ }^{1}$ For programming convenience, the activation (or "calling") of the monitor program can be accomplished by means of this instruction.
4. Storage Protect Violation - The above-mentioned sources cause an external interrupt condition. When a processor contains the Storage Protect Feature (Types 1201 and 2201 only), an internal interrupt condition, caused by certain "violations" to storage protection, can also occur. Internal interruptions are of lower priority than external interruptions, so that a processor executing an external interrupt service routine cannot be interrupted by an internal interruption until the routine is completed. The nature of storage protect violations is described in Appendix E.

## PROCESSING POWER

The power of any processor within Series 200 can be defined as the sum of its main memory size, its internal speed, its degree of peripheral simultaneity, and the number of optional features which may be added to it.

Main memory size within the Models 200/1200/2200 ranges from a minimum of 2,048 character locations (Types 201 and 201-1) to 262, 144 locations (Type 2201). Figure $1-4$ shows the modular main memory structures of the five processor types.

The internal speed of a processor is measured in terms of a memory cycle (i.e., the time required to read and restore the contents of a single character location). These speeds range from two microseconds to one microsecond for the five processors (see Figure 1-5).

[^0]Peripheral simultaneity is a key feature of Series 200 processors. Among the processors described in this manual, from three (Model 200 processors) to eight (Type 2201 processor) simultaneous input/output operations can be performed concurrently with internal computing (see Figure 1-6).

A number of optional features can be included in the Series 200 processors to provide complete flexibility in specializing any one processor to a user's particular application. Since some of these features refer to the peripheral capabilities of a processor, they are summarized at the conclusion of this section.


Figure 1-4. Main Memory Size


Figure 1-5. Main Memory Speed


Figure l-6. Peripheral Simultaneity

## PERIPHERAL EQUIPMENT



The array of peripheral devices available with Series 200 processors includes over 40 units: punched card equipment, high-speed printers, magnetic tape units, paper tape equipment, magnetic tape strip mass memory units, random access drum units, and various data communication equipment. Also included are computer-to-computer adapters, an interval timer, a time of day clock, MICR reader/sorter controls, and peripheral switching units which provide extremely flexible Series 200 configurations.

Information is transferred between any one of these devices and the central processor by means of a single stored-program instruction - the Peripheral Data Transfer instruction de scribed in Section 8. By coding various control characters in this instruction, the programmer specifies the direction of data transfer (into or out of the processor), the specific device involved in the transfer, the data path over which information is to be transferred, and any other information necessary to define the input/output operation (e.g., the number of lines to be spaced during printer operations). The actual communication with the central processor is not made by the particular peripheral device but by the peripheral control connected to that device.

## PERIPHERAL CONTROL

A peripheral control regulates the transfer of data between a processor and a peripheral device. The control compensates for the difference in the data transfer rates of the processor and the peripheral devica by temporarily storing each character of transmitted information until either the processor or the device is ready to receive the character. The control also converts each character into the code used by the intended recipient (e.g., the card reader control converts a character from Hollerith code to the internal six-bit code of the central processor). As each character is transferred to the control, it is also checked for accuracy by the control. One particularly significant feature of the peripheral control is that it operates independently of the central processor and requires access to the main memory only when information transfers are performed. In particular, all of the previously mentioned activities of the control - temporarily storing, converting, and checking the information - do not involve the central processor in any way. When each character of information is transferred, one main memory cycle is allocated for the transfer.

Some peripheral devices require one peripheral control per device (e.g., a card reader). Other devices can be connected in multiple fashion to a single peripheral control (e.g., up to eight $1 / 2$-inch magnetic tape units can be directed by a single control). The number of Series 200 devices connectable to a peripheral control is shown in the following tables.

## PUNCHED CARD EQUIPMENT

Series 200 includes a wide variety of peripheral devices not only of different kinds but also on several performance levels for the same kind. For instance, six different punched card units are offered: a card reader, three card punches, and two reader/punches. Table l-l lists the card devices available within Series 200. Note that a card device requires either one or two "I/O trunks," depending on the number of functions the device performs. The significance of the I/O trunk is explained on page 1-13.

Table 1-1. Series 200 Punched Card Equipment

|  | Device |  | No. Devices <br> Per Control | No. I/O Trunks Required by |
| :---: | :---: | :---: | :---: | :---: |
| Type | Function | Data Transfer Rate |  | Control |
| 223 | Card Reader | 800 cards/minute | 1 | 1 |
| 214-1 | Card Punch | 100-400 cards/minute | 1 | 1 |
| 224-1 | Card Punch | 50-270 cards/minute | 1 | 1 |
| 224-2 | Card Punch | 90-360 cards/minute | 1 | 1 |
| 214-2 | Card Reader/Punch | Read: 400 cards/minute <br> Punch: 100-400 cards/minute | 1 | 2 |
| 227 | Card Reader/Punch | Read: 800 cards/minute <br> Punch: 250 cards/minute | 1 | 2 |

## HIGH-SPEED PRINTERS

Five types of printers (see Table l-2) produce printed reports, listings, etc., at speeds which vary from 450 to 1,300 lines per minute. Processed information is printed from any pro-grammer-assigned area in memory. A single program instruction - the Move Characters and Edit instruction - allows the programmer to punctuate the output data, suppress zeros, and insert identifying symbols in the data prior to printing.

Table 1-2. Series 200 High-Speed Printers

| Type | Data Transfer Rate | No. Printers <br> Per Control | No. $1 / 0$ Trunks Required by Control |
| :---: | :---: | :---: | :---: |
| 222-1 (96 print positions) | 650-1, 300 lines/minute | 1 | 1 |
| 222-2 (108 print positions) | 650-1, 300 lines/minute | 1 | 1 |
| 222-3 (120 or 132 print positions) | 650-1,300 lines/minute | 1 | 1 |
| 222-4 (120 or 132 print positions) | 950-1, 266 lines/minute | 1 | 1 |
| 222-5 (120 print positions) | 450 lines/minute | 1 | 1 |

## MAGNETIC TAPE UNITS

Magnetic tape is a compact and highly versatile medium for the storage of programs and data files. Two complete families of industry-acclaimed tape units are available with Series 200 processors (see Table l-3): 1/2-inch tape units (10 types) transfer data at speeds ranging from 7, 200 to 83,300 characters per second; three types of $3 / 4$-inch tape units read/write from 32,000 to 88,800 characters per second.

Table l-3. Series 200 Magnetic Tape Units

| xype | Data Yranarer Rete | No. Deviecs Per Control | N0. 1/0 timat Required by Contrel |
| :---: | :---: | :---: | :---: |
| 4 H |  |  |  |
| $\begin{aligned} & 204 B-1 \\ & 204 B-2 \end{aligned}$ | 7,200/20,000 characters/second | 1-8 | 2 |
| $\begin{aligned} & 204 B-3 \\ & 204 B-4 \end{aligned}$ | 16, $000 / 44,400$ characters/second | 1-8 | 2 |
| 204B-5 | 24, $000 / 66,700$ characters/second | 1-8 | 2 |
| 204B-6 | 30,000/83, 300 characters/second | 1-8 | 2 |
| 204B-7 | 7,200/20,000/28, 800 characters/ second | 1-8 | 2 |
| 204B-8 | 16, 000/44, 400/64, 000 characters/ second | 1-8 | 2 |
| $\begin{aligned} & 204 B-11 \\ & 204 B-12 \end{aligned}$ | 13,300 characters/second | 1-4 | 2 |
| 3/4-Inch Magnetic Tape Units |  |  |  |
| 204A-1 | 32,000 characters/second | 1-4 | 2 |
| 204A-2 | 64,000 characters/second | 1-4 | 2 |
| 204A-3 | 88, 800 characters/second | 1-4 | 2 |

## MASS MEMORY FILE

Honeywell's reputation for reliable magnetic tape control is inherited by the new member of Series 200, the Mass Memory File. Three types of transports, varying in access time and capacity, use magnetic tape strips to store programs and data files and thereby complement the main memory storage capacities of the central processor (see Table l-4). A single control can provide access to over two billion characters of stored information. Data transfer rate is 100,000 characters per second, and average access times are as low as 95 milliseconds.

Table 1-4. Series 200 Mass Memory File Units

|  | Device | Data Transfer Rate | No. Devices <br> Per Control | No. I/O Trunks Required by Control |
| :---: | :---: | :---: | :---: | :---: |
| Type | Function |  |  |  |
| 251 | Magnetic Tape Strip Transport ( 15 million characters) | 100, 000 characters/second | 1-8 | 2 |
| 252 | Magnetic Tape Strip Transport ( 60 million characters) | 100,000 characters/second | 1-8 | 2 |
| 253 | Magnetic Tape Strip Transport ( 300 million characters) | 100,000 characters/second | 1-8 | 2 |

## RANDOM ACCESS DRUM FILE

The Series 200 drum file features a control unit which can direct from one to eight magnetic drums, each capable of storing over two million characters of information (see Table l-5). Thus, a single drum file subsystem car have a total capacity of over 20 million characters. Any record stored on the drum can be accessed in 27.5 milliseconds (average) and can be transferred at the rate of 102,000 characters per second.

Table 1-5. Series 200 Magnetic Drum File Units

|  | Device |  |  | No. Devices <br> Per Control |
| :---: | :---: | :---: | :---: | :---: | | No. I/O Trunks |
| :--- |
| Required by |
| Control |,

## PAPER TAPE EQUIPMENT

Paper tape is an ideal medium for recording data which originates at locations distant from a central Series 200 installation and, as such, becomes particularly significant in data communication networks. A variety of standard commercial codes may be used with this relatively inexpensive medium. Two paper tape devices are offered in Series 200 (see Table 1-6).

Table 1-6. Series 200 Paper Tape Equipment

| Device |  | No. Devices <br> Per Control | No. I/O Trunks <br> Required by <br> Control |  |
| :---: | :--- | :---: | :---: | :---: |
| Type | Function | Data Transfer Rate |  | 1 |
| 209 | Paper Tape Reader | 600 characters/second | 1 | 1 |
| 210 | Paper Tape Punch | 120 characters/second | 1 | 1 |

## DATA COMMUNICATION EQUIPMENT

The immediate and automatic response to an external interrupt source by the Series 200 processor was described previously (page l-3). A common source of external interruption is the communication control, of which two different types are available in Series 200. These controls allow the Series 200 processor to communicate with distant locations (e.g., branch offices, warehouses, etc.) by receiving and transmitting data over toll and leased lines. Both single-channel and multi-channel data communication controls are offered; these controls adapt themselves to a broad selection of lines, speeds, and terminal devices. One such terminal device is Honeywell's Data Station (see Table 1-7).

Table 1-7. Series 200 Data Communication Equipment

|  | Device | Data Transfer Rate | No. Devices <br> Per Control | No. I/OTrunks Required by Control |
| :---: | :---: | :---: | :---: | :---: |
| Type | Function |  |  |  |
| $\left\lvert\, \begin{array}{l\|} 281 \\ 286 \end{array}\right.$ | Single-Channel Control <br> Multi-Channel Control | Communication Controls <br> Up to 5,100 characters/second <br> Up to 300 characters/second/ <br> line | $\begin{aligned} & 1 \text { line } \\ & 1-63 \text { lines } \end{aligned}$ | 2 2 |
| Remote Terminal Device |  |  |  |  |
| 288-1 | Data Station Central Control | 120 characters/second | $\mathrm{n} / \mathrm{a}$ | $\mathrm{n} / \mathrm{a}$ |
| 288-2 | Data Station Central Control \& Keyboard | 120 characters/second | n/a | n/a |
| 289-2 | Data Station Page <br> Printer \& Keyboard | 10 characters/second | $\mathrm{n} / \mathrm{a}$ | n/a |
| 289-3 | Data Station Page Printer \& Keyboard | 40 characters/second | n/a | n/a |
| 289-4 | Data Station Paper Tape Reader | 120 characters/second | $\mathrm{n} / \mathrm{a}$ | n/a |
| 289-5 | Data Station Paper Tape Punch | 120 characters/second | n/a | $\mathrm{n} / \mathrm{a}$ |
| 289-6A | Data Station Paper Tape Reader/Punch | 50 characters/second | n/a | n/a |

Table 1-7 (cont). Series 200 Data Communication Equipment

| Device |  | Data Transfer Rate | No. Devices <br> Per Control | No. 1/O Trunks Required by Control |
| :---: | :---: | :---: | :---: | :---: |
| Type | Function |  |  |  |
| Remote Terminal Device |  |  |  |  |
| 289-6B | Data Station Paper Tape Reader | 50 characters/second | $\mathrm{n} / \mathrm{a}$ | $\mathrm{n} / \mathrm{a}$ |
| 289-7 | Data Station Card <br> Reader | 120 characters/second | n/a | n/a |
| 289-8 | Data Station Optical Bar Code Reader | 50 characters/second | $\mathrm{n} / \mathrm{a}$ | $\mathrm{n} / \mathrm{a}$ |

A major requirement of many communication networks (e.g., inquiry handling or message switching applications) is fast access to a stored file. Files may sometimes be stored in main memory, but for large files main memory storage is economically unfeasible. File storage units (i.e., the Mass Memory File, magnetic tape units, or drum file units) provide the answer to such mass storage applications.

A typical data communication network is shown in Figure 1-7. The pertinent components of this system are: (1) a Type 201-2 processor; (2) a Type 251 Mass Memory File transport; (3) a Type 281 communication control; (4) two DATA-PHONE data sets ${ }^{1}$; and (5) a Honeywell Data Station, the remote terminal device. Two particular devices connected to the Data Station are used in this example: a keyboard by which the inquiry is transmitted to the central processor, and a page printer which prints the answer to the inquiry in readable form.

## PERIPHERAL DATA TRANSFER OPERATION

One of the major features of Series 200 is the degree of peripheral simultaneity that can be achieved by the various processors. The Model 200 processors (Types 201, 201-1, and 201-2) and the Type 1201 processor can perform up to four peripheral operations simultaneously; the Type 2201 processor performs as many as eight simultaneous peripheral operations. While all these operations are being executed, the central processor continues its internal processing. The ability to perform simultaneous peripheral operations derives from an internal unit of the central processor, the input/output traffic control, which guarantees a peripheral control access to main memory when data is to be transferred. The manner in which the traffic control does

[^1]

1. Customer inquiry is typed on keyboard in form of a coded message.
2. Message signals are converted to a form acceptable for transmission line.
3. Message is transmitted over transmission line.
4. Message signals are reconverted.
5. Control generates interrupt signal and transfers incoming message to pre-assigned memory location as directed by interrupt service routine.
6. Stored interrupt service routine interprets message and issues instructions to read and update the customer's record in a file stored in Type 251 Mass Memory File transport.
7. Type 250 control directs the execution of the instructions issued by the stored interrupt program.
8. Customer's record is read and updated according to instructions. Record is read into pre-assigned location in interrupt routine (in central processor memory), from which the answer to the inquiry is sent back to the Data Station. (Answer to inquiry is printed by page printer.)

Figure 1-7. Customer Inquiry Handling via Typical Communications Network
this is explained in Section 2. The data path used by the traffic control to transfer data is described below; Figure l-8 illustrates the basic elements which form this data path.


Figure 1-8. Basic Input/Output Data Path

## Input/Output Trunk

An input/output trunk permanently connects a peripheral control (and its associated device) to the peripheral interface. The trunk transfers data either to or from the central processor and is therefore either an input or an output trunk, depending on the type of device it connects to the peripheral interface. For example, the I/O trunk connecting the card reader and its associated control is an input trunk, while the I/O trunk connecting the printer and its control is an output trunk. A peripheral control which performs both input and output functions (e.g., a magnetic tape control) requires two I/O trunks: one for input operations, and one for output operations.

The maximum number of peripheral controls that can be connected to a Series 200 processor is determined by the number of I/O trunks associated with that processor. For example, the Type 2201 can contain up to 32 I/O trunks, which means that as many as 32 peripheral controls can be attached to the processor at one time (see Figure 1-10).

## Read/Write Channe1

Notice that the data path shown in Figure l-8 is incomplete: there is no connection across the peripheral interface. This final link in the data path, known as a "read/write channel," is inserted when the instruction is executed. Unlike an I/O trunk, which is permanently connected to a peripheral control, the read/write channel is assigned by the programmer to specialize the data path between a peripheral control and the processor.

When the programmer codes a Peripheral Data Transfer instruction, he specifies among other things the peripheral control that is to send or receive the data (and therefore the I/O trunk connected to that control) and the read/write channel over which the data transfer is to take place. When the instruction is executed, the specified read/write channel is automatically inserted in the peripheral interface. For example, Figure 1-9 shows the data path formed during the execution of a Peripheral Data Transfer instruction in which the programmer specifies that the card reader control is to transfer data over read/write channel 2 ( $R W C 2$ ). The specified channel remains in the interface only for the duration of the card read operation. When the data transfer terminates, RWC2 is automatically removed from the interface and is available for reassignment by another instruction.


Figure 1-9. Data Path During Card Read Operation

Read/write channels are the key to the achievable simultaneity in a Series 200 model: the number of read/write channels associated with a particular processor indicates the number of peripheral operations that can be performed simultaneously by that processor (see Figure 1-10).


Figure 1-10. Data Path Components of Series 200 Processors

## OPTIONAL FEATURES

Table l-8 lists the various features that can be added to the Series 200 processors described in this manual. This table illustrates the realistic design principle of Series 200: a Series 200 model can be specialized to meet the individual user's application; the application is not compromised to meet the design of the model.

Certain features optional with some processors are standard with other larger types. This is also part of the realistic approach to system development. Particularly significant is the fact that specialization of a Series 200 model can occur at any time (not just at installation time) to meet any increased workload or applications shift that might occur.

A summary description of the optional features is given below.

Table 1-8. Series 200 Optional Features

| FEATURE | 201 | $201-1$ | $201-2$ | 1201 | 2201 |  |
| :---: | :--- | :--- | :--- | :--- | :--- | :--- |
| 010 | ADVANCED PROGRAMMING | $\mathrm{n} / \mathrm{a}$ | $\mathrm{n} / \mathrm{a}$ | OPT |  |  |
| 011 | ADVANCED PROGRAMMING | OPT | OPT | $\mathrm{n} / \mathrm{a}$ | $\mathrm{n} / \mathrm{a}$ | $\mathrm{n} / \mathrm{a}$ |
| 012 | PROGRAM INTERRUPT | OPT |  |  |  |  |
| 013 | EDIT INSTRUCTION | OPT | OPT | OPT |  |  |
| 015 | 8 ADDITIONAL I/O TRUNKS | OPT | OPT | OPT |  |  |
| 016 | AUXILIARY READ/WRITE CHANNEL | OPT | OPT | OPT |  |  |
| 1100 | SCIENTIFIC UNIT | $\mathrm{n} / \mathrm{a}$ | $\mathrm{n} / \mathrm{a}$ | $\mathrm{n} / \mathrm{a}$ | OPT | OPT |
| 1115 | 16 ADDITIONAL I/O TRUNKS \& 4 ADDITIONAL RWC S | $\mathrm{n} / \mathrm{a}$ | $\mathrm{n} / \mathrm{a}$ | $\mathrm{n} / \mathrm{a}$ | $\mathrm{n} / \mathrm{a}$ | OPT |
| 1114 | STORAGE PROTECT | $\mathrm{n} / \mathrm{a}$ | $\mathrm{n} / \mathrm{a}$ | $\mathrm{n} / \mathrm{a}$ | OPT | $\mathrm{n} / \mathrm{a}$ |
| 1117 | STORAGE PROTECT | $\mathrm{n} / \mathrm{a}$ | $\mathrm{n} / \mathrm{a}$ | $\mathrm{n} / \mathrm{a}$ | $\mathrm{n} / \mathrm{a}$ | OPT |

STANDARD OPT OPTIONAL

## ADVANCED PROGRAMMING

Two Advanced Programming Features increase the basic instruction repertoire of the Model 200 processors. Feature 011 is available with the Types 201 and $201-1$ processors, and feature 010 can be added to the Type 201-2 processor. Each feature includes the following capabilities (see Table l-9):

1. Additional program instructions.
2. The ability to modify instruction addresses via indexed or indirect addressing (described in Section 4).
3. A "read reverse" capability with magnetic tape units.

Table l-9. Mode1 200 Advanced Programming Feature

| . | FEATURE 011 (Types 201 |
| :---: | :---: |
| Program Instructions <br> 1. Zero and Add <br> 2. Zero and Subtract <br> 3. Branch if Character Equal <br> 4. Change Sequencing Mode <br> 5. Extended Move <br> 6. Move and Translate <br> 7. Branch on Character Condition (expanded version) <br> 8. Branch on Bit Equal ${ }^{2}$ <br> Address Modification <br> 1. Indexed addressing via 6 or 15 index registers ${ }^{3}$ <br> 2. Indirect addressing | Program Instructions <br> 1. Zero and Add <br> 2. Zero and Subtract <br> 3. Branch if Character Equal <br> 4. Change Sequencing Mode <br> 5. Change Addressing Model <br> 6. Extended Move <br> 7. Move and Translate <br> 8. Branch on Character Condition (expanded version) <br> 9. Load Control Registers ${ }^{2}$ <br> Address Modification <br> 1. Indexed addressing via 6 or 15 index registers <br> 2. Indirect addressing |
| Any Model 200 processor can read $1 / 2$-inch magnetic tapes in a reverse direction and transfer the information to the main memory in the normal (forward) direction. |  |
| ${ }^{1}$ The Change Addressing Mode instruction is available in Type 201 or 201-1 processors which include either the Advanced Programming Feature or a main memory capacity greater than 4,096 characters. It is included in the standard instruction repertoire of the Type 201-2 processor. <br> ${ }^{2}$ The Branch on Bit Equal instruction is optionally available only with the Type 201-2 processor The Load Control Registers instruction, optional with the Types 201 and 201-1 processors, is included in the standard instruction repertoire of the Type 201-2 processor. <br> 3 <br> The Types 201-1 and 201-2 processors with the Advanced Programming Feature contain 6 index registers in the three-character addressing mode and 15 index registers in the four-character mode. The Type 201 processor with the Advanced Programming Feature contains six index registers, regardless of addressing mode. |  |

## PROGRAM INTERRUPT

This feature, whose basic functions are described on page 1-3, is an optional feature for the Type 201 processor and is standard for all other processors described herein. A detailed description of program interruption, including conditions which must be present for an interrupt to occur, processor activities which are automatically performed when the interrupt takes place, and the programming of interrupt service routines, is given in Appendix D.

## EDIT INSTRUCTION

A comprehensive instruction - Move Characters and Edit - is optionally available with the Model 200 processors and is a standard feature with the Types 1201 and 2201 processors.

Processed information is edited before being converted to an output medium (e.g., a printed document) by the suppression of unwanted characters and symbols and the insertion of identifying symbols such as the dollar sign, decimal point, and asterisk. The Move Characters and Edit instruction is described on page 8-102.

## ADDITIONAL INPUT/OUTPUT TRUNKS AND READ/WRITE CHANNELS

Any information transferred between the central processor and a periphéral device is transmitted over a "data path" formed by a read/write channel and an input/output trunk. (The significance of these two elements is described on page l-13.) The degree of peripheral simultaneity achievable by a processor and the number of peripheral devices connectable to that processor depends on the number of read/write channels and input/output trunks available, respectively. Three optional features allow a user to increase his processor's peripheral flexibility by adding the following elements:

1. Feature 015 - Eight additional input/output trunks for a Model 200 processor.
2. Feature 016 - One additional (auxiliary) read/write channel for a Model 200 processor.
3. Feature 1115 - Four additional read/write channels and 16 additional input/output trunks for the Type 2201 processor. The input/output trunks of Feature 1115 can be used only in conjunction with the read/write channels of this feature.

## SCIENTIFIC UNIT

The scientific unit, which is physically contained in a separate unit of Series 200 cabinetry, adds 14 scientifically oriented instructions to the Series 200 repertoire. Available with the Types 1201 and 2201 processors, it is summarized in Appendix $F$ and described in detail in the Honeywell Information Bulletin entitled Scientific Unit for Model 1200 and 2200 (Feature 1100).

## STORAGE PROTECT

Two Storage Protect Features, identical in nature, are offered to the Type 1201 and 2201 processors as Features 1114 and 1117, respectively. These features allow a programmerspecified portion of the main memory (and the contents thereof) to be shielded from accidental alteration by programs running concurrently in the memory. Any attempt to violate the protection of this area results in an "internal" processor interruption. The program or programs running in the protected memory area have 15 additional index registers at their disposal; these registers can also be used by programs in the unprotected (or "open") memory area if desired. The Storage Protect Feature is described in Appendix E.

## 2

THE CENTRAL PROCESSOR

A Series 200 central processor is logically divided into five basic units (see Figure 2-1): a main memory, a control memory, an arithmetic unit, a control unit, and an input/output traffic control.


Figure 2-1. Logical Division of Series 200 Central Processor

## MAIN MEMORY

The main memory contains from 2,048 to 262,144 character locations of magnetic core storage which are used to store program instructions and data during a program run (see Figure 2-2).

Nine planes of cores (see Figure 2-3) are placed on top of one another to form a memory "stack"; nine cores aligned vertically form a character position in memory. Every character position is identified by a unique numeric address. This means that an instruction can designate the exact storage locations that contain the data needed for a particular operation.


Figure 2-2. Main Memory Functions


Figure 2-3. A Main Memory Core Plane

Figure 2-4 shows one character position of memory with the name of each core shown to the right. Each core can be individually magnetized to represent either a one or a zero, depending upon its polarity. Moving from bottom to top in Figure 2-4, the first six cores are used for data storage, the seventh and eighth cores are used to define the limits of storage areas (these two cores are frequently referred to as "punctuation" bits), and the ninth core is used for parity checking.

Figure 2-5 shows how typical numeric, alphabetic, and special characters are stored in the main memory. Shaded circles represent cores containing l-bits. Bits 1, 2, 4, and 8 in each
character position can be combined to represent the decimal values zero through nine. This four-bit representation of decimal numbers is known as binary coded decimal (BCD). Alphabetic and special characters are represented by a combination of numeric ( $1,2,4$, and 8 ) and the $A$ and $B$ cores. The $A$ and $B$ cores correspond to card zone punches: the $A$ bit represents a 12 punch, the $B$ bit represents an ll-punch, a combination of the $A$ and $B$ bits represent a 0 -punch. A listing of the main memory formats for all valid Series 200 characters appears in Appendix B.

| CORE | FUNCTION |
| :---: | :---: |
| (0) | PARITY BIT (P) |
| (0) | ITEM MARK BIT (IM) , |
| (0) | WORD MARK BIT (WM) $\}$ |
| (0) | B BIT \}ZONE BITS |
| (0) | A BIt $\}$ |
| (0) | 8 BIT |
| (0) | 4 BIT |
| (0) | 2 BIT |
| (O) | 1 BIT |

Figure 2-4. One Memory Position


Figure 2-5. Representation of Characters in Magnetic Core Storage

The word-mark bit (WM) is used to define storage fields in the memory. Information is rarely stored in the memory as single, independent characters; instead, adjacent character positions are usually grouped to form storage fields. As described in Section 3, the word-mark bit is instrumental in defining the size of such fields.

Consecutive storage fields are frequently grouped together to form a unit of information called an item. As its name implies, the item-mark bit (IM) is used to define the size of an item in the main memory (see Section 3).

A unit of information that is to be transferred between the main memory and a peripheral device is called a record. A record can be of any length, from one character up to virtually the maximum number of characters in the memory. Both the word-mark and item-mark bits are used in defining the size of a record (see Section 3).

The parity bit ( $P$ ) is used in conjunction with an automatic error-detection technique known as parity checking. Every character must be represented in the central processor by an odd
number of one-bits. Whenever a character is moved from one location to a nother it is automatically checked to determine if an odd number of bits has been moved. In Figure 2-5, the characters $0,9, B, M$, and (are represented by an even number of information bits. Circuitry within the central processor automatically adds a one in the parity bit positions of these characters to provide the required odd bit count.

## CONTROL MEMORY

The control memory is a magnetic core storage unit consisting of up to 37 individually addressable control registers. ${ }^{l}$ (The number of registers actually available depends on the system configuration.) Normally, control registers contain the addresses of instructions and of the data being processed during a program run. One such register, called the A-address register, is illustrated in Figure 2-6. In this example, the A-address register contains an address (206) designating a main memory location, which in turn contains a unit of information (the decimal digit 7) to be added in the arithmetic unit.


Figure 2-6. Typical Control Register Function

When the Scientific Unit (Feature 1100) is included in a Series 200 processor, each control register is three characters (18 bits) in length. When the Scientific Unit is not present, each control register is only as large as it need be to contain the largest (or "highest") main memory address in a user's processor. (The binary addressing technique used by Series 200 processors is described in Section 4.) Thus, a processor whose main memory capacity is 8, 192 characters

[^2]contains control memory registers which are each 13 bits long ( 13 bits allow 8, 192 addresses), while the control registers of a processor containing 131,072 characters of main memory storage are each 17 bits long (see Table 2-1).

Table 2-1. Size of Control Memory Registers

| MAIN MEMORY <br> CAPACITY <br> (Characters) | 4,096 | 8,192 | 16,384 | 32,768 | 65,536 | 131,072 | 262,144 |
| :--- | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| SIZE OF <br> CONTROL <br> MEMORY <br> REGISTER (Bits) | 12 | 13 | 14 | 15 | 16 | 17 | 18 |

Control registers can be addressed either by programmed instruction or from the operator's control panel or console. For instance, an instruction can change the course of a program by manipulating the contents of the control register that governs program sequence; the operator can interrogate a control register to determine the exact location at which the program has halted, etc. When a register is addressed by programmed instruction, it is specified by means of a variant character in the instruction. A register is addressed from the control panel or console by using the register's octal address. The functional name of each register and the variant character which specifies the register are listed in Table 2-2.

Table 2-2. Control Memory Registers

| MNEMONIC DESIGNATION | FUNCTION | VARIANT CHARACTER |
| :---: | :---: | :---: |
| REGISTERS STANDARD IN ALL PROCESSORS |  |  |
| 1. AAR | A-Address Register | 67 |
| 2. BAR | B-Address Register | 70 |
| 3. SR | Sequence Register | 77 |
| 4. CLCl | Read/Write Channel l - Current Location Counter | 01 |
| 5. CLC2 | Read/Write Channel 2 - Current Location Counter | 02 |
| 6. CLC3 | Read/Write Channel 3 - Current Location Counter | 03 |
| 7. SLCl | Read/Write Channel l- Starting Location Counter | 11 |
| 8. SLC2 | Read/Write Channel 2 - Starting Location Counter | 12 |
| 9. SLC3 | Read/Write Channel 3 - Starting Location Counter | 13 |
| 10. WRl | Work Register 1 | 75 |
| 11. WR2 | Work Register $2^{1}$ | 74 |
| 12. WR3 | Work Register 3 | 60 |
| FEATURE 010 or 011 |  |  |
| 13. CSR | Change Sequence Register | 64 |

Table 2-2 (cont). Control Memory Registers

| MNEMONIC DESIGNATION | FUNCTION | VARIANT CHARACTER |
| :---: | :---: | :---: |
| FEATURE 012 |  |  |
| 14. EIR | External Interrupt Register | 66 |
| FEATURE 016 |  |  |
| $\begin{aligned} & \text { 15. CLCl' } \\ & \text { 16. SLC1' } \end{aligned}$ | Read/Write Channel l' - Current Location Counter <br> Read/Write Channe1 1' - Starting Location Counter | $\begin{aligned} & 05 \\ & 15 \end{aligned}$ |
| FEATURE 1115 |  |  |
| 17. CLC 4 <br> 18. CLC5 <br> 19. CLC6 <br> 20. CLC4 ${ }^{1}$ <br> 21. SLC4 <br> 22. SLC5 <br> 23. SLC6 <br> 24. SLC4 ${ }^{1}$ | Read/Write Channel 4-Current Location Counter <br> Read/Write Channel 5 - Current Location Counter <br> Read/Write Channel 6 - Current Location Counter <br> Read/Write Channel 4'- Current Location Counter <br> Read/Write Channel 4 - Starting Location Counter <br> Read/Write Channel 5 - Starting Location Counter <br> Read/Write Channe1 6 - Starting Location Counter <br> Read/Write Channel $4^{\prime}$ - Starting Location Counter | 21 <br> 22 <br> 23 <br> 25 <br> 31 <br> 32 <br> 33 <br> 35 |
| FEATURE 1100 |  |  |
| 25. <br> 26. AC0 <br> 27. <br> 28. <br> 29. ACl <br> 30. <br> 31. <br> 32. AC2 <br> 33. <br> 34. <br> 35. AC3 <br> 36. | Floating-Point Accumulator 0 <br> Floating-Point Accumulator 1 <br> Floating-Point Accumulator 2 <br> Floating-Point Accumulator 3 | $\begin{aligned} & 41 \\ & 42 \\ & 43 \\ & 45 \\ & 46 \\ & 47 \\ & 51 \\ & 52 \\ & 53 \\ & 55 \\ & 56 \\ & 57 \end{aligned}$ |
| FEATURE 1114 OR 11117 |  |  |
| 37. IIR | Internal Interrupt Register | 76 |
| ${ }^{1}$ Not accessibl | the program. |  |

## ADDRESS REGISTERS

The $\mathrm{A}-$ and B -address registers, the two sequence registers, and the interrupt registers are used to address main memory during the loading and execution of instructions. A detailed description of these registers is presented in Section 4, "Addressing."

## READ/WRITE COUNTERS

Data is transferred between the main memory and a peripheral device via a read/write channel (described in Section 1). Associated with a read/write channel are two locationcounters: a starting location counter and a current location counter. When a peripheral transfer is to be performed, the address at which the transfer is to begin is stored in both counters. Then, as each successive character is transferred, the contents of the current location counter are incremented by one so that when the transfer is completed, the address of the character position immediately following the last character transferred is stored in the current location counter.

The availability of the starting and current addresses associated with an input/output area greatly simplifies the manipulation of variable-length records.

## ARITHMETIC UNIT

Arithmetic and logical operations are performed by a configuration of components commonly referred to as the arithmetic unit. Basically, this unit is composed of an adder, capable of performing both binary and decimal arithmetic, and two operand storage registers, ${ }^{l}$ each capable of storing a single six-bit character. In general terms, an arithmetic or logic operation is performed as follows (see Figure 2-7):

1. An instruction in the stored program specifies the type of operation to be performed and the main memory storage locations of the data to be operated upon.
2. The operands are transferred to the operand storage registers a character at a time, beginning with the rightmost character in each operand.
3. Each pair of characters that enters the storage registers is combined by the adder and the result is stored in the main memory as specified by the stored program instruction. If a carry is generated, it is stored in the adder and combined with the next higher-order pair of characters.


Figure 2-7. Data Flow Between Main Memory and Arithmetic Unit

[^3]
## CONTROL UNIT

The control unit is the hub of central processor activities (see Figure 2-8). Its major function is to select, interpret, and execute all of the instructions in the stored program. In carrying out these instructions, the control unit coordinates the various activities of receiving data from input devices, transferring data within the central processor, and transferring processed data to the output units. The main memory addresses used by the control unit in performing these tasks are stored in the registers of the control memory.


Figure 2-8. Control Unit Activities

## INPUT/OUTPUT TRAFFIC CONTROL

The input/output traffic control is, as its name implies, the control unit which regulates the flow (or "traffic") of data transferred during input/output activities. It works in conjunction with the central processor control unit to allocate central processor time to input/output operations and to identify the peripheral controls which are to use that time to transfer data (see Figure 2-9).

The I/O traffic control enables from three (Model 200 minimum) to eight (Model 2200 maximum) simultaneous input/output operations to occur concurrently with the internal computations of the processor. This simultaneity is achieved by the traffic control's allocation of consecutive memory cycles to either peripheral controls or the central processor.


Figure 2-9. Input/Output Traffic Control Activities

## MEMORY CYCLE DISTRIBUTION

When peripheral operations are in progress, a variety of mechanical activities may be taking place - paper advancing in a printer, a tape reel backspacing, a magnetic tape strip being selected, etc. During peripheral operations, only a fraction of actual central processor time is required to transfer information to and from the main memory; most of the time is taken up by the peripheral mechanical activities. The periods in which the central processor is actually interrupted for data transfer are spaced over the duration of the peripheral operation (see Figure 2-10).


Figure 2-10. Data Transfer Intervals During One Peripheral Operation

When a peripheral operation is in progress but is not using main memory (the gray areas in Figure 2-10), another peripheral control may gain access to the main memory. This second memory access can in turn give way to a third access by another control before the original operation requires access to the memory again, etc. In other words, peripheral operations can
occur simultaneously with one another. The periods of time in which peripheral controls do not require main memory access to transfer data are given to the central processor for its internal activities. It is the function of the I/O traffic control to direct the sharing of main memory cycles by the various peripheral devices and the central processor.

The rate at which each peripheral control transfers data over a programmer-assigned read/write channel depends on the mechanical characteristics of the device connected to the control. ${ }^{l}$ Thus, the transfer intervals shown in Figure 2-10 are spaced according to the device being used. For instance, the transfer rate for the mass memory file is considerably faster than that for the card punch; therefore, the mass memory file will require access to the main memory more frequently than the card punch. The I/O traffic control monitors the requests for access to the main memory and insures that all requests are honored within the prescribed time interval for each unit. The manner in which this is done is illustrated in Figure 2-11. Essentially, the traffic control decides how each memory cycle should be used - by a read/write channel or by the central processor - as described below.

The traffic control offers consecutive memory cycles to read/write channels, one memory cycle per channel. If there is a demand on a particular channel when the cycle is offered, the channel is granted access to the main memory for one cycle. If the channel does not require the memory cycle (i.e., if there is no information to be transferred through the channel at that time), the memory cycle is given to the central processor for internal data processing.

Each basic read/write channel associated with a processor is granted a memory cycle access to the memory every six microseconds. Thus, the Model 200 processors grant a twomicrosecond access to each one of the three basic read/write channels every six microseconds; the Type 2201 processor gives a one-microsecond memory access to each one of six basic channels every six microseconds. The Type 1201 processor also offers a memory cycle (1.5 microseconds) to each of the three basic channels every six microseconds but in a slightly different manner. There are four l.5-microsecond memory cycles in every six-microsecond interval. Thus, RWC1, RWC2, and RWC3 are each granted a 1.5-microsecond access to the memory, and 1.5 microseconds is still available before the next six-microsecond interval begins. This "residual" memory cycle is always given to the Type 1201 processor for internal computation.

## AUXILIARY READ/WRITE CHANNELS

RWCl' and RWC4' are called auxiliary read/write channels because of the manner in which they are granted access to the main memory by the input/output traffic control. RWCl and

[^4]

Figure 2-11. Symbolic Representation of Input/Output Traffic Control

RWCl' are connected to an alternator; RWC4 and RWC4' are also connected to an alternator. Every six microseconds, either or both alternators (depending on the number of channels associated with a processor) switch to allow one of the attached read/write channels access to the main memory. By providing alternate access between RWC's land l'and between RWC's 4 and $4^{\prime}$, each auxiliary RWC can gain access to the main memory once every 12 microseconds.

It should be noted that program control of the alternators is required because the data transfer characteristics of certain peripheral devices require that main memory be accessed at intervals less than 12 microseconds. This means that when such devices are linked to the main memory via RWCl and/or RWC4, the action of the appropriate alternator must be inhibited. Under no conditions should such devices be assigned to transmit data over RWCl' or RWC4'. As discussed in Section 8, input/output instructions can be specified to inhibit the action of the alternator(s), thereby guaranteeing $R W C l$ and/or RWC4 access to the main memory every six microseconds by denying memory access to the corresponding $\mathrm{RWC}(\mathrm{s})$.

Table 2-3. Summary of Central Processor Characteristics


Table 2-3 (cont). Summary of Central Processor Characteristics


## VARIABLE FIELD LENGTH

Information is stored in the main memory in groups of characters, which are called fields. A field is, by definition, any group of characters that is treated as a unit. Series 200 models permit fields of any length, from one character up to the maximum number of characters in the memory. This means that an instruction or data field occupies only that number of core storage locations actually needed.

The use of variable-length fields requires that there be a method of indicating the actual length of instruction fields and data fields. This requirement is fulfilled by the word-mark bit mentioned in Section 2. The word-mark bit performs the following functions:

1. It terminates the retrieval of an instruction.
2. It terminates the execution of an instruction.
3. It defines the size of a data field.

Throughout this manual, the presence of a word mark will be indicated by a circle around the character with which it is associated. The following points should be noted regarding the use of word marks:

1. Word marks can be set and cleared by programmed instructions.
2. Word marks are set by the same routine that loads a program and data into the main memory. Usually, word-mark assignments will remain unchanged throughout the execution of a program.
3. An instruction is terminated by a word mark in the storage position immediately following its last (rightmost) character.
4. A data field is terminated by a word mark associated with its high-order (leftmost) character.

## INSTRUCTION FORMAT

An instruction is a coded statement which orders the computer to perform a fundamental operation. A set of instructions suitably combined to perform a specific task is called a program or routine.

As will be shown in Section 5, the task of coding the instructions in a program is greatly simplified by the Easycoder symbolic programming system. The Easycoder Assembly Program converts the symbolic coding written by the programmer into a machine language which is acceptable to the internal logic of the machine.

## OPERATION CODE

Basic to all instructions is an operation code, usually referred to as an op code, that defines the fundamental operation to be performed. The programmer specifies an op code by using a predefined mnemonic configuration; e.g., BA is the op code that specifies a binary add operation, MCW is the op code that specifies a move characters to word mark operation. The Easycoder Assembly Program automatically converts a mnemonic op code into a single-character, machine-language op code and sets the word-mark bit in the character position in which it is stored.

## A AND B ADDRESSES

Most instructions also have two address portions, designated as the $A$ address and the $B$ address. The address portions indicate the starting locations of the operand fields in the main memory. Using the Easycoder language, the programmer can specify memory locations by means of symbolic addresses or "tags" (see Section 5).

The Easycoder Assembly Program automatically assigns absolute memory addresses to the symbolic addresses appearing in a program (see Figure 3-1). Thus, the programmer can manipulate operands without regard to their actual storage locations in memory.


Figure 3-1. Conversion of Symbolic Tags to Absolute Memory Addresses

Because of the modular design of Series 200 models, the programmer has the facility to specify whether a two-, three-, or four-character absolute address will be assigned to each symbolic address used in the program. In any case, the absolute addresses assigned by the assembly program are interpreted as pure binary numbers (see Section 4).

## VARIANT CHARACTER

The variant character is used to modify the op code of an instruction. For example, the op code of a Branch on Condition Test instruction (BCT) specifies the fundamental operation branch if a tested condition is met. The condition or restriction which must be met before the branch can occur is specified by the variant character. A table of valid variant characters is presented in Appendix B.

Figure 3-2 shows the six basic formats in which machine-language instructions may appear. Since the maximum number of characters in an instruction depends upon whether two-, three-, or four-character addressing is being used, shaded boxes in the illustration indicate the format of an instruction without specifying the number of characters in each part. These formats are representative of all instructions except those associated with input/output operations. The format of an input/output instruction (shown in Section 8 under the heading "Input/Output Instructions') is a modification of format 3 shown below. Specifically, the variant characters of the instruction are replaced by a field of one or more control characters which define the input/output operation in terms of data path, direction of data flow, control unit designation, etc.


Figure 3-2. Series 200 Instruction Formats

For the sake of direct comparison, Figure 3-3 illustrates each of the formats defined in Figure 3-2 as a symbolic entry on the programmer's coding form.

## EASYCODER <br> CODING FORM



Figure 3-3. Symbolic Representation of Series 200 Instructions

## ORGANIZATION OF DATA IN MAIN MEMORY

Data may be stored in the main memory in any of the following variable-length formats:

- FIELD
- ITEM
- RECORD


## FIELDS

Consider the eight consecutive storage locations shown in Figure 3-4. To indicate to the machine that these eight characters are to be treated as a field, their left and right boundaries must be defined. The left boundary is defined by setting a word mark in position 990. The right boundary is defined by specifying storage address 997 in the instruction that will manipulate the field. The eight-character group shown in Figure 3-5 is properly defined as a field.

| STORAGE ADDRESS | 9\%\% | 9\%\% | 9 \% \% | 9\%3 | 99\% | 99\% | 9\%\% | 9\%\% |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| CON | 7 | 3 | 6 | 6 | 9 | 5 | 2 | 9 |

Figure 3-4. Consecutive Storage Locations in Main Memory

## EASYCODER



Figure 3-5. Data Field Format in Main Memory

## ITEMS

An item consists of one or more consecutive storage locations whose boundaries can be defined in either of two ways:

1. The leftmost character position can be definedin the instruction that will operate on the item and the rightmost character position defined by an item mark; or
2. The rightmost character position can be definedin the instruction that will operate on the item and the leftmost character position defined by an item mark.
NOTE: An item mark is illustrated in this manual by underlining the character with which it is associated. Fields within an item are defined by word marks.

Two items, each containing three datafields, are shown in Figure 3-6.


Figure 3-6. Two Item Formats in Main Memory

## RECORDS

A record is any unit of information that is to be transferred between the main memory and a peripheral device. ${ }^{l}$ A record can be of any length, from one character up to the maximum number of characters in the memory. It can contain any number of items and fields. The rightmost limit of a record is defined by a record mark in the character position following the last character in the record (see Figure 3-7).

NOTE: A record mark is illustrated by combining the word-mark and item-mark symbols. The address of the leftmost character in a record is specified in the instruction that operates on the record.


Figure 3-7. Record Format in Main Memory

## SUMMARY

The foregoing data formats are summarized in Figure 3-8.

| DATA FORMAT | BOUNDARY DEFINITION |  | INSTRUCTION <br> USED TO SET <br> MARK (See <br> Section 8 ) |
| :---: | :---: | :---: | :---: |
|  | LEFTMOST CHARACTER | RIGHTMOST CHARACTER |  |
| FIELD | Word Mark (*) | Address portion of instruction | Set Word Mark |
| ITEM | Address portion of instruction | Item mark $\underline{X}$ | Set Item Mark |
|  | Item Mark ${ }^{\text {X }}$ | Address portion of instruction |  |
| RECORD | Address portion of instruction | Record mark <br> (in character position following last character of record) ${ }^{1}$ | BOTH Set Word Mark and Set Item Mark |

Figure 3-8. Summary of Internal Data Formats

[^5]
## MAGNETIC TAPE DATA FORMAT

In many applications, a major input and output medium for a Series 200 model is magnetic tape. The standard Series 200 magnetic tape system uses $1 / 2$-inch tape as the recording medium. A tape system using 3/4-inch tape is also available.

Information is stored on 1/2-inch magnetic tape in variable-length group of characters called records. The tape is divided lengthwise into seven recording channels. A line of bit positions across the tape, one position for each channel, is called a frame. The seven bits in a frame correspond to the six information bits and one parity bit found in a character position in the main memory. Notice that no channels are provided for the storage of punctuation bits on tape. Unlike main memory records, which are delimited by record-mark punctuation, tape records are separated from each other by a band of blank tape, which is called an interrecord gap. The representation of a memory character position on magnetic tape is shown in Figure 3-9.


Figure 3-9. Character Representation on Magnetic Tape

Characters recorded on magnetic tape are transferred from the main memory without parity bits. At the time of recording, the magnetic tape control generates parity bits as required. The programmer may specify either odd or even-parity recording: in the odd-parity mode the bit count in each frame is odd; in the even-parity mode the bit count is even.

In addition to parity bits, which are used for frame checking, the magnetic tape control also generates a longitudinal check frame which is used for channel checking purposes. A check frame is automatically appended at the end of each record stored on tape.

Recall that a record stored in memory is delimited by a record mark in the character position following the last character in the record. When a record is transferred to tape, the
contents of the character position containing the record mark are not included as part of the record. On the other hand, if a record mark is sensed in memory when information is being read in from tape, the record mark will terminate the record and the character position containing the record mark will receive a character from the tape. Although data transfer from the tape is terminated by the record mark, tape motion continues until an interrecord gap is sensed. No punctuation marks are altered in any way as a result of tape read/write operations.


Figure 3-10. Data Format on Magnetic Tape

## PUNCHED CARD FORMAT

Punched cards provide a convenient means of entering data into the machine. The cards used for this purpose are either standard 12-row, 80-column cards or 51-column cards. Each card column may contain a decimal digit, an alphabetic character, or a special symbol such as a slash or an asterisk (see Figure 3-11).


Figure 3-11. Punched Card Codes

Numeric information is represented using the card punch positions labeled zero through nine. Alphabetic information is represented by a combination of numeric punches and zone punches. There are three zone punch positions: the 12 zone at the top edge of the card, the 11 zone just below the 12 -zone position, and the zero zone labeled as row zero on the card. The 11 and 12 zones are not labeled because the top edge of the card is reserved for printedheadings.

In addition to Hollerith code, cards may be punched or read in the direct transcription mode as an optional feature. Each punch position on the card is individually significant in this mode, a punch representing a one bit and the absence of a punch representing a zero bit.

The data formats of the media most commonly associated with peripheral devices (viz., magnetic tape and punched cards) have been described. However, other media (e.g., paper tape, magnetic tape strips, etc.) also contain unique data formats which are converted to central processor format by their respective peripheral controls. These formats are described in the individual Series 200 publications which define such devices.
$\square$

## 4 <br> ADDRESSING

## BASIC CONCEPTS

The main memory storage locations that contain the instructions and data of a program are identified to the machine by their particular main memory addresses. Every character storage location in the main memory is directly addressable.

An instruction is stored in a field of from one to 12 characters, depending on the format of the instruction and the mode of address assembly (two-, three-, or four-character). Figure 4-1 illustrates how a typical Add instruction appears when stored in the main memory. (Recall that a character enclosed in a circle indicates that a word mark is associated with it.)

An instruction is addressed by specifying the op code (leftmost) location of the instruction. For instance, the address of the Add instruction in Figure 4-1 is storage location 524. The machine reads an instruction from left to right until it senses a word mark. For example, the extraction of the Add instruction (Figure 4-1) is stopped by the word mark associated with the op code of the next instruction in sequence.


Figure 4-1. Typical Add Instruction

As mentioned in Section 3, a data field is defined in the following manner: the leftmost location in the field is indicated by a word mark; the rightmost location is specified in the $A$ or $B$ address of an instruction. The machine reads a data field from right to left until it senses the word mark associated with the leftmost character in the field. For example, the A and B addresses in the instruction shown in Figure 4-1 could specify the data fields shown in Figure 4-2. ${ }^{1}$


Figure 4-2. Extraction of Data Fields in Typical Add Instruction

An item is addressed by specifying either its leftmost or its rightmost character location in an address portion of anstruction (a variant character in the instruction specifies which character is being addressed). If the address of the leftmost character is specified, the machine reads the item from left to right; if the address of the rightmost character is specified, the machine reads the item from right to left. In either case, the operation terminates when an item mark is sensed.

A record is addressed by specifying its leftmost character location in an address portion of an instruction. The machine reads a record from left to right until it senses a record mark. Note that the contents of the character position containing a record mark are not considered as part of the record.

[^6]The direction in which the machine reads any of the above-mentioned groups is compatible with the manner in which the contents of the group are manipulated. For instance, a field is read from right to left becuase arithmetic operations combine fields character by character, starting with the low-order or "units" position in each field. Similarly, an instruction is read from left to right because the machine must interpret the op code before it can manipulate the operand(s).

## REGISTERS USED IN ADDRESSING

The processing of a stored-program instruction consists of two phases: the retrieval (or "extraction") of the instruction from main memory storage, and the execution of the instruction. Six control memory registers are used to address the main memory during instruction processing. Four registers - SR, CSR, EIR, and IIR - are related to the sequential selection of instructions in a program; the other two registers - AAR and BAR - control the transfer of information from one storage location to another by containing the address portions of an instruction.

## SEQUENCE REGISTER (SR) 17

SR contains the address of the next sequential instruction character to be extracted from the memory during a program run. The contents of $S R$ are incremented by one as each instruction character is extracted, so that $S R$ contains the address of the next instruction's op code when one instruction has been completely extracted.

## CHANGE SEQUENCE REGISTER (CSR)

The address of an op code can be stored in CSR, 1 A Change Sequencing Mode instruction (see page 8-72) will interchange the contents of SR and CSR and thereby cause the program to branch to the instruction whose op code address was stored in CSR. At this point in the program CSR will contain the address of the op code following the Change Sequencing Mode instruction. In order to return to this op code (i.e., to the initial sequence of instructions), another Change Sequencing Mode instruction can be issued.

## EXTERNAL INTERRUPT REGISTER (EIR)

EIR, like CSR, can be used to store the address of an op code (see footnote below. This address and the contents of $S R$ will be interchanged automatically when an external interrupt signal is received. (Recall that an external interrupt signal can be generated by a peripheral

[^7]control, by the control panel or console, or by the Monitor Call instruction. In order to return to the normal sequence of instructions that was interrupted, a Resume Normal mode instruction (see page 8-97) can be issued.

## INTERNAL INTERRUPT REGISTER (IIR)

The address of an op code can also be storedin IIR. 1 When the Type 1201 or 2201 processor is equipped with the Storage Protect Feature, certain operations are considered as "violations" of storage protection (e.g., the attempt to transfer data from a peripheral control to the protected memory area). An internal interrupt signal is generated when such a violation occurs, and the contents of IIR and SR are automatically interchanged. The Resume Normal Mode instruction is used to return to the interrupted program.

## A-ADDRESS REGISTER (AAR) 14

AAR normally contains the A-address portion of an instruction (i.e., the storage address of the rightmost character in the A-operand field). This address is loaded into AAR during the extraction phase of processing. In the execution of instructions whose operands are fields, the contents of AAR are decremented by one as each character in the A field is manipulated. The contents of AAR are incremented by one as each character in a record or leftmost-addressed item is executed.

B-ADDRESS REGISTER (BAR) 10
Normally the B-address portion of an instruction is loaded into BAR during the extraction phase. During the execution of most instructions, the contents of BAR are decremented by one as each character in the $B$ field is executed. If the $B$ operand is a record or a leftmost-addressed item, the contents of $B A R$ are incremented by one as each character is executed.

## SUMMARY

The foregoing information can be summarized as four easily remembered rules:

1. An instruction is read from left to right. As each character in the instruction is read, the contents of the sequence register are incremented by one.
2. A field is read from right to left. As each character in a field is read, the contents of the corresponding address register are decremented by one.
3. A record is read from left to right. 2 As each character in a record is read, the contents of the corresponding current location counter are incremented by one.

[^8]4. An item can be read either from left to right or from right to left. As each character in an item is read, the contents of the corresponding address register are incremented by one if reading from left to right, or decremented by one if reading from right to left.

Recall that a control memory register is only as large as it need be to contain the largest main memory address in a user's processor (see Table 2-1), so that the size of the user's control registers ranges from 12 to 18 bits in length. The programmer should keep this fact in mind while reading the following description of addressing modes.

## ADDRESSING MODES

As stated at the beginning of this section, an instruction is stored in a field of from 1 to 12 characters, depending on the instruction's format and the programmed addressing mode. The op code is stored as a single, six-bit character. Variant characters or I/O control characters, if any, are each stored as single characters. The number of character locations in which each address portion is stored depends on the addressing mode selected by the programmer. This selection is made by means of a Change Addressing Mode instruction (see page 8-69), by which the programmer specifies the two-, three-, or four-character addressing mode. A significant feature of the Series 200 addressing technique is that the entire memory is directly addressable.

## TWO-CHARACTER ADDRESSING MODE

An operand address written in the two-character addressing mode is stored in two consecutive character locations in memory. The stored address (a continuous l2-bit binary number) represents the address of a main memory location in the range $0-4,095{ }_{10}$.


During the extraction phase of instruction processing, the two-character address is placed in the rightmost 12 -bit positions of the address register (AAR or BAR). Any bits in the register to the left of the two-character address are called "bank bits." Previous values in the bank bit positions of the register are not disturbed during instruction extraction. ${ }^{1}$

[^9]

When the instruction is executed, the entire contents of the address register are interpreted as the operand address. Previous values in the bank bit positions, not disturbed during the extraction phase, are used to form the address of the operand during the execution phase. Thus, the bank bit values are a base address to which the 12 -bit address is added to form the actual operand address. If the bank bit values are all zeros, the 12 -bit address is the actual operand address.

For example, a two-character $A$ address specifying location $4,000_{10}$ is extracted and placed in AAR. The second bank bit in AAR (bit position 14) contains a residual value of "l", forming a base address of $8,19210^{\circ}$. When the instruction is executed, the entire contents of AAR ( $\left.8,192_{10}+4,000_{10}\right)$ specify the address of the A operand $-10 c a t i o n 12,19210^{\circ}$

As the contents of the address register are incremented or decremented during "internal" execution, bank bits are not disturbed. ${ }^{1}$ If the 12 -bit address in the rightmost positions of the register becomes zero, a borrow from the first bank bit does not occur. Thus, the portion of memory which is addressable by a two-character address is the 4,096-character "bank" specified by the base address.

Indexed and indirect addressing (see below) cannot be performed in the two-character addressing mode.

## THREE-CHARACTER ADDRESSING MODE

An operand address written in the three-character addressing mode is stored in three consecutive character locations of the memory. The rightmost 15 bits of the stored address represent the address of a main memory location in the range $0-32,767_{10}$. The leftmost three

[^10]bits, referred to as the "address modifier," specify whether the address is direct, indirect, or indexed (see "Address Modification, " page 4-3).


During the extraction phase, the 15 -bit address is placed in the rightmost bit positions of the operand address register. Any bits in the register to the left of these bit positions are called "sector bits." Previous values in the sector bit positions of the register are not disturbed during instruction extraction. ${ }^{1}$


When the instruction is executed, the entire contents of the address register are interpreted as the operand address. Previous values in the sector bit positions, not disturbed during the extraction phase, are used to form the address of the operand during the execution phase. Thus, the sector bit values are a base address to which the 15 -bit address is added to form the actual operand address. If the sector bit values are all zeros, the 15 -bit address is the operand address.

For example, a three-character A address specifying location $12,000{ }_{10}$ is extracted and placed in AAR. The first sector bit in AAR (bit position 16) contains the value "I", forming a base address of $32,768_{10^{\circ}}$. When the instruction is executed, the entire contents of AAR $\left(32,768_{10}+12,000_{10}\right)$ specify the address of the $A$ operand - location $44,768_{10}$.

As the contents of the address registers are incremented or decremented during "internal" execution, sector bits are not disturbed. If the 15 -bit address in the rightmost locations of the address register becomes zero, a borrow from the first sector bit does not occur. Thus, the

[^11]portion of memory which is addressable by a three-character address is the 32, 768-character "sector" specified by the base address.

Addressing is continuous throughout the entire memory when a peripheral transfer operation is performed, as in the two-character mode.

## FOUR-CHARACTER ADDRESSING MODE

An operand address written in the four-character addressing mode is stored in four consecutive character locations. The rightmost 18 bits represent a main memory address in the range $0-262,144_{10} .^{1}$ The leftmost five bits - the "address modifier" $\rightarrow$ specify whether the address is direct, indirect, or indexed (see "Address Modification, " below).


The 18 -bit address is placed in the address register during the extraction phase. Thus, the entire contents of the address register are affected during the extraction of a four-character address.
 (Up to 18 Bits)

The entire contents of the register are interpreted as the operand address when the instruction is executed. As the contents of the operand address registers (AAR and BAR) are incremented or decremented during execution, all bits in the register are affected. Thus, addressing is continuous throughout the entire range of available memory (up to 262,144 locations) in the four-character addressing mode.

## ADDRESS MODIFICATION

Indirect and indexed addressing can be used to modify three- or four-character addresses in any Series 200 processor containing the Advanced Programming Feature (Feature 010 or 011 ).

[^12]These addressing forms are represented by the configuration of the "address modifier" as described below and are interpreted by the processor during the extraction phase.

## THREE-CHARACTER ADDRESS

The address modifier of a three-character address (i.e., the leftmost three bits of the stored address) specifies whether the address is direct (000), indirect (111), or indexed (00l through 110).

## Indirect Addressing

In previous examples and illustrations in this section, an address portion of an instruction always specifies the address of a data field in the main memory. This manner of addressing an operand is commonly referred to as direct, or "first-level," addressing. In some instances, instead of specifying the location of a data field directly, it is more useful to be able to specify the storage location of another address, which in turn specifies the location of the desired data field. This manner of locating an operand is referred to as indirect, or "second-level," addressing.

A three-character indirect address is specified by an address modifier of all one bits and refers to the leftmost storage location of another main memory address. The referenced address can itself be direct, indirect, or indexed as specified by its address modifier. Thus, an indirect address can specify another indirect address, and so on through any number of levels, or it can specify an indexed address. The method of coding an indirect address is illustrated in Section 5.

Figure 4-3 shows the extraction of an Add instruction in which indirect addressing is specified in the $A$ address and direct addressing is specified in the $B$ address. Note that the $A$ address (indirect) references the leftmost location of another main memory address. This address, in turn, specifies the location of the rightmost character in the A field. Note further that if the address modifier of location 1027 were not " 000 ", the remainder of the stored address would be interpreted as an indexed or indirect address.

## Indexed Addressing

A Series 200 processor can contain up to 30 index registers, depending on the type of processor and the optional features included in that processor. Table 4-l summarizes the manner in which a processor acquires index registers.

Indexing operations in the three-character addressing mode use index registers lhrough 6. These registers are located in the first 25 locations (locations 0 through 24) of the 32, 768character sector in which the instruction is stored (see Table 4-2). ${ }^{1}$

[^13]

Figure 4-3. Extraction of Three-Character Indirect Address

Table 4-1. Number of Index Registers Available to Series 200 Processors

| Type | Basic Processor | Features |  | Minimum | Maximum |
| :---: | :---: | :---: | :---: | :---: | :---: |
|  |  | Advanced Programming (Feature 010 or 011 ) | Storage Protect (Feature 1114 or 1117) |  |  |
| 201 | 0 | 6 | $\mathrm{n} / \mathrm{a}$ | 0 | 6 |
| 201-1 | 0 | 15 | n/a | 0 | 15 |
| 201-2 | 0 | 15 | $\mathrm{n} / \mathrm{a}$ | 0 | 15 |
| 1201 | 15 | $n / a^{l}$ | 15 | 15 | 30 |
| 2201 | 15 | $n / a^{1}$ | 15 | 15 | 30 |

[^14]Table 4-2. Index Register Addresses in Three-Character Addressing Mode

| Index Register | Address Modifier | Storage Field | Address |
| :---: | :---: | :---: | :---: |
| 1 | 001 | $2-4(+n)$ | $4(+n)$ |
| 2 | 010 | $6-8(+n)$ | $8(+n)$ |
| 3 | 011 | $10-12(+n)$ | $12(+n)$ |
| 4 | 100 | $14-16(+n)$ | $16(+n)$ |
| 5 | 101 | $18-20(+n)$ | $20(+n)$ |
| 6 | 110 | $22-24(+n)$ | $24(+n)$ |

$n=$ first location of the 32,768 -character sector in which the instruction is stored.

When indexed addressing is performed in the three-character mode, the rightmost 15-bit contents of an index register are automatically added to the 15 -bit address field in an instruction. Three variables must be defined in any indexing operation: (1) the index register to be used, (2) the address to be modified, and (3) the factor (referred to as an augment) to be added to the address. The index register to be used is specified in the address modifier of an address field. The address to be modified can be stored in the same address field or it can be stored in the designated index register. If the address to be modified is stored in an address field, the augment is stored in the designated index register and vice versa.

The modification of an address occurs in its respective address register. For instance if the $B$-address portion of an instruction is indexed, the indexing is performed in BAR. This means that neither the original instruction stored in the main memory nor the contents of the index register is altered in any way.

Normal programming, such as a load or a move operation, can be used to store a value in an index register. Similarly, the contents of an index register can be changed by using an instruction such as Binary Add or Binary Subtract. Note that since the index registers are located in the main memory, they can be used as normal storage locations when they are not being used for indexing operations.

Figure 4-4 illustrates how the Add instruction on page 4-10 would be extracted if indexed addressing were specified in the $A$-address portion of the instruction. The method of coding an indexed address is illustrated in Section 5.


Figure 4-4. Extraction of Indexed Address in Three-Character Mode

## FOUR-CHARACTER ADDRESSING MODE

The address modifier in a four-character address consists of the leftmost five bits of the address (see page 4-8). The configuration of these bits specifies whether the address is direct (00000), indirect ( 10000 ), or indexed (00001 through l1111, skipping over l0000).

Indirect Addressing
Indirect addressing in the four-character addressing mode is performed similarly to that in the three-character mode, except that:

1. a five-bit address modifier whose configuration is 10000 specifies indirect addressing; and
2. a four-character address is extracted.

The method of coding a four-character indirect address in Easycoder assembly language is identical to that used for a three-character indirect address (see Section 5).

## Indexed Addressing

Four-character indexed addresses to be modified by index registers 1 through 15 are specified by an address modifier whose configuration is 00001 through 01111 , respectively. Index registers 16 through 30 , when present, ${ }^{l}$ are specified by the configurations 10001 through 11111 (see Table 4-3).

Table 4-3. Index Register Addresses in Four-Character Addressing Mode

| Index Register | Address Modifier | Storage Field | Address |
| :---: | :---: | :---: | :---: |
| 1 | 00001 | 2-4 | 4 |
| 2 | 00010 | 6-8 | 8 |
| 3 | 00011 | 10-12 | 12 |
| 4 | 00100 | 14-16 | 16 |
| 5 | 00101 | 18-20 | 20 |
| 6 | 00110 | 22-24 | 24 |
| 7 | 00111 | 26-28 | 28 |
| 8 | 01000 | 30-32 | 32 |
| 9 | 01001 | 34-36 | 36 |
| 10 | 01010 | 38-40 | 40 |
| 11 | 01011 | 42-44 | 44 |
| 12 | 01100 | 46-48 | 48 |
| 13 | 01101 | 50-52 | 52 |
| 14 | 01110 | 54-56 | 56 |
| 15 | 01111 | 58-60 | 60 |
| 16 | 10001 |  |  |
| 17 | 10010 |  |  |
| 18 | 10011 |  |  |
| 19 | 10100 |  |  |
| 20 | 10101 | Same as above, only |  |
| 21 | 10110 | relative to the 4,096- |  |
| 22 | 10111 | relative to | - |
| 23 | 11000 | character memory bank |  |
| 24 | 11001 | designated by the Load |  |
| 25 | 11010 |  |  |
| 26 | 11011 | Index/Barricade Register |  |
| 27 | 11100 | instruction (see page 8-84). |  |
| 28 | 11101 |  |  |
| 29 | 11110 |  |  |
| 30 | 11111 |  |  |

Index registers 1 through 15 are located in the first 61 locations of the main memory (locations $0-60_{10}$ ), each register occupying three storage locations. The situation of these registers is independent of the location of the instruction whose address(es) is indexed. Index registers 16 through 30 are located in the first 61 locations of the "protected" memory area in the Type 1201 or 2201 processor. (Recall that the main memory of the Type 1201 or 2201 can be logically divided

[^15]at any 4, 096-character bank into an "open" area and a "protected" area. The specific bank at which the division takes place is specified by the Load Index/Barricade Register instruction described in Section 8.)

When indexed addressing is performed in the four-character mode, the contents of the specified index register are added to the address field of the instruction. However, only the number of active address bits of the index register and the address field are combined (i.e., only the number of bits which are required to address the entire memory of the user's processor). The number of active address bits corresponds to the size of a control memory register (see Table 4-4).

Table 4-4. Active Address Bits in Series 200 Processors

| Main Memory <br> Capacity (Chars.) | 32,768 | 65,536 | 131,072 | 262,144 |
| :--- | :---: | :---: | :---: | :---: |
| Number of Active <br> Address Bits | 15 | 16 | 17 | 18 |

If the main memory capacity of a user's system lies somewhere between any two figures in the top row of Table 4-4, the larger number of active address bits is used. For instance, if a processor contains 49, 152 characters, there are 16 active address bits in an index register (and in a control register).

The extraction of a Subtract instruction written in the four-character addressing mode is shown in Figure 4-5. Indirect addressing is specified in the A address, and indexed addressing (via index register 13 ) is specified in the $B$ address.

## EXPLICIT ADDRESSING, IMPLICIT ADDRESSING, AND CHAINING

Consider the three instruction formats illustrated below.


Format 1 corresponds to the instructions used in the preceding illustrations. The significant feature of this format is that the addresses of both the $A$ and the $B$ data fields are explicitly

$$
4-14
$$

specified in the instruction. For this reason the data fields are said to be "explicitly addressed." In general, whenever the programmer writes the address of a data field on his coding sheet, he is explicitly addressing that data field (see Figure 4-6).


Figure 4-5. Extraction of Indirect and Indexed Four-Character Addresses


Figure 4-6. Series 200 Instruction Format 1

Format 2 has two possible interpretations (see Figure 4-7):

1. Ten Series 200 instructions coded in format 2 cause the $A$ address to be loaded into both AAR and BAR. ${ }^{l}$ Thus, although the B-address portion of the instruction is omitted, the $B$ field is explicitly addressed by the $A$ address portion. The extraction path of these instructions is said to "duplicate A" (see Appendix C), since the contents of AAR are duplicated in BAR.
2. The A address of 18 instructions is loaded into AAR only, leaving BAR undisturbed. An omitted $B$ address in any of these instructions implies that the previous contents of BAR will be used as the address of the $B$ field. For this reason the B field is said to be "implicitly addressed," and the extraction path of these instructions "preserves B" (see Appendix C).


Figure 4-7. Series 200 Instruction Format 2

In format 3, both data fields are implicitly, addressed. The previous contents of AAR are used as the address of the A field, and the previous contents of BAR are used as the address of the $B$ field (see Figure 4-8).

Implicit addressing is extremely useful in situations where it is desired to perform a series of operations on data fields that are in consecutive storage locations. The use of implicit

[^16]addressing reduces both the time required to perform the operations and the number of memory locations required to store the instructions.


The addresses of both data fields are implied in the instruction.

Figure 4-8. Series 200 Instruction Format 3

As an example, assume that three 10 -character fields stored in sequence are to be added to three other sequential fields. First, examine how this operation would be performed using explicit addressing. Upon completion of the first instruction, AAR contains 890 and BAR contains 690.


These are the same values that appear in the A- and B-address portions of the second instruction. Similarly, upon completion of the second instruction, AAR and BAR contain 880 and 680 - the A and B addresses of the third instruction. Since in each case AAR and BAR contain the addresses used in the next instruction, it is unnecessary to write these addresses in the instruction. In other words, this operation could be performed using implicit addressing in the second and third instructions.


Connecting instructions together so that the contents of $A A R, B A R$, and the variant register (see below) at the conclusion of one instruction satisfy the requirements of the next instruction is called "chaining." Using explicit addressing in the three-character addressing mode, 21 storage locations are required to store the instructions above and the operation takes 117 microseconds to complete on a Type 2201 processor. If the instructions were "chained, " nine storage locations would be used and 105 microseconds would be required to complete the operation.

Instructions which require a variant character can also be chained by using the previous contents of the variant register. (The variant register is a single-character, internal register into which the variant character of an instruction is loaded during extraction.) The extent of chaining variant characters (i.e., the number of acceptable instruction formats in which the previous contents of the variant register can be used) varies with the processor being used.

In the Types 201-2, 1201, and 2201 processors, variant characters can be chained by an instruction coded in any format (i.e., format 1, 2 , or 3 shown on page 4-14). The previous contents of the variant register are not disturbed by the processing of an instruction which does not contain a variant character.

In the Types 201 and $201-1$ processors, the previous contents of the variant register are destroyed by the processing of an instruction which contains an address portion. Thus, the only instructions which canchain variant characters in these processors are those instructions coded without address portions (i.e., format 3 on page 4-14).

Chaining is not limited to sequential operations having the same op code. The only condition that must be met is that an instruction must leave the contents of AAR, BAR, and, if required, the variant register such that they satisfy the addressing requirements of the next instruction in sequence.

To enable the programmer to chain instructions wherever possible, the description of each instruction (see Section 8) includes a table showing the contents of the address registers after the instruction has been executed. Also, Appendix $C$ denotes whether each instruction in the machine complement can or cannot be chained.

EASYCODER PROGRAMMING

## INTRODUCTION

The preparation of Series 200 programs is greatly simplified by Easycoder - a concise, easy-to-use programming system. Specifically, Easycoder relieves the programmer of many time-consuming duties associated with writing a program in actual machine language. It makes it unnecessary, for example, to maintain a careful record of the storage address assigned to each instruction. In addition, it allows the programmer to employ meaningful symbolic tags (e.g., TAX, FICA, and TOTAL) to specify data, rather than using absolute memory addresses. In situations where a stored program must be relocated or modified, Easycoder can be used to perform the required alterations automatically.

The Easycoder system consists of two basic elements: the Easycoder symbolic language and the Easycoder Assembly Program. The Easycoder language is used to write the symbolic program (the source program), while the Assembly Program translates the source program into the actual machine-language program (the object program).

To prepare a program in Easycoder language, the programmer uses an Easycoder Coding Form (see Figure 5-4) and enters each symbolic instruction or definition on a separate line. As a general rule, the instructions are written in the order in which they are to be executed. After the symbolic program has been written, each line of symbolic coding is punched into a separate source program card. These cards are the input data which will. be processed by the Easycoder Assembly Program.

The Assembly Program accepts the source program cards and automatically produces a corresponding machine-language object program. It converts mnemonic operation codes into machine-language codes, assigns absolute storage addresses to instructions and symbolic operand references, and completely assembles the final program, storing it on punched cards or magnetic tape. A secondary output of the Assembly Program is a complete printed summary of the symbolic source program and the corresponding machine-language entries.

If the programmer finds it necessary to alter the object program after it has been as sembled, he can isolate the affected areas in the source program, enter the required changes, and then use the Assembly Program to reassemble a corrected version of the object program. Figure 5-1 illustrates the relationship of the source program, the Assembly Program, and the object program.


Figure 5-1. Relationship of Source, Assembly, and Object Programs

## EASYCODER SYMBOLIC LANGUAGE

The symbolic language is composed of a set of mnemonic operation codes and a set of rules for defining memory areas, addressing operands, and entering constants. The mnemonic operation codes are predefined abbreviations for machine-language operation codes and, in general, provide an easily remembered description of each instruction. For example, SI is the Easycoder mnemonic for the Set Item Mark instruction, and BCC is the mnemonic for the Branch on Character Condition instruction. The set of rules includes special mnemonics for defining work areas in the main memory and for defining programmer-specified constants.

The statements used in writing an Easycoder program can be classified into three groups:

1. Data formatting statements make it possible to reserve areas and store constants without regard to their actual locations in memory. Data formatting statements are completely described in Section 6.
2. Assembly control statements are used by the programmer to control the as sembly of his program. A complete description of assembly control statements can be found in Section 7.
3. Data processing statements are the actual machine instructions to be executed in the object program. Section 8 contains a description of the data processing statements employed by the Models 200, 1200, and 2200.

## EASYCODER ASSEMBLY PROGRAM

The Easycoder Assembly Program translates the symbolic source program (written on the Easycoder Coding Form and subsequently punched into a source program card deck) into machinelanguage entries, placing the resultant object program on either punched cards or magnetic tape. In addition to the object program output, the Assembly Program also produces a printed listing containing the symbolic source program and the corresponding object program entries. (See Figures 5-2 and 5-3.)


Figure 5-2. Two-Character Address Assembly


Figure 5-3. Three-Character Address Assembly

Figure 5-2 illustrates how the Assembly Program assembles an object program instruction using two-character address assembly. Assume that the tag AMT is assigned to memory location 800 and that the tag TOTAL is assigned to memory location 1250. Figure 5-3 shows how the Assembly Program assembles an object program instruction using three-character address assembly. Assume that the tags are assigned the same values as in Figure 5-2.

## CODING FORM

Programs are written on the Easycoder Coding Form (Figure 5-4). This form is composed of fixed-format fields for coding such entries as card number, location, and operation code, and a variable-format field for operand addresses and comments. The numbers associated with each subdivision, or field, on the coding form indicate the card columns into which the characters written by the programmer as to be punched.


Figure 5-4. Easycoder Coding Form

## CARD NUMBER (Card Columns 1-5)

This five-character field is divided into three parts: the first two characters are used for page numbering, the next two for line numbering, and the last character for insertions. The page entry provides the proper sequencing of coding forms. The line number entry is used for the sequential numbering of instructions on each coding form. The single-character insertion entry permits one or more lines of coding to be inserted between existing lines. For example, to insert a line of coding between lines 16 and 17 of page 8 , the following coding could be used.


## TYPE (Card Column 6)

The programmer can enter lines of descriptive information, called remarks lines, anywhere in the source program. Such a line, containing only descriptive data within columns 8 through 80 , is identified by an asterisk in column 6. Information inserted in this manner appears in the program listing but does not appear as an entry in the object program.

EASYCODER


## MARK (Card Column 7)

This field, used in conjunction with data formatting operations (described in Section 6), serves to set up required punctuation. Two sets of punctuation indicators are available: set I may be employed with all Easycoder Assembly Systems; set II, however, may only be used with the Easycoder C Assembly System. ${ }^{l}$ Both punctuation sets are described below.

Set $I$, consisting of a blank, an $L$, and an $R$, establishes the position of the item mark when defining an item (see Table 5-1). Word marking for this first set depends upon the class of instruction, as determined by the contents of the op code field.

NOTE: When an $L$ is used and the leftmost (high-order) character is automatically word marked, a record mark will result.

Table 5-1. Set I Punctuation Indicators

| Column <br> 7 <br> Contents | Leftmost (High-order) Character | Rightmost (Low-order) Character |
| :---: | :---: | :---: |
| $\Delta$ | $\Delta$ | $\Delta$ |
| L | Item Mark | $\Delta$ |
| R | $\Delta$ | Item Mark |

Set II, designed for use with the Easycoder C Assembly System, can be employed in situations which warrant unusual punctuation requirements. With this set (listed in Table 5-2), any one punctuation indicator controls the complete punctuation setting for the particular instruction or constant. However, there is no implicit word mark setting as in the first set. In other words, this second set of punctuation is not dependent upon the class of instructions.

1
See Section 7 for definitions of the various Easycoder Assembly Systems.

Table 5-2. Set II Punctuation Indicators
(Easycoder C Only)

| Column 7 Contents | Resultant Punctuation Setting |  |
| :---: | :---: | :---: |
|  | Leftmost (High-order) Character | Rightmost (Low-order) Character |
| A | Word Mark | $\triangle$ |
| B | Item Mark | $\triangle$ |
| C | Record Mark | $\triangle$ |
| D | $\triangle$ | Word Mark |
| E | $\triangle$ | Item Mark |
| F | $\triangle$ | Record Mark |
| G | Item Mark | Item Mark |
| H | Item Mark | Word Mark |
| I | Item Mark | Record Mark |
| J | Word Mark | Item Mark |
| K | Word Mark | Word Mark |
| M | Word Mark | Record Mark |
| N | $\triangle$ | $\triangle$ |
| P | Record Mark | Word Mark |
| S | Record Mark | Item Mark |
| T | Record Mark | Record Mark |

## LOCATION (Card Columns 8-14)

The location field can contain a symbolic tag or an absolute memory address, or it can be left blank. Symbolic tags provide meaningful symbolic references for storage locations, constants, and instructions that are referenced elsewhere in the program. All symbolic tags written in the location field are assigned absolute addresses during assembly. When an entry is assigned a symbolic tag, the contents of the entry can then be referred to by that tag. This means that the programmer can refer to data via a symbolic tag and need not be concerned with its actual main memory address.

A symbolic tag is composed of from one to six characters which can be alphabetic (A to Z) or numeric (0 to 9); the first character of the tag must be alphabetic. Location field entries are normally left-justified; that is, the first character is written in column 8. If a symbolic tag is assigned to an instruction, the address assigned to the tag by the Assembly Program will be the address of the operation code (the leftmost character in the instruction). If a tag is assigned to a constant or a reserved area, the address assigned to the tag will be that of the rightmost character in the field. (These address assignment conventions can be reversed by leaving column

8 blank and entering the first character of the tag in column 9. In this case, a tag assigned to an instruction will refer to the rightmost character of the instruction, and a tag assigned to a constant or reserved area will refer to the leftmost character in the field.)

The programmer may also write an absolute memory address (expressed as a decimal number) in the location field. This address will be assigned to the operation code of an instruction, or to the rightmost character of a constant or a reserved area. (If the address is written starting in column 9, the address assignment conventions are reversed as described above.)

## EASYCODER <br> CODING FORM



The first instruction shown above moves the contents of the field tagged FICA to the field tagged TAX. This instruction can be referred to in the operands field of another symbolic program entry via the tag BEGIN. For instance, the second instruction causes the program to branch to the MCW instruction by referring to it via its symbolic tag (BEGIN). In other words, the address of the operation code of the MCW instruction is inserted in an object program instruction wherever the tag BEGIN appears as an operand in a symbolic program entry. The third instruction defines an alphanumeric constant which can be referred to in the operand field of another symbolic program entry via the tag DATE. In this case, the tag refers to the address of the rightmost character in the constant.

## OPERATION CODE (Card Columns 15-20)

This six-character field can contain a mnemonic operation code for a machine instruction, an assembly program directive, or a data formatting code (see entries below). These entries must be left-justified. Machine-language operation codes (in octal notation) may be used instead of mnemonic codes. These octal codes are written in columns 19 and 20 of the operation code field, and columns 15 to 18 are left blank.


The operands field is a variable-format field which can contain a series of entries separated by commas and terminated by the first blank following any character other than a comma or a blank. Column 62 also terminates the operands field. Any punches appearing in columns 63-80 of any line other than a remarks line (see page 5-5) are ignored and do not even appear in the object program listing. ${ }^{1}$

In general, the operands field contains such entries as the addresses (either symbolic or absolute) of the data to be operated upon by a command in the operation code field, literals, address constants, or input/output information. As explained in the following paragraphs, relative, indexed, and indirect addressing can be used in conjunction with absolute or symbolic addresses.

The first sample instruction causes the contents of the field whose rightmost character is stored in memory location 50 to be added algebraically to the contents of the field designated by the tag TOTAL.

The second instruction tests the indicator specified by variant character 3 and branches to the address tagged EQUAL if the indicator is on.

EASYCODER


The third line of coding above shows an instruction in which the $B$ address is indexed. The instruction causes the contents of field tagged TOTAL to be placed in the field designated by the tag TMP as modified by the contents of index register 3.

[^17]The fourth line of coding shows relative addressing and indexing being performed on the $A$ address. The instruction causes the address seven before that tagged TOTAL to be modified by the contents of index register 6. The resultant address specifies a field whose contents are then placed in the field tagged GROSS. Assuming that TOTAL corresponds to memory location 540 and index register 6 contains a value of 80 , the resultant $A$ address of this instruction would be 613.

The last line of coding above illustrates an instruction with indirect addressing on the $B$ address. The contents of the field tagged AMT are added algebraically to the contents of the field whose address is stored in the field tagged SUM-2.

## ADDITIONAL CODING RULES

1. Comments and remarks can appear on any line following the last entry on that line and separated from it by a blank space. These notes will be printed on the program listing but will not be assembled as object program entries. As mentioned previously, any line of coding containing only comments must be designated by an asterisk ( $*$ ) in column 6.
2. Any number of blank spaces may be used between the comma which terminates the $A$ operand and the first character of the $B$ operand. Similarly, any number of spaces may be used between the comma that terminates the $B$ operand and a variant character.

## ADDRESS CODES

Several types of address codes are valid in the operands field of an Easycoder statement. These codes are defined and illustrated below.

## ABSOLUTE

The actual address of a character position in the main memory can be represented as a decimal number; leading zeros can be omitted. The sample instruction causes the contents of the field whose rightmost character location is 32 to be moved to the field whose rightmost character location is 4000.

## EASYCODER

CODING FORM


## SYMBOLIC

A symbolic address, or tag, can be used in the operands field only if it appears in the location field elsewhere in the symbolic program. In effect, a tag must be defined (by writing it in the location field of a symbolic entry) in order for it to be used as an operand address.

## EASYCODER <br> CODING FORM



The instruction shown above can be referred to elsewhere in the program via its tag (TOTAL). It should be noted, however, that this instruction is a valid statement only if the symbolic addresses FICA and TOTAX have been defined in the location field elsewhere in the source program.

## SELF REFERENCE

It is sometimes convenient for an instruction to refer to itself. A self reference is indicated by an asterisk in the operands field of a source program instruction. The Assembly Program automatically replaces the asterisk with the address of the leftmost character of the instruction in which it appears. Address modification and relative addressing can be performed on asterisk operands.

EASYCODER
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In the first sample entry above, the notation $*+4$ addresses the rightmost character of the instruction in which it appears (assuming that two-character address assembly has been specified). Since the function of this instruction is to move the field specified by the $A$ address to that specified by the $B$ address, the instruction itself will be moved to the field tagged WORK.

In the second entry, the notation $*+9$ refers to the rightmost character of the instruction stored immediately to the right of the MCW instruction (assuming that two-character address assembly has been specified). The instruction following the MCW instruction will be moved to the field tagged WORK when the MCW instruction is executed.

## RELATIVE

Relative addressing, or address arithmetic as it is frequently called, can be used with all
absolute addresses, symbolic addresses, and the self-reference symbol ( $*$ ) (these three types of address codes are referred to as addressing "elements"). By using relative addressing, the programmer can refer to a source program entry that is stored a specified number of locations away from a particular address. A relative address is specified by appending one or more address modifiers, each consisting of a sign and an addressing element, to another addressing element. The address modifier designates a memory location relative to the location specified by the basic addressing element. For example, the instruction below causes the contents of the field 100 characters beyond the field tagged INT to be added algebraically to the contents of the field 10 characters before the sum of the addresses defined by the tags AMTPD and ERROR.

## EASYCODER



The number of symbolic tags required to write a program can be greatly reduced by the use of relative addressing. The programmer decides how many and which fields in a program to tag and which to reference by relative addressing.

A certain amount of caution is required in the use of relative addressing. First of all, relative addresses are not automatically corrected as a result of subsequent insertions or deletions in the source program. The programmer must remember to adjust manually the address modifiers affected by such changes. Secondly, if relative addressing is used to refer to an operand address in another instruction, care must be taken to irsure that the address is referenced by its rightmost character. For example, the A address of the instruction shown below could be referred to elsewhere in the program as INST +2 , INST +3 , or INST +4 , depending on whether two-, three-, or four-character address assembly were specified.

## EASYCODER <br> CODING FORM



## BLANK

There are two conditions for which a blank operand field is valid:

1. The instruction does not require an operand (e.g., the Halt and No Operation instructions).
2. The operands are implicitly addressed: the $A$ operand is specified by the contents of the $A$-address register (AAR); the $B$ operand is specified by the contents of the $B$-address register (BAR).

If either or both operand addresses are to be supplied by other instructions (as illustrated below in the description of address literals), the affected operands should be represented by zeros; they should not be left blank.

## LITERALS ${ }^{1}$

The purpose of a literal is to allow the programmer to write in the operands field of a symbolic program statement the actual data (as opposed to the address of the field containing the data) to be operated on by an instruction. All literals, except binary literals, can be coded with a maximum length of 40 characters. A binary literal can be coded with a maximum length of six characters.

The Assembly Program automatically assigns a storage field for each literal and inserts its address (i.e., the address of its rightmost character) in the operands field of the instruction in which it appears. In effect, for every literal appearing in the source program, the Assembly Program generates a constant containing the value of the literal, with a word mark in the leftmost character position.

NOTE: If the constant generated from a literal occupies from one to five storage locations, it is assigned a storage address only once in the program, regardless of the number of times the literal appears in the source program. A constant that exceeds five characters is assigned a storage address each time the corresponding literal appears in the source program. The latter condition can be avoided by using a DCW statement (see page $6-2$ ) whenever a long literal is to be used more than once in the source program.

## Decimal Literals

Decimal literals are specified by writing a plus or minus sign followed by the value of the literal. When the literal is assigned to a storage field, the Assembly Program places the sign in the zone bits of the units position of the resulting constant. Unsigned decimal values can be coded as alphanumeric literals.

## EASYCODER <br> CODING FORM



The statement above illustrates the use of a decimal literal. The instruction causes the value 24 to be subtracted from the contents of the field tagged ACCUM.

[^18]
## Binary Literals

A binary literal is represented as a decimal entry in the operands field of a symbolic instruction. The Assembly Program automatically converts the decimal entry into a binary value and stores it (right-justified) in the storage field. The programmer must specify the number of six-bit characters (not to exceed six) used to store this value.

A binary literal is coded by writing a \# sign, followed by a number from 1 to 6 which specifies how many six-bit characters should be used to store the resulting binary value, followed by the letter $B$, followed by the decimal representation of the desired binary literal.

NOTE: If the decimal representation of the binary literal is preceded by a minus sign, the Assembly Program will store the binary literal in twos-complement form.

The first instruction below causes the binary equivalent of 50 (expressed as a continuous 12 -bit binary value) to be added to the contents of the field tagged BEGIN +2 . The second instruction has been included to illustrate how a binary literal can be used in address modification. In effect, the first instruction modifies the $A$ address of the second instruction by a value of +50 . The third instruction causes the binary equivalent of 2688 (expressed as an 18 -bit binary value) to be moved to the field tagged IND7.

EASYCODER
CODING FORM


## Octal Literals

Octal literals are coded in octal notation (see Appendix A). The programmer must specify the number of six-bit characters (not to exceed 20) required to store an octal literal.

NOTE: Since every octal digit can be represented as three bits, each six-bit character used to store an octal literal contains two octal digits. For example, an octal literal composed of eight octal digits can be stored in a four-character field.

An octal literal is coded in the same format as a binary literal except that the letter B used in the binary literal is replaced by the letter C. The constant stored by the Assembly Program is always left-justified in the storage field.

## EASYCODER <br> CODING FORM



The A operand in the above statement is a four-digit octal literal. The Assembly Program will store it left-justified in a three-character field, as 777700.

## Alphanumeric Literals

An alphanumeric literal can contain blanks, decimal, alphabetic, and special characters (excluding the @symbol). It is specified by writing the @ symbol before and after the value of the literal. If the symbol is required within a literal, a DCW statement (see page 6-2) should be used.

## EASYCODER <br> coding form



The statement above illustrates the use of a alphanumeric literal. The instruction causes the information contained within the @symbols to be moved to the field tagged PRINT.

## Area Defining Literals

An area defining literal may be used to define and reserve a working area in memory without using a separate data formatting instruction. The address which defines the area is written as a symbolic tag. The size of the area to which the literal address refers is specified as a decimal value following the literal address and separated from it by a $\#$ symbol.

## EASYCODER



In the instruction above, the entry TEMP\#5 causes the Assembly Program to reserve a blank five-character area with a word mark set in the leftmost character position. The address of the rightmost character in this area is assigned to the tag TEMP. Therefore, TEMP can be used as a symbolic address elsewhere in the source program, because both the tag and size of the area to which it refers are defined. The sample instruction causes the contents of the field tagged WAGE to be moved to the field tagged TEMP.

## Address Literals

An address literal enables the programmer to specify a symbolic address in the operands field of an instruction such that the Assembly Program will use the address as an operand. A symbolic address can be used as an address literal only if it is defined elsewhere in the symbolic program. The tag used as an address literal must be preceded by a plus or a minus sign.

An address literal (+AMT) is used in the first sample entry below. Assume that AMT has been defined elsewhere in the program and has been assigned an absolute address of 800 . The absolute address of AMT, as opposed to the contents of the field tagged AMT, replaces the address literal. The first instruction below causes the value 800 (the absolute address assigned to AMT) to be moved to an address two greater than the location tagged MODIF. The second entry shows how an operand address can be supplied by another instruction. Specifically, the absolute address assigned to the tag AMT is supplied as the A address of the instruction tagged MODIF. This instruction causes the contents of the field tagged AMT (i.e., the field whose rightmost character is stored in location 800 ) to be added algebraically to the contents of the field tagged TOTAL.

## EASYCODER <br> COOING FORM



## VARIANT CHARACTER

A variant character can be expressed as one alphanumeric character, as two octal digits, or as a symbolic tag. ${ }^{1}$ It is written following the operand entries and separated from the last entry by a comma. Octal representation of valid variant characters are listed in Appendix B.

## EASYCODER



[^19]The first instruction above tests an indicator specified by the variant character. If the indicator is on, the instruction causes the program to branch to the address tagged OFLOW. As might be expected, the octal digits 50 represent the overflow indicator. The second instruction causes the single character at the location tagged SUM to be examined for a particular bit configuration as specified by the variant. In this case the variant 06 specifies that the character should be examined for a negative sign. If the desired bit configuration is present, the program branches to the address tagged NEG.

## INPUT/OUTPUT CONTROL CHARACTERS

Input/output control characters can be used only in conjunction with input/output instructions (see Section 8). One or more of these characters may be written following the A-address entry in an input/output instruction, each preceded by a comma. Input/output control characters may be coded as single aplhanumeric characters, as pairs of octal digits, or as symbolic tags. ${ }^{l}$

## ADDRESS MODIFICATION CODES

In a system equipped with the Advanced Programming Instructions (Feature 010 or 011 ), two address modification codes are valid in the operands field of a source program statement: indexed and indirect. These codes allow the modification of operand addresses without altering the instructions in which the addresses appear. This is in direct contrast to the permanent alteration of an instruction that results from using a binary arithmetic instruction to modify either or both operand addresses.

## INDEXED

Indexed addressing is performed by appending to the address being modified a code to indicate which of the index registers is to be used. The code consists of a plus sign followed by an $X$ and the decimal number of the desired index register (see Tables 4-2 and 4-3, pages 4-11 and 4-13, respectively).

If an index register is to be specified in the operands field of an instruction for other than indexing purposes, it is referred to by its absolute address rather than its symbolic address. For instance, absolute address 24 is used instead of the corresponding symbolic address X6.

[^20]However, the programmer may use the symbolic address if he equates it to the absolute address using an EQU statement (see page 7-16).

EASYCODER


The first instruction above causes the contents of the field designated by the tag DATA as modified by the contents of index register 6 to be compared to the contents of the field tagged POS. The second instruction causes the contents of the field tagged STORE to be added (in binary) to the contents of index register 12. The use of the symbolic designation Xl2 implies that an EQU statement was used to equate it to the absolute address of index register 12 . The third instruction illustrates how an indexed address can be coded to generate an effective address which is less than the value stored in the specified index register. The zero is used because an operand address cannot be introduced with a plus or a minus sign. Thus, the effective A address of the MCW instruction will be a value six less than that stored in index register one (i. e., if index register one contains 126, the effective $A$ address is 120 ).

Three- or four-character address assembly must be specified (see ADMODE, page 7-9) whenever indexed addressing is to be performed. When the Assembly Program translates an indexed address into a machine-language entry (see Figures 5-5 and 5-6), the translated index register designator is automatically inserted into the address modifier bits of the assembledaddress.


Figure 5-5. Assembly of Indexed Address in Three-Character Addressing Mode


Figure 5-6. Assembly of Indexed Address in Four-Character Addressing Mode

## INDIRECT

An indirect address is specified by enclosing the address (either symbolic or absolute) in parentheses. For example, in the sample instruction below, the parentheses around the tag DATA indicate to the Assembly Program that DATA refers to the leftmost character of a field containing another address. This second address may be a direct, an indexed, or another indirect address.

## EASYCODER



If it is direct or indexed, it specifies the rightmost character of a data field. If it is indirect, it specifies the leftmost character of a field containing another address.

Three- or four-character address assembly must be specified whenever indirect addressing is to be used. When the Assembly Program translates an indirect address into a machinelanguage entry (see Figures 5-7 and 5-8), an octal value of 7 (three-character mode) or 20 (fourcharacter mode) is automatically inserted into the address modifier bits of the assembled address.


Figure 5-7. Assembly of Indirect Address in Three-Character Addressing Mode


Figure 5-8. Assembly of Indirect Address in Four-Character Addressing Mode

## INTRODUCTION

A value or quantity which must remain fixed or which must be used repeatedly in a program is called a constant. A work area is an area in memory which is reserved for input data, cumulative processing, or output data. By employing data formatting statements, constants can be stored and work areas can be reserved without regard to their actual locations in memory. For instance, the programmer can use a data formatting statement to reserve an 80 -character card input area and assign it a symbolic address such as CARDIN, without knowing the actual address of the field. Similarly, a data formatting statement makes it possible to store a constant, such as 2000, and to refer to it by a symbolic tag, such as CON3, without regard to the address at which the constant is stored. Table 6-1 lists the five data formatting statements used with Easycoder symbolic language.

Table 6-1. Data Formatting Statements

| Mnemonic <br> Operation Code |  |
| :---: | :--- |
| DCW | Define Constant with Word Mark <br> DC <br> RESV <br> DSA <br> DA |
| Define Constant without Word Mark <br> Reserve Area |  |
| *NOTE: The Define Area statement may be employed only |  |
| with the Easycoder B and C Assembly Systems |  |
| (see page 7-1). |  |

Although data formatting statements are coded in the same format as most symbolic machine instructions (data processing statements), they are not treated as instructions by the Assembly Program. Instead they are treated as definitions which cause the Assembly Program to

$$
6-1
$$

perform certain activities but which are not executed during a program run. Since data formatting statements are not executed during a program run, they should not be written in the body of the symbolic program.

## Define Constant with Word Mark - DCW

By use of the DCW statement, a constant can be automatically stored in a field reserved by the Assembly Program. In storing the constant, the Assembly Program automatically sets a word mark in the leftmost character position of the storage field. Item marking may be specified as in Table 5-1 (page 5-5). An $L$ in column 7 thus results in a record mark with a DCW statement.

NOTE: If the Easycoder C Assembly System is being used and if unusual highand low-order punctuation is required, the programmer may use a set II punctuation indicator as shown in Table 5-2 (page 5-6).

The constant can be assigned a tag. If the tag is left-justified in the location field, it is assigned to the address of the rightmost character of the constant. If the tag is indented one column, it is assigned to the address of the leftmost character of the constant.

## NUMERIC CONSTANTS

Numeric constants may take any one of three forms: binary, octal, or decimal. Octal and decimal constants can be coded with a maximum length of 40 characters, while the coding associated with a binary constant is limited to a maximum of six characters.

## Decimal Constants

Signed decimal constants are specified by writing a plus or a minus sign in column 21 followed by the value of the constant. When the constant is assigned to a storage field, the As sembly Program places the sign in the zone bits of the rightmost character of the constant. ${ }^{l}$ Unsigned decimal constants are written in the operands field beginning at column 21.

## EASYCODER <br> CODING FORM



The first statement above shows the decimal value of +22 defined as a decimal constant. The second statement defines the unsigned decimal value 45 as a constant which can be referred to via the tag HAL.

[^21]
## Binary Constants

A binary constant is actually written as a decimal entry which is then automatically converted to a binary value by the Assembly Program. The binary value is stored (right-justified) in the constant field.

To code a binary constant the programmer writes the following: (l) a \# sign (in column 21); (2) a number from 1 to 6 which designates the number of six-bit characters needed to store the resulting binary value; (3) the letter B; (4) the decimal representation of the desired binary constant. Note that if the decimal representation of the binary constant is preceded by a minus sign, the Assembly Program stores the binary constant in twos-complement form.

## EASYCODER <br> CODING FORM



The statement above shows the binary equivalent of 50 defined as a binary constant to be stored in two consecutive character locations.

## Octal Constants

Octal constants are coded in octal notation (see Appendix A). To code an octal constant the programmer writes the following: (1) a \# sign (in column 21); (2) a number (not to exceed 20) which specifies the number of six-bit characters required to store the octal constant; (3) the letter C; (4) the constant value. Note that the value stored by the Assembly Program is always left-justified in the storage field.

## EASYCODER



In the statement above, the octal value of 7777 is shown defined as an octal constant to be stored in two consecutive character locations.

[^22]
## ALPHANUMERIC CONSTANTS

Alphanumeric constants may be coded in one of three ways:

1. Constants (including special symbols and blanks) may be written with the constant value enclosed in @symbols (see the first entry below).
2. If the © symbol is required in the constant, this constant is enclosed in any unused character other than blank,,+- , \#, or the digits 0 through 9 (see the second entry below).
3. A number sign (\#) is followed by a number from 1 through 40 which specifies the number of alphanumeric characters contained in the constant; this number is, in turn, followed by the letter A and the alphanumeric constant (see the third entry below). ${ }^{1}$
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## BLANK CONSTANTS

The DCW statement may be used to reserve a field of blanks with a word mark in the leftmost character position of the field. The programmer writes a \# symbol (in column 21) followed by a decimal value (from lo 10 ) which indicates the number of blank storage positions desired.

## EASYCODER <br> CODING FORM



The DCW statement above defines a 21 -character blank field. The address assigned to this field by the Assembly Program will be inserted in an object program instruction whenever the tag BLANK appears in another symbolic program entry.

[^23]
## Define Constant - DC

The DC statement is functionally the same as the DCW statement, the only exception being the absence of automatic word marking. This statement may thus be used in place of the DCW statement if a constant is to be stored without a word mark in its leftmost character position. The programmer, however, may still specify item marking as shown in Table 5-1 (page 5-5).

NOTE: If the Easycoder C Assembly System is being used and if unusual highand low-order punctuation is required, the programmer may use a set II punctuation indicator as shown in Table 5-2 (page 5-6).

```
Reserve Area - RESV
```

Use of the RESV statement enables the programmer to reserve an area of memory. Unlike the $D C$ and $D C W$ statements (which cause data to be loaded into an area reserved by the Assembly Program), the RESV statement does not alter the contents of the area defined when used with the Easycoder A or B Assembly System. Rather, it simply sets aside a storage area to which the programmer can refer by a symbolic tag. If it is desired to clear the reserved area to zeros in either of the above systems, the CLEAR statement must be employed (see page 7-15). The number of characters in the reserved area must be specified in the operands field of the RESV statement. A previously defined tag may be written in the location field.

When used with the Easycoder C Assembly System, the RESV statement can not only reserve a specified area but can also load that area with a particular character. The character to be loaded into each location of the reserved area is coded in column 20 immediately following a comma and the mnemonic code. If the mnemonic RESV is followed only by a comma, the reserved area is cleared to blanks.

NOTE: There is no automatic word marking for the reserved area. However, a punctuation indicator from set I may be placed in column 7 (see page 5-5). In addition, if the Easycoder C Assembly System is being used and if unusual high- and low-order punctuation is required, the programmer may use a set II punctuation indicator as shown in Table 5-2 (page 5-6).

## EASYCODER <br> CODING FORM



The first statement above reserves 30 consecutive character positions that can be addressed via the tag STORE. Note that by referring to the reserved area via a symbolic tag, the
programmer need not know its actual location in memory. The second RESV statement, assembled by Easycoder C, reserves 80 consecutive locations and clears the reserved area to zeros.

## Define Symbol Address - DSA

The DSA statement can be used to store one or two addresses, or two addresses and a variant character, as a constant. Any valid address can be stored as a constant; the length of each address is determined by the current addressing mode (each address will be two, three, or four characters long).

An item mark may be specified as shown in punctuation set $I$, page 5-5. In addition, the DSA statement automatically places a word mark in the leftmost character position of the constant (thus an L in column 7 results in a record mark in this position).

NOTE: If the Easycoder C Assembly System is being used and if unusual highand low-order punctuation is required, the programmer may use a set II punctuation indicator as shown in Table 5-2 (page 5-6).

## EASYCODER <br> CODING FORM



The first statement above permits the address of the field five characters before the field tagged ITEM to be referred to in the program by the tag CODE.

The second statement allows the stored constant consisting of the address assigned to ARG, the address assigned to the self-reference indicator $*$, and the variant character A (i.e., octal 21) to be referred to by the tag STAR.

```
Define Area - DAl
```

A specified area within the main memory can be defined and reserved by using the DA statement. In addition to defining an area, the DA statement can also define fields and subfields within the reserved area.r This statement can also define two or more contiguous areas if these

[^24]areas are identical in format. In other words, the programmer uses a DA statement to provide the Assembly Program with the following basic information:

1. The number ( N ) and size ( S ) of the reserved area(s).
2. The index register ( Xm ) to be associated with each reference to a field or subfield within the reserved area(s) (optional).
3. The character $R$ which will place a record mark one position to the right of the rightmost reserved area (optional).

A DA statement consists of a heading line which defines an area(s), plus one or more subsequent lines of coding which defines the fields and subfields within the area(s). The heading line can contain a symbolic tag in the location field. If this tag begins in column 8, it refers to the rightmost location of the entire area, exclusive of the record mark (if present); if the tag starts in column 9, it refers to the leftmost location of the entire area.

The operands field in the heading line has the following format:


If a single 80 -character area is to be defined, the value of the nxs is $1 \times 80$. If four identical 80character areas are to be defined, the value of $n \times s$ is $4 \times 80$.

The DA statement can be indexed by writing an index register designator (from Xl through X15) ${ }^{l}$ following the area definition. All references to the fields and subfields defined in the DA statement will be automatically indexed by the specified index register, but references to the tag assigned to the entire area will not be indexed. For example, the statement on the next page indicates that all references to the fields and subfields in the 113-character area tagged BUFFER will be indexed by the index register X2; references to the tag BUFFER, however, will not be indexed.

Note that the area definition nxs does not include an allowance for the character position containing the record mark, although this position (if any) is also reserved. For example $4 \times 80$ will cause 320 character positions to be reserved. If a record mark is placed one position to the right of the last area, a total of 321 character positions is reserved.

[^25]The index register applied to a field or subfield can be changed from that specified in the DA statement by designating a different register in the operands field of an instruction which references the field or subfield. The effect of indexing on a field or subfield can be cancelled by writing X 0 as the index register designator in the references in which indexing is not wanted.

As stated above, the heading line may be followed by one or more lines of coding which define fields and subfields within the reserved area(s). As many of these lines as necessary may be used, and these fields and subfields may be defined in any order desired. Positions within each reserved area are numbered sequentially from left to right, starting with one. The coding lines which define fields and subfields must have blank op code fields; each such line may contain a symbolic tag in the location field, if desired.

Fields and subfields are specified as follows:
Fields: The lowest and highest positions of the field are written in that order in the operands field, separated by a comma. (If a one-character field is desired, its position number must be written twice in the operands field, separated by a comma.) A word mark is automatically placed in the leftmost position of the field in memory. Item marks may be specified as shown in Table 5-1 (page 5-5).

Subfields: For a subfield, only the rightmost position is specified. Word marks are not set; however, item marks may be specified as shown in Table 5-1 (page 5-5).

NOTE: The list of punctuation indicators specified in set II (page 5-6) may not be used with DA statements.

The Assembly Program does not normally clear the defined area. However, the programmer has the option of clearing the area to a specified character by placing a comma and the desired character after the memonic code DA in the op code field. The presence of only a comma after the op code implies that the area will be cleared to blanks. When the defined area is cleared, all punctuation is also cleared before setting the "field" punctuation.

The sample coding below illustrates what a DA statement might look like.
EASYCODER


The heading line specifies the following information:

1. Four consecutive, identical areas, each 28 characters long, will be reserved.
2. The tags NAME, DATE, AGE, YEAR, and MONTH, when referred to in symbolic instructions, will be indexed by index register two.
3. A record mark will be set in the rightmost character position of the entire 113-character reserved area.
4. The entire 113-character area can be referred to via the tag BUFFER. (This tag refers to the leftmost position of the area because it is indented. It is not automatically indexed by index register two.)

Lines two, three, and four define fields. Word marks will be set in positions 1 , 21 , and 23 in each of the four identical areas. Lines five and six define subfields: position 28 indicates the year within the date, while position 26 indicates the month within the date.

## INTRODUCTION

Assembly control statements provide programmer control over the assembly of the source program. These statements resemble data formatting statements in that they are treated as definitions. They control such functions as the addressing mode to be used in assembling specified instructions, the assignment of absolute locations to symbolic tags, etc. Used only during the assembly process, assembly control statements are never executed as instructions in the object program. The precise function of each assembly control statement depends upon the assembly system employed.

A number of assembly systems are available to the Series 200 user. These systems include:

> EASYCODER A: Part of the SERIES 200/BASIC PROGRAMMING SYSTEM.
> Easycoder A operates in a system having a minimum main memory size of 4,096 characters. (Additional memory, however, may be used to advantage.)
> NOTE: A counterpart of Easycoder A - Easycoder A(P) - is available for use in a paper tape environment. The main memory requirements are identical to those of Easycoder A.
> EASYCODER B: Also part of the SERIES 200/BASIC PROGRAMMING SYSTEM. Easycoder B operates in a system having a minimum main memory size of 8,192 characters. (Additional memory may be used to advantage, however.)
> EASYCODER C: Part of the SERIES 200/OPERATING SYSTEM - MOD 1. Easycoder $C$ operates in a system having a minimum of 12,288 characters of main memory. (Additional memory, however, may be used to advantage.)

A summary of the assembly control statements available with the Easycoder A, B, and C Assembly Systems, together with the page where each statement is defined, may be found in Table 7-1. In addition, the heading of each statement in this section includes a table which indicates (by shading) the assembly systems that may use that particular statement.

Table 7-1. Assembly Control Statements

| Easycoder A |  | Easycoder B |  | Easycoder C |  |
| :--- | :--- | :--- | :--- | :--- | :--- |
| Assembly Control <br> Statements | Page <br> Ref. | Assembly Control <br> Statements | Page <br> Ref. | Assembly Control <br> Statements | Page <br> Ref. |
| Program Header | $7-3$ | Program Header | $7-3$ | Program Header | $7-3$ |
| Execute | $7-4$ | Execute | Segment Header | $7-3$ |  |
| Origin | $7-6$ | Origin | Modular Origin | $7-7$ | Execute |

Program Header
PROG


The program header must be the first entry in a symbolic program. This statement is coded as follows for the various assembly systems.

## EASYCODER A

The letters PROG must be written in the op code field, and the operands field must contain a name which identifies the program. (This name will appear in the program listing.) Optionally, an "S" can be placed in column 6; this action specifies that a check is to be made on the card number sequence of the input deck.

EASYCODER


In the sample above, SERIES is specified as the program name, while the letter $S$ in column 6 designates that a sequence check is desired.

## EASYCODER B

The letters PROG must be written in the op code field, and the operands field must contain a name which identifies the program. (This name will appear in the program listing.) Optionally, an "S" can be placed in column 6; this action specifies that a check is to be made on the card number sequence of the input deck.

In addition, the desired object program format is specified by the entries in columns 61 and 62. Blanks in these two columns specify that the machine-language output is to appear in the condensed-card self-loading format. Placing the letters BR in these columns specifies that the machine-language program is to appear on punched cards in BRT format. (See Easycoder 8K Operating Procedures, DSI-406.)

NOTE: When BRT format is specified, a segment number of 01 is generated by the Assembly Program for the first segment (memory load) following the program header. If Execute statements (see page 7-4) appear in the symbolic program, subsequent segment names are generated by incrementing the previous segment number by one.

## EASYCODER <br> CODING FORM



The statement above designates SERIES as the program name and specifies that a sequence check is to be performed. As columns 61 and 62 contain the letters $B R$, the output will appear on punched cards in BRT format.

## EASYCODER C

As used in the Easycoder C Assembly System, the program header provides program identification; in addition, however, this statement serves as the all-important "action director" statement. For this reason, the programmer should refer to the Honeywell publication Easycoder Assembly C Operating Procedures (DSI-315A) for a detailed description.

> Segment Header
> SEG


Programs written for Easycoder C assembly may be divided into two or more segments,
each of which is loaded into memory and executed as a unit. It is the function of the SEG statement to define the beginning of each segment (memory load). Use of the SEG statement is optional, however. If used, a SEG statement must follow the program header and each Execute statement. If it is desired to omit this statement, it must be omitted from the entire program; in this case the assembly program generates segment identifications (starting with 01).

## EASYCODER C

The letters SEG must be placed in the op code field, while the operands field must contain a two-character segment identification. This segment identification becomes appended to the program name to form a unique search code.

## EASYCODER



In the example above, AA could represent the first segment of a program, in which case this entry would follow the program header.

```
Execute
```

    EX
    | A | B | C |
| :---: | :---: | :---: |
|  |  |  |

The end of a memory load is indicated by an EX statement. When the coding inserted by the assembly program for the EX statement is encountered during the loading process, a branch to the location specified in the operands field results. This operation enables portions of the program to be executed before the entire program has been loaded. The coding to be executed must appear prior to the EX statement.

## EASYCODER A

The letters EX must be written in the op code field; the operands field contains a direct address, either absolute or symbolic. (If an EX statement is written with a blank operands field, the machine will halt when it encounters the corresponding coding during the loading operation.)

To resume the loadjng operation, the last instruction in the portion of the program executed must be a Branch instruction which provides re-entry to the load routine. In addition, the first instruction of the executed routine should be an SCR (Store Control Registers) instruction which stores the contents of the $B$-address register in the $A$ address of the return Branch instruction.

## EASYCODER <br> CODING FORM



The sample statement above illustrates an EX statement with a symbolic address in the operands field. When the corresponding coding is encountered during the loading operation, program loading is temporarily halted and the portion of the program beginning at the location tagged SEG3 is executed.

## EASYCODER B

The letters EX must be written in the op code field; the operands field contains a direct address, either absolute or symbolic. (If an EX statement is written with a blank operands field, the machine will halt when it encounters the corresponding coding during the loading operation.)

To resume the loading operation, the last instruction in the portion of the program executed must be a Branch instruction which provides re-entry to the load routine. In addition, the first instruction of the executed routine should be an SCR (Store Control Registers) instruction which stores the contents of the $B$-address register in the $A$ address of the return Branch instruction.

Besides causing a branch to the programmer's coding, use of the EX statement causes any literals used in the memory load to be loaded and the literal table to be cleared. If a LITORG statement (see below) does not precede the EX statement, literals are allocated immediately following the in-line coding for the memory load.

NOTE: Following an EX statement, a new segment number is generated as explained above in the description of the program header.

See the sample statement given above for Easycoder A.

## EASYCODER C

The letters EX must be written in the op code field; the operands field must contain a direct address, either absolute or symbolic. When used with this assembly system, the EX statement enables a program to be loaded and executed one segment at a time. Each segment except the last must end with this statement.

Note that it is the responsibility of the programmer to provide re-entry to the load routine. The methods of returning to the applicable loader are described in the pertinent Honeywell
publication (e.g.-, the PLUS - Card Loader-Monitor bulletin, DSI-349, or the PLUS - Tape Loader-Monitor bulletin, DSI-327).

See the sample statement given above for Easycoder A.

## Origin <br> ORG



The ORG statement is used to modify the normal memory allocation process of assembly. This statement can be inserted anywhere in the source program to indicate to the Assembly Program that all subsequent coding (instructions, constants, work areas, etc.) should be assigned sequential memory locations starting with the location whose address is specified in the operands field.

A program is normally allocated memory space beginning at location 0 . If it is desired to assign memory space starting at some location other than location 0 , an ORG statement must be inserted into the program immediately following the program header.

## EASYCODER A

The letters ORG are written in the op code field, and an address (either absolute or symbolic) is written in the operands field. (If the address is symbolic, the tag must appear in the location field of a previous source program entry.) The address specified in the operands field is assigned the tag (if any) in the location field; if this tag appears, it must not be indented.

## EASYCODER <br> COOING FORM



The first statement above indicates to the Assembly Program that all subsequent entries should be assigned sequential addresses beginning with location 750 . The second statement directs the Assembly Program to assign to all subsequent entries sequential addresses beginning with the address that is assigned to the tag ORTAG. (ORTAG must appear in the location field of a previous source program entry.)

## EASYCODER B

The letters ORG are written in the op code field, and an address (either absolute or symbolic) is written in the operands field. (If the address is symbolic, the tag must appear in the location field of a previous source program entry.) The address specified in the operands field is assigned the tag (if any) in the location field; if this tag appears, it must not be indented.

NOTE: When the BRT punched-card format is specified, an ORG statement must be included immediately following the PROG statement with an address of 1,000 (decimal) or above.

See the sample statements given above for Easycoder A.

## EASYCODER C

The letters ORG are written in the op code field, and an address (either absolute or symbolic) is written in the operands field. - If the address is symbolic, the tag must appear in the location field of another - not necessarily previous - source program entry. - The address specified in the operands field is assigned the tag (if any) in the location field; if this tag appears, it must not be indented.

NOTE: Care must be taken so that the address in the operands field is a decimal number of 1,000 or above if Card Loader-Monitor B is used to load the object program. If Tape Loader-Monitor C or Drum Bootstrap-Loader C is used, this decimal number must be 1,340 or above.

See the sample statements given above for Easycoder A.

Modular Origin
MORG


The modular origin statement is similar to the ORG statement described above. The MORG statement indicates to the Assembly Program that all subsequent entries should be assigned sequential addresses starting with the next available location whose address is a multiple of the number written in the operands field of the MORG statement. The entry in the operands field must represent a power of two (e.g., 2, 4, 8, 16, 32, ..... 4, 096, etc.).

## EASYCODER A, B, and C

The letters MORG are written in the op code field, and a number (a power of two) is placed in the operands field.

## EASYCODER



The statement above indicates to the assembly program that all subsequent entries should be assigned sequential addresses beginning with the next available location whose address is a multiple of 32.

$$
\begin{array}{r}
\text { Literal Origin } \\
\text { LITORG }
\end{array}
$$



The literal origin statement is similar to the ORG and MORG statements described above. The LITORG statement specifies to the Assembly Program that all previously used literals should be assigned sequential memory locations starting with the location specified in the operands field. In the absence of a LITORG statement, all of the generated coding associated with a memory load is allocated immediately following the in-line coding.

Care must be taken to ensure that literals can be referenced by the instructions which use them; e.g., a literal stored in one 4 K bank may not be addressed in the two-character mode from another bank.

## EASYCODER B

The op code field must contain the letters LITORG, while the operands field contains an address (either absolute or symbolic); this address is assigned the tag, if any, in the location field. If a symbolic tag is used, it must have appeared in the location field of a previous entry. Like the EX statement, the LITORG statement causes the literal table to be cleared. Also, locations below 1,000 (decimal) must not be used when BRT punched-card output is specified in the PROG statement.

## EASYCODER <br> CODING FORM



In the LITORG statement above, the Assembly Program is directed to assign sequential
addresses - starting with location 1550 - to all previously encountered literals. This instruction is also tagged LIT. (Note that the tag begins in column 8; it must not be indented.

## EASYCODER C

The op code field must contain the letters LITORG, while the operands field contains an address (either absolute or symbolic); this address is assigned the tag, if any, in the location field. If a symbolic tag is used, it must have appeared in the location field of a previous entry. Like the EX statement, the LITORG statement causes the literal table to be cleared. Also, locations below 1, 340 (decimal) must not be used.

See the sample statement given above for Easycoder B.

## Set Address Mode

ADMODE


This statement specifies the addressing mode into which all subsequent instructions are to be assembled (i.e., two-, three-, or four-character). (All machine instructions, as well as the DSA data formatting statement, are affected by the address mode.) The mode of address as sembly specified in this statement remains in effect until another ADMODE statement, specifying a different mode of assembly, is encountered.

Because the ADMODE statement concerns itself only with the source program, it should be used in conjunction with the CAM (Change Addressing Mode) instruction (see page 8-69). The CAM instruction specifies the addressing mode in which the machine is directed to interpret the address portions of all subsequent object program instructions.

## EASYCODER A and B

The letters ADMODE are placed in the op code field. The operands field contains either a 2 or a 3 to denote whether all subsequent instructions are to be assembled in the two-character or the three-character addressing mode. If an ADMODE statement is not included at the beginning of the source program, assembly begins in the two-character addressing mode. (It should be a general rule, however, to include an ADMODE statement at the outset of every program.)

## EASYCODER <br> .CODING FORM



The Assembly Program, upon encountering the first statement above, will assemble the address portions of all subsequent instructions as two-character addresses. The second statement, if encountered later in the same source program, will cause the Assembly Program to change to three-character address assembly.

## EASYCODER C

The letters ADMODE are placed in the op code field. The operands field contains a 2, 3, or 4 to denote whether all subsequent instructions are to be assembled in the two-, three-, or four-character addressing mode. If an ADMODE statement is not included at the beginning of the source program, three-character addressing is assumed by assembly. (It should be a general rule, however, to include an $A D M O D E$ statement at the outset of every program.)

See the sample statements given for Easycoder A and B.
Equals

EQU


The EQU statement assigns the symbolic tag written in the location field to the address (absolute or symbolic) written in the operands field. This statement thus makes it possible to use different symbolic tags in different parts of the source program to refer to the same memory location.

## EASYCODER A and B

The location field contains a symbolic tag, while the op code field contains the letters EQU. The operands field contains the address to which the symbolic tag in the location field is to be assigned. (Each symbolic tag written in the operands field must appear in the location field of a previous source program entry.)

## EASYCODER



The first EQU statement above causes the Assembly Program to assign the tag TITLE the same location assigned the tag NAME. Thus, the programmer can use either of these two
tags to refer to the contents of this location. The second statement employs relative addressing. The Assembly Program will assign the tag QUAN to the location specified by address arithmetic as AMT-20.

## EASYCODER C

The location field contains a symbolic tag, while the op code field contains the letters EQU. The operands field contains the address to which the symbolic tag is to be assigned. (A symbolic tag written in the operands field must appear in the location field of another - not necessarily previous - source program entry).

See the sample statement given above for Easycoder A and B.

## Control Equals

CEQU


The CEQU statement assigns the symbolic tag written in the location field to the octal value written in the operands field. It is frequently used to assign a tag (containing a minimum of two characters) to a variant character or to a group of input/output control characters.

The octal value written in the operands field (although coded as an octal constant) is still treated as an assembly definition. Consequently, it does not appear as an object program entry.

## EASYCODER A and B

The location field contains a symbolic tag, while the op code field contains the letters CEQU. The operands field contains the octal value; this entry is coded as an octal constant and may contain up to 12 octal digits. The symbolic tag in the location field is assigned to this entry.

NOTE: A description of octal constants may be found under the heading "Define Constant with Word Mark - DCW" (see page 6-2).

## EASYCODER <br> CODING FORM



The sample coding above illustrates how a symbolic tag can be used in place of a variant character. The CEQU statement directs the Assembly Program to equate the tag OFLOW to the
octal value 50. The second line of coding contains a branch instruction which specifies that a program should branch to the location tagged SUB2 if the condition specified by the variant character tagged OFLOW is present.

## EASYCODER C

The location field contains a symbolic tag, while the op code field contains the letters CEQU. The operands field contains the octal value; this entry is coded as an octal constant and may contain up to eight octal digits. The symbolic tag in the location field is assigned to this entry.

NOTE: A description of octal constants may be found under the heading "Define Constant with Word Mark - DCW" (see page 6-2).

See the sample statement given above for Easycoder A and B.

Memory Dump
HSM


The HSM statement may be used with Easycoder A to produce a punched card deck containing the Memory Dump routine. This card deck can be loaded into memory to obtain a printed listing of the contents of any portion of main memory. This statement must be coded immediately preceding the CLEAR and END statements in the source program (see below).

## EASYCODER A

If the punched card deck (containing the Memory Dump routine) is to be loaded into a specific memory area, the start of this area can be specified by a tag in the location field of the HSM statement. A blank location field causes the Memory Dump routine to be loaded into the area following the location assigned to the last character in the object program. The letters HSM must be written in the op code field. The operands field contains the addresses of the first (low) and last (high) locations in the memory area whose contents are to be listed by the Memory Dump routine.

## EASYCODER



The HSM statement above specifies that the area whose contents are to be listed begins at the location tagged START and ends three locations beyond the location tagged STOP. As the
location field is blank, the Memory Dump routine will be stored in the area following the location assigned to the last character in the object program.

Skip
SKIP


The Assembly Program normally single-spaces an assembly listing and skips to the head of the next form when a page becomes filled. The SKIP statement enables the programmer to control the vertical spacing of the assembly listing by causing as many as 15 lines to be skipped.

## EASYCODER C

The letters SKIP are placed in the op code field. The operands field contains either a number from 1 to 15 (to indicate the total number of lines to be skipped) or the letter H (which causes the printer to skip to the head of the next form).

NOTE: The Assembly Program automatically skips to the head of the form for each new segment.

EASYCODER


In the sample coding above, the Assembly Program is directed to skip 9 lines on the program listing.

## Suffix <br> SFX

| $A$ | $B$ | $C$ |
| :---: | :---: | :---: |
|  |  |  |

The SFX statement directs the Assembly Program to append the single-character suffix in the operands field to each tag of five characters or less contained in the following coding. This technique enables the programmer to assign unique tags for each segment of a program and thus guard against double definition of a tag between distinct segments of a program. When intersegment referencing within a program is required, six-character tags may be assigned.

This operation continues until the occurrence of a nother SFX statement with a blank operands field, or until the END statement is encountered.

## EASYCODER C

The letters SFX are placed in the op code field. A single-character suffix is written in the operands field.


In the above example, the Assembly Program interprets the Add instruction following the SFX statement as: TOTALE A FICAE+TOTAXE-20.

Repeat
REP


This statement, used with the constant-defining statements $D C$ and $D C W$, directs the Assembly Program to repeat the following staternent the number of times specified in the operands field. The number of times a statement is repeated includes the original statement and may not exceed 63. The Assembly Program repeats the statement without variation.

## EASYCODER C

The letters REP are written in the op code field. The operands field designates the number of times the following statement is to be repeated (including the original statement).

## EASYCODER <br> CODING FORM



In the sample statement above, REP is employed to define six identical constants of octal value 6000 .

GEN


This statement directs the Assembly Program to generate the instruction which follows a specified number of times, incrementing or decrementing the operands of the instruction as specified by the operands field of the GEN statement. The GEN statement can apply to machine instructions with formats containing a single address, both addresses, a single address and one variant character, or both addresses and one variant character (only one variant character is allowed).

## EASYCODER C

The letters GEN are written in the op code field. The operands field contains the parameter specifying the number of times the statement (which follows) is to be generated, including the original statement. This number is followed by a modifier for each operand in the model statement. These modifiers specify the increment (from 0 to +63 ) or decrement (from -63 to 0 ) to be applied to each of the operands each time the statement is generated. There must be a modifier for each operand in the model statement (including the variant character, if any), and the modifiers must appear in the same order as the operands. If no modification is desired, 0 is entered as the modifier.

EASYCODER
CODING FORM


In the example above, the GEN statement generates a series of 10 instructions that will branch to a location SEL, SEL+4, SEL+8, ....... or SEL+36, provided that an 8 is present in the first character of the corresponding item in a table containing 10 six-character items. The tag SWC is assigned to the leftmost character of the first generated instruction. The GEN statement itself must not be tagged.

NOTE: The second BCE instruction generated by the example is BCE/SEL+4, TABLE+6, 8; the third instruction generated is BCE/SEL+8, TABLE+12, 8; and so on. The tenth instruction generated is BCE/SEL+36, TABLE+54, 8.

## Clear <br> CLEAR



The CLEAR statement enables the programmer to specify an area of memory which is to be cleared of punctuation before the object program is loaded. The memory area is also
cleared to zeros or to a given character. It is not necessary to clear areas which will be used to store the object program.

## EASYCODER A

The op code field contains the letters CLEAR, while the operands field contains the addresses (either absolute or symbolic) of the first (low) and last (high) locations in an area to be cleared. If a comma is written immediately following the second address, the character written in the column after the comma is loaded into all locations in the cleared area. If two addresses are written in the operands field and are not followed by a comma and a character, the specified area is cleared to zeros.

A number of CLEAR statements may be written in sequence, immediately preceding the END statement, provided that the total number of HSM, CLEAR, and END statements does not exceed 10 .

NOTE: The 80-character loading area specified in the END statement must never be cleared.

## EASYCODER



The first CLEAR statement above specifies that the area beginning at the location tagged CAMT and ending at the location tagged EAMT is to be cleared to zeros. The second CLEAR statement clears the area beginning at location 334 and ending at 379 to 46 J s.

## EASYCODER B

The op code field contains the letters CLEAR, while the operands field contains the addresses (either absolute or symbolic) of the first (low) and last (high) locations in an area to be cleared. If a comma is written immediately following the second address, the character written in the column after the comma is loaded into all locations in the cleared area. If two addresses are written in the operands field and are not followed by a comma and a character, the specified area is cleared to zeros.

A maximum of nine CLEAR statements may be included in a program. In addition, no coding may appear between the last symbolic CLEAR statement and the END statement.

NOTE: The loading area specified in the END statement must never be cleared.

See the sample statements given above for Easycoder A.

## EASYCODER C

The op code field contains the letters CLEAR, while the operands field contains the addresses (either absolute or symbolic) of the first (low) and last (high) locations in an area to be cleared. If a comma is written immediately following the second address, the characterwritten in the column after the comma is loaded into all locations in the cleared area. If two addresses are written in the operands field and are not followed by a comma and a character, the specified area is cleared to zeros. As many CLEAR statements as necessary can be included in a program.

NOTE: The programmer must exercise caution in the physical placement of the CLEAR statement, as the clearing is performed by the Loader at the time the CLEAR statement is encountered.

See the sample statements given above for Easycoder A.


The last source program instruction must be the END statement, which indicates to the Assembly Program that the end of the source program has been reached.

## EASYCODER A

The location field may contain an address (either absolute or symbolic) which specifies the initial location in an 80 -character loading area. If the location field is left blank, the Assembly Program automatically reserves an 80 -character loading area following the location assigned to the last character in the object program.

The op code field contains the letters END. If it is desired to execute the object program immediately after loading, the operands field must contain the address (either absolute or symbolic) at which the object program is to begin. If the operands field is blank, the machine halts after the load operation has been completed.

EASYCODER


The END statement above specifies that the object program (beginning at the address tagged OBJECT) is to be executed immediately after loading. Since the location field is blank, the Assembly Program will reserve an 80 -character loading area following the location assigned to the last character in the object program.

## EASYCODER B

The method of coding this statement depends on which output format has been specified in the program header statement.

1. Output in self-loading format: The location field may contain an address (either absolute or symbolic) which specifies the initial location in an 80character loading area. If the location field is left blank, the assembly program automatically assigns an 80-character loading area following the location assigned to the last character in the object program.
The op code field contains the letters END, while the operands field contains the address (either absolute or symbolic) to which the Loader branches when loading has been completed. If the operands field is blank, the machine halts after the load operation has been completed.

NOTES: a. The programmer should ensure that the loading area does not span two 4 K memory banks.
b. During the loading process, the object program must not use the loading area. However, the area may be used following program loading.
c. When literals are used, the programmer must specify a loading area that does not coincide with the memory area occupied by literals.
2. Output in BRT format: The op code field contains the letters END, while the operands field contains the address (either absolute or symbolic) to which the Loader branches when loading has been completed. If the operands field is blank, the machine halts after the load operation has been completed. When BRT format is specified, all other fields of the END instruction are ignored by the Assembly Program.

NOTE: The loading area is automatically assigned by the Loader.

## EASYCODER



The first example above illustrates the coding which may be used for self-loading format output; the coding for BRT-format output is shown in the second example.

## EASYCODER C

The op code field contains the letters END. An address must appear in the operands field; the Loader will branch to that address (which should be the starting location of the last segment of the program).

NOTE: The loading area is automatically assigned by the Loader.

## EASYCODER <br> CODING FORM



The sample END statement above indicates to the Assembly Program that the end of the source program has been reached. This statement is replaced by coding which specifies to the Loader that the last (or only) segment begins at symbolic address STARTL.

## 8

INSTRUCTIONS

## INTRODUCTION

A Series 200 computer operates under the direction of instructions in the stored program. For descriptive purposes, these instructions are classified into six functional categories: (1) Arithmetic; (2) Logic; (3) Control; (4) Interrupt Control; (5) Editing; and (6) Input/Output.

All instructions are described in the following standard format:
Title: The title describes the instruction. It appears in the lefthand margin of a page, along with the mnemonic operation code used in the Easycoder symbolic programming language.

If an instruction is included in an optional feature, that feature number accompanies the title.

Format: This is a tabular representation of the formats which may be used when coding the instruction.

Function: The function of the instruction is described in terms of the format in which it is coded.

Word Marks: The effect of word marks with regard to data fields is specified.
Timing: The formulas to be used in calculating the timing of the instruction (in memory cycles) are presented. These formulas are for instructions using direct addressing. If address modification is to be used, the formulas should be modified as follows:

1. Indirect Addressing - Add one memory cycle for each character extracted as a result of indirect addressing.
2. Indexed Addressing - Add three memory cycles for each indexed address.

Address
Registers
after
Operation:
Notes:
Examples: Practical applications of the instruction in its various formats are described and illustrated as symbolic program entries.

Table 8-1 lists the abbreviations and symbols used in the description of the instructions. Those symbols used only with specific instructions are preceded by the title of the instruction to which they pertain.

Table 8-1. Symbology Used in Series 200 Instruction Descriptions

| SYMBOL | MEANING |
| :---: | :---: |
| $\begin{aligned} & \mathrm{A} \\ & \mathrm{~B} \\ & \mathrm{~N}_{\mathrm{i}} \\ & \mathrm{~N}_{\mathrm{a}} \\ & \mathrm{~N}_{\mathrm{b}} \\ & \mathrm{~N}_{\mathrm{w}} \\ & \mathrm{NXT} \\ & \mathrm{JI} \\ & \mathrm{~A}_{\mathrm{p}} \\ & \mathrm{~B}_{\mathrm{p}} \\ & \hline \end{aligned}$ | A address of the instruction <br> $B$ address of the instruction <br> Number of characters in the instruction <br> Number of characters in the A field <br> Number of characters in the $B$ field <br> Number of characters in the A or B field, whichever is smaller <br> Address of next sequential instruction <br> Address of next instruction if a branch occurs <br> The previous setting of the A-address register (AAR) <br> The previous setting of the $B$-address register ( $B A R$ ) |
| Multiply |  |
| $\begin{aligned} & \mathrm{Z}_{\mathrm{ta}} \\ & \mathrm{~N}_{\mathrm{mr}} \\ & \mathrm{Z}_{\mathrm{mr}} \\ & \mathrm{~s} \\ & \mathrm{SUM} \end{aligned}$ | Number of trailing zeros (i.e., consecutive low-order zeros) in the A field <br> Number of digits in the multiplier <br> Number of zeros in the multiplier <br> Sum of all multiplier digits <br> The sum of the upwards-rounded values of all multiplier digits divided by 2 (see note) |
|  | Divide |
| $\begin{aligned} & \mathrm{Z}_{1 \mathrm{a}} \\ & \mathrm{Z} \\ & \mathrm{Z}_{1 \mathrm{~d}} \\ & \mathrm{~N}_{\mathrm{dd}} \\ & \mathrm{~N}_{\mathrm{q}} \end{aligned}$ | Number of leading zeros in the A field <br> 0 if $Z_{l a}=\eta ; 1$ if $Z_{1 a} \neq 0$ <br> Number of leading zeros in the dividend <br> Number of digits in the dividend <br> Number of digits in the quotient $\left(=N_{d d}-Z_{l a}-N_{a}+\mathrm{Z}_{1 \mathrm{a}}+1\right.$ ) |
|  | Y) Move and Translate |
| $\mathrm{N}_{\mathrm{ct}}$ | Number of characters translated |
|  | Move Item and Translate |
| $\mathrm{N}_{\mathrm{ut}}$ $\mathrm{CSR}_{\mathrm{p}}$ $\mathrm{NA}_{u}$ $\mathrm{NB}_{\mathrm{u}}$ | Number of information units translated <br> Previous contents of the change sequence register (CSR) <br> Number of six-bit character locations occupied by each A-item information unit (l or 2) <br> Number of six-bit character locations occupied by each B-item information unit (1 or 2) |

Table 8-1 (cont). Symbology Used in Series 200 Instruction Descriptions


## ARITHMETIC

- ADD
- SUBTRACT
- Binary add
- BINARY SUBTRACT
- ZERO AND ADD
- ZERO AND SUBTRACT
- MULTIPLY
- DIVIDE


## ARITHMETIC OPERATIONS

Series 200 add operations (binary addition, decimal addition) treat the A operand as the augend and the $B$ operand as the addend. The subtract operations (binary subtraction, decimal subtraction) treat the $A$ operand as the subtrahend and the $B$ operand as the minuend. The result of each operation is stored in the $B$ field. These elements are summarized in Table 8-2, where a character enclosed in parentheses indicates the contents of that field.

Table 8-2. Series 200 Add and Subtract Operations

| ADDITION | SUBTRACTION |
| :---: | :---: |
| (B) ADDEND <br> + (A) AUGEND | (B) MINUEND <br> - (A) SURTRDLEND |
| ( B ) | ( B ) |

## BINARY ADDITION

The Binary Add instruction combines the corresponding bits of the augend and addend and produces a binary sum which is stored in the B field. This process can be most readily analyzed on a column-by-column basis. For any column in the addition, three variables are significant to the sum: the augend digit, the addend digit, and the carry from the next lower-order column. For any column, the result is fully expressed by a sum digit (lor 0 ) and either a carry or no carry to the next higher-order column. Table $8-3$ lists all the possible combinations of the se variables.

Table 8-3. Binary Addition Table

| PREVIOUS | CARRY | 0 | 0 | 0 | 0 | 1 | 1 | 1 | 1 |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| A UGEND |  | 0 | 1 | 1 | 0 | 0 | 1 | 1 | 0 |
| A DDEND |  | 0 | 1 | 0 | 1 | 0 | 1 | 0 | 1 |
| SUM |  | 0 | 0 | 1 | 1 | 1 | 1 | 0 | 0 |
| CARRY |  | 0 | 1 | 0 | 0 | 0 | 1 | 1 | 1 |

## BINARY SUBTRACTION

The Binary Subtract instruction performs, in effect, twos-complement arithmetic. When this instruction is executed, each six-bit character of the subtrahend is converted to its ones complement ${ }^{2}$ and added to the corresponding character in the minuend, adding from right to left.
${ }^{1}$ The twos complement of'a binary number is formed by subtracting the number from a field of all one bits and adding one to the low-order digit of the difference.
${ }^{2}$ The ones complement of a binary number is formed by subtracting the number from a field of all one bits.

In the first addition (the addition of the low-order characters of the subtrahend and the minuend) a simulated carry is added to the result. All subsequent characters are added with or without a carry, depending upon the result of the previous addition.

The word mark associated with the B field terminates the operation. If the length of the $A$ field equals that of the $B$ field, the binary subtraction process continues until the high-order $B$ field character has been combined with the high-order A-field character. If the length of the $A$ field exceeds that of the B field, the effect is as if there were a word mark in the A-field location corresponding to the high-order B-field location (i.e., the process still terminates at the $B$-field word mark). If the length of the $A$ field is less than that of the $B$ field, zeros are inserted where the A field terminates until the last B-field character is processed. Each zero is converted to its ones complement as above and then added to the corresponding B-field character.

In the following example, locations 294 and 295 contain the value $73_{10}$ in 12 -bit binary form, while locations 299 and 300 contain the binary equivalent of $87_{10}$.

Note: Locations 294 and 299 contain word marks; the length of the A field therefore equals that of the $B$ field in this example.

## EASYCODER <br> CODING FORM



| LOCATION $\rightarrow$ | 294 | 295 | 296 | 297 | 298 | 299 | 300 |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| CONTENTS $\rightarrow$ (binary) | 000001 | 001001 | 001101 | 011011 | 011110 | 000001 | ${ }_{0}^{010111}$ |

The six-bit character in location 295 is converted to its ones complement and added to the six-bit character in location 300 (see illustration below). Prior to this operation, a simulated carry is generated in the adder (see page 2-7). The result of the first addition is the binary equivalent of $14{ }_{10}$ plus a carry. This carry remains in the adder and is added to the sum of the contents of locations 294 and 299, resulting in a binary zero plus another carry. This final carry remains in the adder and the operation terminates. An overflow condition does not exist since the carry remaining at the end of the operation is suppressed; consequently the next memory location (location 298) is not disturbed. The result of the entire Binary Subtract instruction is therefore $14_{10}$, the true difference between 87 and 73 .

Table 8-3, indicates how the bits in each column of the ones-complement subtrahend and the minuend are combined.


First Addition


Second Addition

The result of the operation $\left(14_{10}\right)$ is stored in the B field as shown below.


## DECIMAL ADDITION

The Add instruction performs either a true add or a complement add, depending upon the algebraic signs of the operands. The sign of an operandis determined by the combination of zone bits in the units position of that field. The four possible zone bit configurations and the signs they represent are shown in Table 8-4.

Table 8-4. Algebraic Signs in Decimal Addition

| SICN | TONT: BITS |  | SICN | ZONE BITS |  |
| :---: | :---: | :---: | :---: | :---: | :---: |
|  | B-8it | A - Bis |  | 13.5 | Bit |
|  | 0 | 0 |  |  |  |
|  |  | 1 |  | 1 | 0 |
|  |  | 1 |  |  |  |

## True Add

A true add is performed if the signs of the $A$ and $B$ fields are alike. The result of the addition is stored in the $B$ field with the same zone bit configuration that was originally in the $B$ field (see Figure 8-1). Zone bits in all B-field locations (except for the units position) are set to zeros. A-field zone bits (except for the units position) are ignored.

$$
(+A)+(+B)=+R
$$



Figure 3-1. True Add Examples

## Complement Add

If the operand signs are not alike, the instruction performs a complement add: the A operand is converted to its tens complement ${ }^{l}$ and added to the $B$ operand. The machine automatically initiates a test fo determine whether a carry was generated by the high-order addition.
${ }^{l}$ The tens complement of a decimal number is formed by subtracting the number from all nines and adding one to the low-order digit of the difference.

The presence of a carry indicates that the result in the B field is a true answer, and the operation is terminated with the normalized sign of the $B$ field as the sign of the result (see Figure 8-2). ${ }^{1} \mathrm{~B}$-field zone bits (except for the units position) are set to zeros.

The absence of a carry indicates that the A operand was algebraically larger than the $B$ operand and that the result is stored in its tens-complement form. A recomplement cycle is performed automatically to convert the result to its true form. The sign of the result is changed during this recomplement cycle. Figure 8-2 illustrates complement add operations with without recomplementation.


Figure 8-2. Complement Add Examples

## DECIMAL SUBTRACTION

The Subtract instruction is analogous to the Add instruction with the exception that before the operands are combined, the sign of the A operand is changed. Thus, if the initial sign of the A operand is equal to that of the $B$ operand, the operands are combined by a complement add. If, on the other hand, the initial sign of the $A$ operand is not equal to that of the $B$ operand, the operands are combined by a true add.

A summary of decimal arithmetic operations is presented in Table 8-5.

[^26]Table 8-5. Decimal Arithmetic Sign Conventions

| OPERATION | $\begin{gathered} \text { A-FIELD } \\ \text { SIGN } \end{gathered}$ | $\begin{gathered} \text { B-FIELD } \\ \text { SIGN. } \end{gathered}$ | TYPE OF ADD | SICN OF RESUIT |
| :---: | :---: | :---: | :---: | :---: |
| ADD | + | + | True | + (Bit configuration of B) |
|  |  | - | Complement | Normalized sign of greater value (- = 10, + = 01 ) |
|  | - | + | Complement |  |
|  |  | - | True | - |
| SUBTRACT | + | - | True | - |
|  |  | + | Complement | Normalized sign of the greater value $(-=10,+=01)$ |
|  | - | - | Complement |  |
|  |  | $+$ | True | + (Bit configuration of B ) |

## INDICATORS

Two indicators are set at the completion of every decimal add and subtract operation: the overflow indicator and the zero balance indicator. If a carry is generated beyond the limit of the $B$ field, the overflow indicator is turned on; if such a carry is not generated, the indicator is unchanged. ${ }^{l}$ The zero balance indicator signifies either a zero or a non-zero sum. When a decimal operation produces a result equal to zero (regardless of sign), the zero balance indicator is turned on; when the result of the operation does not equal zero, the indicator isturned off.

These indicators are also set by decimal multiply and divide operations. The overflow indicator is turned on when a Decimal Divide instruction is performed in which the divisor is equal to zero. The zero balance indicator is turned on if the product of a decimal multiply operation is equal to zero.

The settings of these indicators can be tested by a Branch on Condition Test instruction (see page 8-41). This instruction automatically resets the overflow indicator; the zero balance indicator is not affected by the branch instruction used to test it but is reset only by the next decimal arithmetic instruction.

## MULTIPLICATION

The Multiply instruction causes the signed decimal integer in the A field (the multiplicand)

[^27]to be multiplied by the signed decimal integer (the multiplier) which is stored in the leftmost locations of the B field. The signed product is stored right-justified, in the B field.

The $B$ field must be large enough to insure an adequate number of locations for the development and storage of the product. Its length is therefore defined as the number of locations in the multiplier, plus the number of locations in the multiplicand, plus one (see Figure 8-3).

OPERATION:

$$
\begin{array}{r} 
\\
\\
\times \quad \mathrm{aba} \\
\hline
\end{array}
$$



Figure 8-3. A and B Fields in Multiply Operation

Word marks are required in the leftmost locations of the multiplicand and the multiplier. All other locations in the $B$ field must not contain word marks. As shown in Figure 8-3, the rightmost location of the multiplier is defined as $B-N_{a}-l$, where $B$ is the $B$ address and $N_{a}$ is the number of locations in the $A$ field.

The zone bits in the units positions of the multiplier and the multiplicand indicate the signs of the operands. The signs of these factors indicate the sign of the product according to the algebraic sign conventions shown in Table 8-6. The sign of the product is expressed in its normalized form (minus $=10$, plus $=01$ ).

Table 8-6. Multiply Sign Conventions

| Sign of Multiplicand | + | - | + | - |
| :---: | :---: | :---: | :---: | :---: |
| Sign of Multiplier | + | - | - | + |
| Sign of Product | + | + | - | - |

Consider the following Decimal Multiply instruction.
EASYCODER
CODING FORM


Location 500 is the rightmost location of a four-character field. Location 700 is the rightmost location of an eight-character field. Location 695 (i.e., 700-4-1) is the rightmost location of the multiplier.


The data in the A field is multiplied by the data in the field whose rightmost location is 695, and the product is stored, right-justified, in the B field. All B-field zone bits are cleared to zeros (except in the units position, which contains the sign of the product). At the end of the operation, the multiplier is no longer present in the leftmost positions of the $B$ field, since all B-field locations to the left of the most significant digit of the product are set to zeros. Thus, the multiplier should be preserved in another storage field if it is to be used more than once. The result of the multiply operation is shown below.
$\square$

## DIVISION

The Divide instruction causes the signed decimal integer in the A field (the divisor) to be divided into the signed decimal integer whose leftmost location is the $B$ address of the instruction (the dividend). The quotient is developed and stored in the leftmost locations of the $B$ field,
and the remainder is stored in the rightmost locations of the $B$ field. ${ }^{l}$ To insure an adequate number of storage locations for the development of the quotient, the length of the $B$ field is determined by adding 1 to the sum of the number of character locations in the divisor and dividend (see Figure 8-4).

OPERATION:
$x x \longdiv { \text { yyyy } }$

BEFORE EXECUTION


AFTER EXECUTION


Figure 8-4. Factor Locations in Divide Operation

The leftmost location of the dividend is defined by the $B$ address of the Divide instruction. The rightmost location (i.e., the units position) is the first character location to the right of the $B$ address to have one of its zone bits not equal to zero. As shown in Figure 8-4, all B-field locations to the left of the dividend must contain zeros prior to the divide operation.

A word mark is required in the leftmost location of the divisor. The dividend may or may not contain a word mark.

[^28]The signs of the operands are indicated by the zone bits in the units positions of the divisor and dividend. Algebraic sign control is used to determine the sign of the quotient (see Table 8-7). The sign of the quotient is expressed in its normalized form (minus = 10, plus = 0l). The sign of the remainder is always the same as that of the dividend (in value if not in bit configuration); its form is normalized if the sign of the dividend is normalized.

Table 8-7. Divide Sign Conventions

| Sign of Divisor | + | + | - | - |
| :--- | :---: | :---: | :---: | :---: |
| Sign of Dividend | + | - | + | - |
| Sign of Remainder | + | - | + | - |
| Sign of Quotient | + | - | - | + |

Since the presence of a signed digit in the dividend specifies its rightmost location, the units position of the dividend must contain a normalized sign and the zone bits of all other dividend characters must be zero.

When division is completed, signed decimal quotient is stored in the leftmost locations of the $B$ field; the units position of the quotient is in location $B-N_{a}+N_{d d}-2$, where $N_{a}$ is the number of locations in the $A$ field and $N_{d}$ is the number of locations in the dividend. The signed decimal remainder appears in locations $B+N_{d d}-1, B+N_{d d}-2$, etc. through location $B-N_{a}+N_{d d}$. The character location separating the quotient and the remainder is cleared to zero (see Figure 8-4).

In the following example, the divisor is a two-character field whose rightmost location is location 450 and the dividend is a four-character integer whose leftmost location is location 950.

## EASYCODER <br> CODING FORM



The contents (+23) of the A field are divided into the contents of the field (+7347) whose leftmost location is 950 . The rightmost boundary of the dividend is determined by the first character location (locátion 953) to the right of location $B$ whose zone bits are non-zero. This units position of the dividend therefore contains the sign of the dividend.


The quotient ( +319 ) is stored in the leftmost character locations of the $B$ field. The units position of the quotient (location 950) is equal to $B-N_{a}+N_{d d}-2$, or $950-2+4-2$. The remainder is stored in the rightmost locations of the B field; its leftmost location (location 952) is equal to $B-N_{a}+N$, or 950-2+4; its rightmost location (location 953) is equal to $B+N-1$, or $950+4-1$. The result of the operation is shown below.


QUOTIENT
REMAINDER



## FUNCTION

Format a: The signed decimal data in the A field is added algebraically to the signed decimal data in the $B$ field. The result is stored in the $B$ field.
Format b: The signed decimal data in the A field is added to itself. The result is stored in the A field.

Format c: The signed decimal data specified by the contents of the A-address register (AAR) is added algebráically to the signed decimal data specified by the contents of the B-address register (BAR). The result is stored in the $B$ field.

## WORD MARKS

Format a: The B operand must have a defining word mark. It is this word mark that terminates the operation. The A operand must have a word mark only if it is shorter than the B operand. In this case, transmission of data from the A operand stops after the Aoperand word mark is sensed. If the $A$ field is longer than the $B$ field, the highorder characters of the A field that exceed the field length defined by the B-operand word mark are not processed.
Format b: The A operand must have a defining word mark.
Format c: The B operand must have a defining word mark. The A operand must have a word mark only if it is shorter than the $B$ operand.

TIMING
Format a: $\quad T=N_{i}+2+N_{w}+2 N_{b}$ memory cycles if no recomplement cycle is required. $T=N_{i}+2+N_{w}+4 N_{b}$ memory cycles if a recomplement cycle is required.
Format b: $T=N_{i}+2+3 N_{a}$ memory cycles.
Format c: $T=3+N_{W}+2 N_{b}$ memory cycles if no recomplement cycle is required. $\mathrm{T}=3+\mathrm{N}_{\mathrm{w}}+4 \mathrm{~N}_{\mathrm{b}}$ memory cycles if a recomplement cycle is required.

## ADDRESS REGISTERS AFTER OPERATION

|  | SR | AAR | BAR |
| :--- | :--- | :--- | :--- |
| Format $a:$ | NXT | $A-N_{w}$ | $B-N_{b}$ |
| Format b: $:$ | NXT | $A-N_{a}$ | $A-N_{a}$ |
| Format $c:$ | NXT | $A_{p}-N_{w}$ | $B_{b}-N_{b}$ |

## NOTES

1. The algebraic sign control for the add operation is shown below.

| A-FIELD SIGN | 十 | - | + | - |
| :---: | :---: | :---: | :---: | :---: |
| B-FIELD SIGN | + | - | - | + |
| TYPE OF ADD | True | True | Comp | Comp |
| SIGN OF RESULT | Sign of B field |  | Normalized sign of A or B <br> field, whichever is greater <br> $(-=10,+=01)$ |  |

2. All zone bits in the result field are set to zeros except for the units position (i.e., the sig, of the result).
3. This instructior reats both operands as signed decimal data. It will produce ambiguous results if used to manipulate non-decimal data. Particularly, if the four numeric bit of any character have a binary numeric value of 12 or more (octal 14, 15, 16, and 17), the character is treated as if it were a zero. The two remaining cases (octal 12 and 13) are unspecified.
4. The overflow and zero balance indicators are set by an add operation.

## EXAMPLE

Add Bond Deductions to Total Deductions.

| Description | $\underline{\text { Tag }}$ |
| :--- | :---: |
| Bond Deductions | BDED |
| Total Deductions | TDED |

EASYCODER
CODING FORM


\section*{| $S$ | SUBTRACT |
| :--- | :--- |}

## FORMAT



## FUNCTION

Format a: The signed decimal data in the A field is subtracted algebraically from the signed decimal data in the B field. The result is stored in the B field.
Format b: The signed decimal data in the A field is subtracted from itself. The result is stored in the A field. If the A-field sign is minus, the result is a minus zero. If the A-field sign is plus, the result is a plus zero (with normalized sign).
Format c: The signed decimal data specified by the contents of the A-address register (AAR) is subtracted algebraically from the signed decimal data specified by the contents of the $B$-address register ( $B A R$ ). The result is stored in the $B$ field.

## WORD MARKS

Format a: The B operand must have a defining word mark. The A operand must have a word mark only if it is shorter than the B operand. In this case, transmission of data from the A operand stops after the A-operand word mark is sensed. If the A field is longer than the $B$ field, the high-order characters of the $A$ field that exceed the field length defined by the $B$-operand word mark are not processed.
Format b: The A operand must have a defining word mark.
Format c: The B operand must have a defining word mark. The A operand must have a word mark only if it is shorter than the $B$ operand.

Format a: $\quad T=N_{i}+2+N_{w}+2 N_{b}$ memory cycles if no recomplement cycle is required.
$T=N_{i}+2+N_{W}+4 N_{b}$ memory cycles if a recomplement cycle is required.
Format b: $T=N_{i}+2+3 N_{a}$ memory cycles.
Format $\mathrm{c}: ~ \mathrm{~T}=3+\mathrm{N}_{\mathrm{w}}+2 \mathrm{~N}_{\mathrm{b}}$ memory cycles if no recomplement cycle is required.
$\mathrm{T}=3+\mathrm{N}_{\mathrm{W}}+4 \mathrm{~N}_{\mathrm{b}}$ memory cycles if a recomplement cycle is required.

## ADDRESS REGISTERS AFTER OPERATION

|  | SR | AAR | BAR |
| :--- | :--- | :--- | :--- |
| Format $a:$ | NXT | $A-N_{w}$ | $B-N_{b}$ |
| Format b: $: ~ N X T$ | $A-N_{a}$ | $A-N_{a}$ |  |
| Format $\mathrm{c}:$ | NXT | $A_{p}-N_{w}$ | $B_{p}-N_{b}$ |

## NOTES

1. Algebraic sign control for the subtract operation is summarized below.

| A-FIELD SIGN | + | - | + | - |
| :---: | :---: | :---: | :---: | :---: |
| B-FIELD SIGN | + | - | - | + |
| TYPE OF ADD | Comp | Comp | True | True |
|  | Normalized sign of <br> A or B field, which - <br> ever is greater <br> $(-=10,+=01)$ | Sign of B field |  |  |
|  |  |  |  |  |

2. All zone bits in the result field are set to zeros except for the units position (i.e., the sign of the result).
3. This instruction treats both operands as signed decimal data. It will produce ambiguous results if used to manipulate non-decimal data. Particularly, if the four numeric bits of any character have a binary numeric value of 12 or more (octal $14,15,16$, and 17 ), the character is treated as if it were a zero. The two remaining cases (octal 12 and 13) are unspecified.
4. The overflow and zero balance indicators are set by a subtract operation.

## EXAMPLE

Subtract the contents of the five-character fields starting at location 940, 945, 950, and 955 from the contents of the eight-character fields starting at locations 648, 656,664 , and 672.


## BA

BINARY ADD

## FORMAT



## FUNCTION

Format a: The data in the $A$ field is added in binary fashion, character by character, to the data in the $B$ field. The result is stored in the $B$ field.

Format b: The data in the $A$ field is added character by character, to itself. The result is stored in the A field.

Format c: The data specified by the contents of the A-address register (AAR) is added character by character, to the data specified by the contents of the B-address register (BAR). The result is stored in the $B$ field.

## WORD MARKS

Format a: The B operand must have a defining word mark. It is this word mark that terminates the operation. The A operand must have a word mark only if it is shorter than the $B$ operand. In this case the transmission of data from the $A$ field stops after the $A$-operand word mark is sensed. If the $A$ field is longer than the $B$ field, the high-order characters of the $A$ field that exceed the field length defined by the $B$-operand word mark are not processed.

Format b: The A operand must have a defining word mark.
Format c: The B operand must have a defining word mark. The A operand must have a word mark only if it is shorter than the B operand.

## TIMING

Format a: $T=N_{i}+1+N_{w}+2 N_{b}$ memory cycles. ${ }^{1}$
Format b: $T=N_{i}+1+3 N_{a}$ memory cycles. ${ }^{1}$
Format c: $T=2+N_{w}+2 N_{b}$ memory cycles. ${ }^{1}$

[^29]
## ADDRESS REGISTERS AFTER OPERATION

|  | SR | AAR | BAR |
| :--- | :--- | :--- | :--- |
| Format $a:$ | NXT | $A-N_{w}$ | $B-N_{b}$ |
| Format b: $: ~ N X T ~$ | $A-N_{a}$ | $A-N_{a}$ |  |

Format c: NXT $\quad A_{p}-N_{w} \quad B_{p}-N_{b}$

## NOTES

1. The overflow and zero balance indicators are not set by a binary add operation.
2. Format $b$ of the $B A$ instruction has the effect of doubling the value stored in the A field; i.e., it shifts the contents of the A field one bit position to the left.

## EXAMPLE

Modify the $B$ address of the instruction tagged B7 by the value stored in the location tagged TEN (assuming the use of the two-character addressing mode).

## EASYCODER

COOING FORM


## BS BINARY SUBTRACT

## FORMAT



## FUNCTION

Format a: Each six-bit character in the A field is converted to its ones complement and added, in binary fashion, character by character, to the data in the $B$ field (see page 8-6). A simulated'carry is added with the characters in the units position. The result is stored in the B field.

Format b: Each six-bit character in the A field is converted to its ones complement and added character by character, to itself. A simulated carry is added with the characters
in the units position. In effect, this format of the binary subtract instruction replaces the contents of the A field with zeros.

Format c: Each six-bit character specified by the contents of the A-address register (AAR) is converted to its ones complement and added, character by character, to the data specified by the contents of the B-address register ( $B A R$ ). A simulated carry is added with the characters in the units position. The result is stored in the B field.

## WORD MARKS

Format a: The word mark associated with the B operand terminates the operation. The A operand must have a word mark only if it is shorter than the $B$ operand. In this case, transmission of data from the A field stops after the A operand word mark is sensed. If the A operand is longer than the $B$ operand, the characters of the $A$ operand that exceed the field length defined by the $B$ operand word mark are not processed.
Format b: The A operand must have a defining word mark.
Format c: The B operand must have a defining word mark. The A operand must have a word mark only if it is shorter than the $B$ operand.

TIMING
Format a: $T=N_{i}+1+N_{w}+2 N_{b}$ memory cycles. 1
Format b: $T=N_{i}+1+3 N_{a}$ memory cycles. ${ }^{1}$
Format c: $T=2+N_{w}+2 N_{b}$ memory cycles. ${ }^{1}$

## ADDRESS REGISTERS AFTER OPERATION

|  | SR | AAR | BAR |
| :---: | :---: | :---: | :---: |
| Format a: | NXT | $\mathrm{A}-\mathrm{N}_{\mathrm{w}}$ | $B-N_{b}$ |
| Format b: | NXT | $\mathrm{A}-\mathrm{N}_{\mathrm{a}}$ | $\mathrm{A}-\mathrm{N}_{\mathrm{a}}$ |
| Format c: | NXT | $A_{p}-N_{w}$ | $B_{p}-N_{b}$ |

## NOTES

1. The overflow and zero balance indicators are not set by a binary subtract operation.
2. Formats a and c can produce negative results. A negative result is stored in the $B$ field in its twos-complement form. In this case, the absolute numerical value of the result can be obtained by recomplementing the result stored in the B field.

## EXAMPLE

Zero the fielp starting at location TOTAL.

[^30]
## EASYCODER <br> CODING FORM



NOTE: Information bits as well as zone bits are cleared to zero by this operation.

ZERO AND ADD FEATURES 010 \& 011

## FORMAT



## FUNCTION

Format a:
The data in the A field is transferred, character by character, right to left, to the $B$ field. Zone bits in the $B$ field are set to zero in all positions except the units position. The sign of the result field is based on the sign of the A field (see note). If the high-order character of the $A$ field is transferred before the operation terminates, the remaining B-field characters are cleared to zeros.

Format b: The data in the A field is converted to an all-numeric format; i.e., the zone bits of all positions in the field except the units position are set to zero. The result remains in the A field. The sign of the A field is not changed by the operation (see note l).
Format c: The data specified by the contents of the A-address register (AAR) is transferred to the field specified by the contents of the $B$-address register (BAR). Zone bits in the $B$ field are set to zero in all positions except the units position. The sign of the result field is based on the sign of the sign of the A field (see note l). If the high-order character of the A field is transferred before the operation terminates, the remaining B-field characters are cleared to zeros.

## WORD MARKS

Format a: The B operand must have a defining word mark. The A operand must have a word mark only if it is shorter than the B operand. In this case, transfer of data from the A operand stops after the A-operand word mark is sensed. If the A field is longer thant the $B$ field, the high-order characters of the A field that exceed the field length defined by the B-operand word mark are not processed.
Format b: The A operand must have a defining word mark.

Format c: The B operand must have a defining word mark. The A operand must have a word mark only if it is shorter than the $B$ operand.

TIMING
Formats a, b, and c:
$T=N_{i}+1+N_{w}+N_{b}$ memory cycles. ${ }^{l}$

ADDRESS REGISTERS AFTER OPERATION

|  | SR | AAR | BAR |
| :--- | :--- | :--- | :--- |
| Format $:$ | NXT | $A-N_{w}$ | $B-N_{b}$ |
| ${b}: }$ | NXT | $A-N_{a}$ | $A-N_{a}$ |
| Format $c: ~ N X T ~$ | $A_{p}-N_{w}$ | $B_{p}-N_{b}$ |  |

## NOTES

1. A plus sign in the units position of the result field is always expressed in its normalized form (01).
2. B-field punctuation is not changed by this operation.

## EXAMPLE

Transfer the contents of the field tagged ORATE to the field tagged NRATE, setting all zone bits in NRATE (except in the units position) to zeros.

EASYCODER


ZS $\quad$ ZERO AND SUBTRACT FEATURES 010 \& 011

## FORMAT



[^31]
## FUNCTION

Format a: The data in the A field is transferred to the $B$ field with the opposite sign. Zone bits in the $B$ field are set to zeros in all positions except the units position. If the high-order character of the A field is transferred before the operation terminates, the remaining $B$-field characters are cleared to zeros.

Format b: The data in the A field is converted to an all-numeric format; i.e., the zone bits of all positions in the field except the units position are set to zero. The result remains in the A field with its sign reversed.

Format c: The data specified by the contents of the A-address register (AAR) is transferred with the opposite sign to the field specified by the contents of the $B$-address register (BAR). Zone bits in the B field are set to zero in all positions except the units position. If the high-order character of the A field is transferred before the operation terminates, the remaining $B$-field characters are cleared to zeros.

## WORD MARKS

Format a: The B operand must have a defining word mark. The A operand must have a word mark only if it is shorter than the B operand. In this case, transfer of data from the A operand stops after the A-operand word mark is sensed. If the A field is longer than the $B$ field, the high-order characters of the A field that exceed the field length defined by the $B$-operand word mark are not processed.

Format b: The A operand must have a defining word mark.
Format c: The B operand must have a defining word mark. The A operand must have a word mark only if it is shorter than the B operand.

TIMING
Formats a, b, and c:

$$
\mathrm{T}=\mathrm{N}_{\mathrm{i}}+\mathrm{l}+\mathrm{N}_{\mathrm{w}}+\mathrm{N}_{\mathrm{b}} \text { memory cycles. } 1
$$

ADDRESS REGISTERS AFTER OPERATION

|  | SR | AAR | BAR |
| :--- | :--- | :--- | :--- |
| Format $a: ~ N X T ~$ | $A-N_{w}$ | $B-N_{b}$ |  |
| ${b}: }$ | NXT | $A-N_{a}$ | $A-N_{a}$ |
| Format $c: ~ N X T ~$ | $A_{p}-N_{w}$ | $B_{p}-N_{b}$ |  |

## NOTES

1. A plus sign in the units position of the result field is always expressed in its normalized form (01).
2. B-field punctuation is not changed by this operation.
[^32]
## EXAMPLE

Change the sign of the data in the field tagged PROFIT.

## EASYCODER

CODING FORM


\section*{| $M$ | MULTIPLY |
| :--- | :--- |}

## FORMAT



## FUNCTION

Format a: The signed decimal integer in the $A$ field is multiplied by the signed decimal integer in the leftmost locations of the Bfield. The product is stored, right-justified, in the $B$ field.

Format b: The signed decimal integer in the A field is multiplied by the signed decimal integer in the leftmost locations of the field specified by the contents of the $B$-address register (BAR). The product is stored, right-justified, in the B field.
Format c: The signed decimal integer in the field specified by the contents of the A-address register (AAR) is multiplied by the signed decimal integer in the leftmost locations of the field specified by the contents of BAR. The product is stored, right-justified, in the B field.

## WORD MARKS

Formats $\mathrm{a}, \mathrm{b}$, and c :
Word marks are required in the high-order locations of both the $A$ and $B$ fields. All other B-field locations must not contain word marks.

## TIMING

Formats $a, b$, and c:
Types 201-1, 201-2, and 1201 processors:
$T=N_{i}+5+2 N_{a}+2 Z_{l a}+5 N_{m r}-Z_{m r}+s\left(N_{a}-Z_{t a}\right)+2\left(N_{a}-Z_{t a}\right)\left(N_{m r}-Z_{m r}\right)$ memory cycles.
TYPE 2201 PROCESSOR:
$\mathrm{T}=\mathrm{N}_{\mathrm{i}}+8+2 \mathrm{~N}_{\mathrm{a}}+2 \mathrm{Z}_{\mathrm{ta}}+5 \mathrm{~N}_{\mathrm{mr}}-\mathrm{Z}_{\mathrm{mr}}+\mathrm{SUM}\left(\mathrm{N}_{\mathrm{a}}-\mathrm{Z}_{\mathrm{ta}}\right)+3\left(\mathrm{~N}_{\mathrm{a}}-\mathrm{Z}_{\mathrm{ta}}\right)\left(\mathrm{N}_{\mathrm{mr}}-\mathrm{Z}_{\mathrm{mr}}\right)$ memory cycles.
Representative times for the Types 201-1, 201-2, 1201, and 2201 processors are given in note 7.

|  | SR | AAR | BAR |
| :---: | :---: | :---: | :---: |
| Format a | NXT | $\mathrm{A}-\mathrm{N}_{\mathrm{a}}$ | $\mathrm{B}-\mathrm{N}_{\mathrm{b}}$ |
| Format b: | NXT | $\mathrm{A}-\mathrm{Na}_{\mathrm{a}}$ | $B_{p}-N_{b}$ |
| Format c: | NXT | $A_{p}-N_{a}$ | $\mathrm{B}_{\mathrm{p}}-\mathrm{N}_{\mathrm{b}}$ |

## NOTES

1. The A address of a Decimal Multiply instruction specifies the units position of the multiplicand. The B address specifies a location which is $\mathrm{N}_{\mathrm{a}}+1$ locations to the right of the multiplier, since the $B$ field must contain the multiplier plus enough additional locations (to the right of the multiplier) to provide for the development of the product. Thus, the total number of character locations in the $B$ field must be one greater than the sum of the number of characters in the multiplicand and the multiplier. For example, in a multiplication operation involving a 3-character multiplier and a 5character multiplicand, 9 positions $(5+3+1)$ must be provided in the B field.
2. Algebraic sign control for the multiply operation is shown below. The sign of the product is expressed in its normalized form $(-=10,+=01)$.

| Sign of Multiplicand | + | - | + | - |
| :--- | :---: | :---: | :---: | :---: |
| Sign of Multiplier | + | - | - | + |
| Sign of Product | + | + | - | - |

3. The product is stored (right-justified) in the entire B field, with the unused high-order positions of the $B$ field cleared to zeros. As a result of the operation, the multiplier (initially stored in the Bfield) is destroyed. Therefore, if the multiplier is to be used more than once, it should be preserved in another storage field.
4. The zero balance indicator is turned ON if the product of the multiply operation is equal to zero; otherwise, the indicator is turned OFF by the operation.
5. This instruction treats both operands as signed decimal data. It will produce ambiguous results if used to manipulate non-decimal data. Particularly, if the four numeric bits of a character have a binary numeric value of 12 or more (octal $14,15,16$, or 17), the character is treated as if it were a zero. The two remaining cases (octal 12 and 13) are unspecified.
6. This instruction is a standard feature on all processors but the Type 201, on which it is not available.
7. Listed below are representative multiply times (in microseconds) for the Type 201-1, 201-2, 1201, and 2201 processors. It is assumed that the
three-character addressing mode is used and that each multiplier digit has the median value of 4.5 .

TYPE 201-1 AND 201-2 MULTIPLY TIMES (MICROSECONDS)

|  |  | 1 | 2 | 3 | 4 | 5 |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| NUMBER OF | 1 | 51 | 68 | 85 | 102 | 119 |
| CHARACTERS | 2 | 74 | 104 | 134 | 164 | 194 |
| IN | 3 | 97 | 140 | 183 | 226 | 269 |
| MULTIPLIER | 4 | 120 | 176 | 232 | 288 | 344 |
|  | 5 | 143 | 212 | 281 | 350 | 419 |


| NO. OF CHARACTERS IN MULTIPLICAND |  |  |  |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: |
|  |  | 1 | 2 | 3 | 4 | 5 |
| NUMBER OF | 1 | 39.8 | 52.5 | 65.3 | 78 | 90.8 |
| CHARACTERS | 2 | 57 | 79.5 | 102 | 124.5 | 147 |
| IN | 3 | 74.3 | 106.5 | 138.8 | 171 | 203.3 |
| MULTIPLIER | 4 | 91.5 | 133.5 | 175.5 | 217.5 | 259.5 |
|  | 5 | 108.8 | 160.5 | 212.3 | 264 | 315.8 |


| TYPE 2201 MULTIPLY TIMES (MICROSECONDS) |  |  |  |  |  |  |
| :--- | :--- | :---: | :---: | :---: | :---: | :---: | :---: |
| NO. OF CHARACTERS IN MULTIPLICAND |  |  |  |  |  |  |

## EXAMPLE

Multiply the five-character field tagged CAND by the three-character field whose rightmost character location is six ( $5+1$ ) less than the location tagged PROD. Store the result, right-justified, in PROD.

EASYCODER
CODING FORM


## DIVIDE

## FORMAT



## FUNCTION

Format a: The signed decimal integer in the field whose leftmost location is $B$ is divided by the signed decimal integer in the A field. The quotient is stored in the leftmost locations of the $B$ field; the remainder is stored in the rightmost locations of the $B$ field (see page 8-13).

Format b:
The signed decimal integer in the field whose leftmost location is specified by the contents of the $B$-address register ( $B A R$ ) is divided by the signed decimal integer in the A field. The quotient is stored in the leftmost locations of the $B$ field; the remainder is stored in the rightmost locations of the $B$ field (see page 8-13).

Format c: The signed decimal integer in the field whose leftmost location is specified by the contents of the $B$-address register ( $B A R$ ) is divided by the signed decimal integer in the field specified by the contents of the A-address register (AAR). The quotient is stored in the leftmost locations of the $B$ field; the remainder is stored in the rightmost locations of the $B$ field (see page 8-13).

## WORD MARKS

Formats $\mathrm{a}, \mathrm{b}$, and c :
The A operand (the divisor) must contain a word mark. The B field may contain a word mark.

## TIMING

Formats $\mathrm{a}, \mathrm{b}$, and c :
TYPES 201-1, 201-2, AND 1201 PROCESSORS:
$\mathrm{T}=\mathrm{N}_{\mathrm{i}}+4+2 \mathrm{~N}_{\mathrm{a}}$ memory cycles if divisor $=0$.
$T=N_{i}+17.5+4.5 N_{a}+15.5 Z_{l a}+12.5 N_{d d}+15 N_{a}\left(N_{d d}-N_{a}+Z_{l a}\right)$ memory cycles if
$\left(\mathrm{N}_{\mathrm{a}}-\mathrm{Z}_{\mathrm{l}} \mathrm{a}\right)\left(\mathrm{N}_{\mathrm{dd}}\right)$ and divisor $\neq 0$.
$T=N_{i}+7+4 N_{a}$ memory cycles if $\left(N_{a}-Z_{l a}\right)>\left(N_{d d}\right)$.
TYPE 2201 PROCESSOR:
$\mathrm{T}=\mathrm{N}_{\mathrm{i}}+7+2 \mathrm{~N}_{\mathrm{a}}$ memory cycles if divisor $=0$.
$T=N_{i}+9+2 Z+5 N_{a}+3 Z_{1 d}+N_{q}\left(15 N_{a}-2 Z_{1 a}+18.25\right)$ memory cycles if
$\left(N_{a}-Z_{l a}\right) \leq\left(N_{d d}-Z_{l d}\right)$ and divisor $\neq 0$.
$T=N_{i}+9+2 N_{a}+2 N_{d d}$ memory cycles if $N_{a}>N_{d d}$ and $\left(N_{a}-Z_{l a}\right)>\left(N_{d d}-Z_{1 d}\right)$.
$T=N_{i}+10+N_{a}+3 N_{d d}$ memory cycles if $N_{a} \geq N_{d d}$ and $\left(N_{a}-Z_{l a}\right)>\left(N_{d d}-Z_{l d}\right)$.
Representative divide times for the Type 201-1, 201-2, 1201, and 2201 processors are given in note 10 .

|  | SR | AAR | BAR |  |
| :---: | :---: | :---: | :---: | :---: |
| Format a | NXT | $\mathrm{A}-\mathrm{N}_{\mathrm{a}}$ | $\mathrm{B}-\mathrm{N}_{\mathrm{a}}+\mathrm{N}_{\mathrm{dd}}-3$ |  |
| Format b: | NXT | $\mathrm{A}-\mathrm{Na}_{\mathrm{a}}$ | $\mathrm{B}_{\mathrm{p}}-\mathrm{N}_{\mathrm{a}}+\mathrm{N}_{\mathrm{dd}}{ }^{-3}$ |  |
| Format c: | NXT | $\mathrm{A}_{\mathrm{p}}-\mathrm{N}_{\mathrm{a}}$ | $\mathrm{B}_{\mathrm{p}}-\mathrm{N}_{\mathrm{a}}+\mathrm{N}_{\mathrm{dd}}{ }^{-3}$ |  |

When the divisor is equal to zero, the contents of the address registers are unspecified (see note l).

## NOTES

1. If the divisor is equal to plus or minus zero, the overflow indicator is turned ON, division is not performed, and no memory locations are changed.
2. The length of the $B$ field is determined by adding 1 to the sum of the number of character locations in the divisor and the dividend ( $B$-field length $=1+$ length of divisor + length of dividend).
3. The A field (divisor) can be signed or unsigned; if it is unsigned, the divisor is assumed to be positive.
4. The dividend must contain a normalized $\operatorname{sign}(-=10,+=01)$ in the units position. The sign bits of all other characters in the dividend must be zeros. The proper signing of the dividend is therefore insured if the dividend is moved into the $B$ field by a Zero and Add instruction (see page 8-23).
5. All high-order locations of the $B$ field which are not occupied by the dividend must contain zeros when division begins. These zeros can be automatically inserted if the Zero and Add instruction is used to move the dividend into the $B$ field as mentioned above.
6. The sign of the quotient follows algebraic sign rules as shown below. The sign of the remainder is the original sign of the dividend.

| Sign of divisor | + | + | - | - |
| :---: | :---: | :---: | :---: | :---: |
| Sign of dividend | + | - | + | - |
| Sign of remainder | + | - | + | - |
| Sign of quotient | + | - | - | + |

7. This instruction treats both operands as signed decimal data. It will produce ambiguous results if used to manipulate non-decimal data. Particularly, if the four numeric bits of a character have a binary numeric value of 12 or more (octall $14,15,16$, or 17), the character is treated as if it were a zero. The two remaining cases (octal 12 and 13) are unspecified.
8. This instruction is a standard feature on all processors but the Type 201, on which it is not available.
9. Listed below are representative divide times (in microseconds) for the Type 201-1, 201-2, 1201, and 2201 processors. It is assumed that the processor is in the three-character addressing mode in all cases.

|  |  | NUMBER OF CHARACTERS IN DIVIDEND |  |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: |
|  |  | 1 | 2 | 3 | 4 | 5 |
| NUMBER OF | 1 | 83 | 138 | 193 | 248 | 303 |
| CHARACTERS | 2 | 44 | 117 | 202 | 287 | 372 |
| IN | 3 | 52 | 52 | 151 | 265 | 381 |
| DIVISOR | 4 | 60 | 60 | 60 | 185 | 330 |
|  | 5 | 68 | 68 | 68 | 68 | 219 |


|  |  | NUMBER OF CHARACTERS IN DIVIDEND |  |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: |
|  |  | 1 | 2 | 3 | 4 | 5 |
| NUMBER OF | 1 | 62 | 103.5 | 145 | 186 | 227 |
| CHARACTERS | 2 | 34.5 | 88 | 151.5 | 215 | 279 |
| IN | 3 | 40.5 | 40.5 | 94 | 199.5 | 286 |
| DIVISOR | 4 | 46.5 | 46.5 | 52.5 | 139 | 247.5 |
|  | 5 | 52.5 | 52.5 | 52.5 | 52.5 | 164 |


|  |  | NUMBER OF CHARACTERS IN DIVIDEND |  |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: |
|  |  | 1 | 2 | 3 | 4 | 5 |
| NUMBER OF | 1 | 54 | 88 | 121 | 154 | 187 |
| CHARACTERS | 2 | 22 | 74 | 123 | 170 | 219 |
| IN | 3 | 24 | 26 | 94 | 158 | 221 |
| DIVISOR | 4 | 26 | 28 | 30 | 114 | 193 |
|  | 5 | 28 | 30 | 32 | 34 | 134 |

## EXAMPLE

Divide the four-character integer whose leftmost location is location 1000 by the three-character field whose rightmost location is location 500. Store the quotient in the leftmost locations of the field at 1000 , and store the remainder in the rightmost locations of this field.
$\mathrm{N}_{\mathrm{a}}$ (number of characters in divisor) $=3$
$N_{d d}$ (number of characters in dividend) $=4$
$B(B$ address $)=1000$
Units position of quotient ( $\mathrm{B}-\mathrm{N}_{\mathrm{a}}+\mathrm{N}_{\mathrm{dd}}-2$ ) $=1000-3+4-2=$ location 999
Units position of remainder $\left(B+N_{d_{d}}-1\right)=1000+4-1=$ location 1003

$$
8-31
$$

## LOGIC

- EXTRACT
- HALF ADD
- SUBSTITUTE
- COMPARE
- BRANCH
- BRANCH ON CONDITION TEST
- BRANCH ON CHARACTER CONDITION
- BRANCH IF CHARACTER EQUAL
- BRANCH ON BIT EQUAL


## FORMAT



## FUNCTION

Format a: The data in the A field is combined bit-by-bit with the data in the $B$ field, according to the following rules. The result is stored in the $B$ field.

| $\begin{aligned} & \text { BIT IN } \\ & \text { A FIELD } \end{aligned}$ | BIT IN <br> B FIELD | $\begin{aligned} & \text { BIT IN } \\ & \text { RESULT FIELD } \end{aligned}$ |
| :---: | :---: | :---: |
| 1 | 1 | 1 |
| 1 | 0 | 0 |
| 0 | 1 | 0 |
| 0 | 0 | 0 |

Format b: The data in the A field is combined bit-by-bit with the data specified by the contents of the $B$-address register ( $B A R$ ), according to the rules stated above. The result is stored in the B field.

Format c: The data specified by the contents of the $A$-address register (AAR) is combined bit-by-bit with the data specified by the contents of $B A R$, according to the rules stated above. The result is stored in the B field.

## WORD MARKS

Formats a, b, and c:
A word mark is required for the shorter of the two operands. The operation terminates when this word mark is sensed.

## TIMING

Formats $\mathrm{a}, \mathrm{b}$, and c :

$$
T=N_{i}+1+3 N_{W} \text { memory cycles. }
$$

[^33]ADDRESS REGISTERS AFTER OPERATION

|  | SR | AAR | BAR |
| :---: | :---: | :---: | :---: |
| Format a | NXT | $\mathrm{A}-\mathrm{N}_{\mathrm{w}}$ | $\mathrm{B}-\mathrm{N}_{\mathrm{w}}$ |
| Format b: | NXT | $\mathrm{A}-\mathrm{N}_{\mathrm{w}}$ | $\mathrm{B}_{\mathrm{p}}-\mathrm{N}_{\mathrm{w}}$ |
| Format c: | NXT | $A_{p}-N_{w}$ | $B_{p}-N_{w}$ |

EXAMPLE
Remove all zone bits in the field tagged BASE by combining the contents of BASE with the contents of the field tagged CON. Each character in CON must have the following format:

$$
\begin{array}{llllllll}
\text { Bit position } & \text { B } & \text { A } & 8 & 4 & 2 & 1 \\
\text { Contents } & 0 & 0 & 1 & 1 & 1 & 1
\end{array}
$$

EASYCODER
CODING FORM


HALF ADD
(Exclusive Or)

## FORMAT



## FUNCTION

Format a: The data in the A field is combined bit-by-bit with the data in the B field, according to the following rules. The result is stored in the $B$ field.

| BIT IN <br> A FIELD | BIT IN <br> B FIELD | BIT IN <br> RESULT FIELD |
| :---: | :---: | :---: |
| 1 | 1 | 0 |
| 1 | 0 | 1 |
| 0 | 1 | 1 |
| 0 | 0 | 0 |

c.

Format b: The data in the A field is combined bit-by-bit with the data specified by the contents of the $B$-address register (BAR), according to the rules stated above. The result is stored in the $B$ field.

Format c: The data specified by the contents of the A-address register (AAR) is combined bit-by-bit with the data specified by the contents of BAR, according to the rules stated above. The result is stored in the $B$ field.

## WORD MARKS

Formats $\mathrm{a}, \mathrm{b}$, and c :
A word mark is required for the shorter of the two operands. The operation terminates when this word mark is sensed.

## TIMING

Formats $a, b$, and $c$ :
$\mathrm{T}=\mathrm{N}_{\mathrm{i}}+1+3 \mathrm{~N}_{\mathrm{w}}$ memory cycles. ${ }^{1}$

|  | SR | AAR | BAR |
| :---: | :---: | :---: | :---: |
| Format a | NXT | $\mathrm{A}-\mathrm{N}_{\mathrm{w}}$ | $\mathrm{B}-\mathrm{N}_{\mathrm{w}}$ |
| Format b: | NXT | $\mathrm{A}-\mathrm{N}_{\mathrm{w}}$ | $\mathrm{B}_{\mathrm{p}}-\mathrm{N}_{\mathrm{w}}$ |
| Format c: | NXT | $A_{p}-N_{w}$ | $B_{p}-N_{w}$ |

## EXAMPLE

Clear all the data bits in the field tagged SEVEN to zeros by combining the contents of SEVEN with the contents of the field tagged TOO. Do not change the zone bits in SEVEN. (The data contents of SEVEN and TOO are identical.)

## EASYCODER

CODING FORM


[^34]\section*{| SST | SUBSTITUTE |
| :--- | :--- |}

## FORMAT



## FUNCTION

Format a: The single character specified by the A addressis compared bit-by-bit with the variant character and is moved to the location specified by the $B$ address, according to the following rules:

1. The A-character bit is transferred to the $B$ address if the corresponding variant bit $=1$.
2. The B-character bit is preserved if the corresponding variant bit $=0$.

Format b: The single character specified by the A address is compared bit-by-bit with the variant character specified in a previous instruction and is moved to the location specified by the $B$ address, according to the rules stated above.

Format c: The single character specified by the $A$ address is compared bit-by-bit with the variant character specified in a previous instruction and is moved to the location specified by the contents of the B-address register ( $B A R$ ), according to the rules stated above.

Format d: The single character specified by the contents of the A-address register (AAR) is compared bit-by-bit with the variant character specified in a previous instruction and is moved to the location specified by the contents of BAR, according to the rules stated above.

WORD MARKS
Formats a, b, c, and d:
Word marks are not required in either field.

TIMING
Formats a, b, c, and d:
$\mathrm{T}=\mathrm{N}_{\mathrm{i}}+4$ memory cycles. ${ }^{1}$
${ }^{1}$ Add one memory cycle to this formula if the Substitute instruction is being executed in a
Type 2201 processor.

## ADDRESS REGISTERS AFTER OPERATION

|  | SR | AAR | BAR |
| :---: | :---: | :---: | :---: |
| Format a: | NXT | A-1 | B-1 |
| Format b: | NXT | A-1 | B-1 |
| Format c: | NXT | A-1 | $\mathrm{B}_{\mathrm{p}}{ }^{-1}$ |
| Format d: | NXT | $A_{p}{ }^{-1}$ | $\mathrm{B}_{\mathrm{p}}{ }^{-1}$ |

NOTE
This instruction can be coded only in formats a. and d. when programming for the Type 201 or 201-1 processor.

## EXAMPLES

1. Move the zone bits from the location tagged STET to the location tagged STET +20. A variant character of octal 60 provides the required variant bit configuration (i.e., 110000 ).

## EASYCODER


2. Move the numeric portion of the character at location 256 to location 656 . A variant of octal 17 provides the required variant bit configuration (i.e., 001 lll).

## EASYCODER <br> CODING FORM



FORMAT


## FUNCTION

Format a: The data in the $B$ field is compared bit-by-bit to the data in the A field. The comparison turns on indicators that can be interrogated by subsequent Branch instructions. The indicators are reset by the next Compare instruction.

Format b: The data specified by the contents of the $B$-address register (BAR) is compared bit-by-bit with the data in the A field. This operation turns on indicators which can be tested by subsequent Branch instructions. The indicators are reset by the next Compare instruction.

Format c: The data specified by the contents of BAR is compared bit-by-bit to the data in the field specified by the contents of the A-address register (AAR). The comparison turns on indicators that can be interrogated by subsequent Branch instructions. The indicators are reset by the next Compare instruction.

## WORD MARKS

Formats $a, b$, and $c$ :
The word mark associated with the B operand terminates the operation. The $A$ operand must have a word mark only if it is shorter than the $B$ operand. In this case, transmission of data from the A field stops after the A-operand word mark is sensed, and the remaining characters of the $B$ operand are compared to zeros. If the $A$ operand is longer than the $B$ operand, the characters of the $A$ operand that exceed the field length defined by the $B$-operand word mark are not processed.

## TIMING

Formats a, b, and c:
$\mathrm{T}=\mathrm{N}_{\mathrm{i}}+2+\mathrm{N}_{\mathrm{w}}+\mathrm{N}_{\mathrm{b}}$ memory cycles. ${ }^{1}$

ADDRESS REGISTERS AFTER OPERATION

|  | SR | AAR | BAR |
| :---: | :---: | :---: | :---: |
| Format a: | NXT | $\mathrm{A}-\mathrm{N}_{\mathrm{w}}$ | $B-\mathrm{N}_{\mathrm{b}}$ |
| Format b: | NXT | $\mathrm{A}-\mathrm{N}_{\mathrm{w}}$ | $\mathrm{B}_{\mathrm{p}}-\mathrm{N}_{\mathrm{b}}$ |
| Format c: | NXT | $A_{p}-N_{w}$ | $\mathrm{B}_{\mathrm{p}}-\mathrm{N}_{\mathrm{b}}$ |

## NOTES

1. All characters that can appear in storage can be compared. The ascending order of characters is listed in Appendix B.
2. Both fields must have exactly the same bit configurations to be equal. For example, plus zero is not equal to minus zero.
3. Comparison results and associated branch conditions are listed on page 8-40.
[^35]| COMPARISON RESULT | BRANCH CONDITION |
| :---: | :--- |
| $\mathrm{B}<\mathrm{A}$ | Low Compare |
| $\mathrm{B}=\mathrm{A}$ | Equal Compare |
| $\mathrm{B} \leq \mathrm{A}$ | Low or Equal Compare |
| $\mathrm{B}>\mathrm{A}$ | High Compare |
| $\mathrm{B} \neq \mathrm{A}$ | Unequal Compare |
| $\mathrm{B} \geq \mathrm{A}$ | High or Equal Compare |

## EXAMPLE

Compare Item Number to 4000. If Item Number equals 4000, continue the program in sequence; otherwise, branch to location NITEM.

| Description | $\frac{\text { Tag }}{\text { Item Number }}$ |
| :--- | :---: |
| 4000 | ITEM |
|  | CON4 |

EASYCODER
CODING FORM


B $\quad$ BRANCH

FORMAT

| $O P C O D E ~ A ~ A D D R E S S ~ B ~ A D D R E S S ~ V A R I A N T ~$ |
| :--- | :--- | :--- | :--- |

## FUNCTION

The Branch instruction causes the program to branch to the location specified by the $A$ address and to store the contents of the sequence register (SR) in the Baddress register ( $B A R$ ). It is used to interrupt normal program sequence and to continue the program at any desired point, without testing for specific conditions. Thus, this instruction is frequently referred to as an "unconditional branch."

## WORD MARKS

Word marks are not affected by this instruction.

TIMING

$$
T=N_{i}+2 \text { menfory cycles. }
$$

${ }^{1}$ Add one memory cycle to this formula if the Branch instruction is being executed in a Type 2201 processor.

| SR | AAR | BAR |
| :--- | :---: | :--- |
| JI (A) | A | NXT |

NOTE
The address bits of the A address are placed in AAR during the extraction of this instruction. When the instruction is executed, the entire contents of AAR specify the address to which the program branches. Also, the entire contents of SR are stored in BAR during the execution phase.

## EXAMPLE

Select the next instruction from the location tagged SUB6.

## EASYCODER <br> CODING FORM



## BCT $\operatorname{BRANCH}$ ON CONDITION TEST

## FORMAT



## FUNCTION

Format a:
The variant character specifies a condition indicator or a SENSE switch to be tested. If the condition being tested is present, the program branches to the location specified by the $A$ address and the contents of the sequence register (SR) are stored in the $B$-address register ( $B A R$ ). If the condition specified by the variant character is not present, the program continues in sequence. Tables 8-8 and 8-9 list the valid variant characters and the conditions they test.

Format b: If the condition specified by the previous variant character is present, the program branches to the location specified by the contents of the A-address register (AAR) and the contents of SR are stored in BAR. If the condition being tested is not present, the program continues in sequence. Tables 8-8 and 8-9 list the valid variant characters and the conditions they test.

Table 8-8. SENSE Switch Test Conditions for BCT Instruction


Table 8-9. Indicator Test Conditions for BCT Instruction

| Variant Character (Octa1) | Branch On |
| :---: | :---: |
| 41 | B<A (Low Compare) |
| 42 | $\mathrm{B}=\mathrm{A}$ (Equal Compare) |
| 43 | $\mathrm{B} \leq \mathrm{A}$ (Low or Equal Compare) |
| 44 | B $>$ A (High Compare) |
| 45 | $B \neq A$ (Unequal Compare) |
| 46 | $B \geq A$ (High or Equal Compare) |
| 47 | Unconditional |
| 50 | Overflow |
| 51 | Overflow or B<A |
| 52 | Overflow or $B=A$ |
| 53 | Overflow or $B \leq A$ |
| 54 | Overflow or B $>$ A |
| 55 | Overflow or $B \neq A$ |
| 56 | Overflow or $B \geq A$ |
| 57 | Unconditional |
| 60 | Zero Balance |
| 61 | Zero Balance or $B<A$ |
| 62 | Zero Balance or $\mathrm{B}=\mathrm{A}$ |
| 63 | Zero Balance or $B \leq A$ |
| 64 | Zero Balance or $B>A$ |
| 65 | Zero Balance or $\mathrm{B} \neq \mathrm{A}$ |
| 66 | Zero Balance or $B \geq A$ |
| 67 | Unconditional |
| 70 | Overflow or Zero Balance |
| 71 | Overflow or Zero Balance or $B<A$ |
| 72 | Overflow or Zero Balance or $B=A$ |
| 73 | Overflow or Zero Balance or $B \leq A$ |
| 74 | Overflow or Zero Balance or $B>A$ |
| 75 | Overflow or Zero Balance or $B \neq A$ |
| 76 | Overflow or Zero Balance or $B \geq$ A |
| 77 | Unconditional |
| NOTE: When testing for a multiple indicator condition, a branch occurs if any one of the specified conditions is met. |  |

## WORD MARKS

## Formats a and b :

Word marks are not affected by this instruction.

## TIMING

Formats a and b :

$$
T=N_{i}+2 \text { memory cycles. }{ }^{l}
$$

## ADDRESS REGISTERS AFTER OPERATION



## NOTES

1. If the overflow indicator is tested and an overflow condition exists, the indicator is automatically reset as a result of being tested. In all other cases, the indicator tested is not reset as a result of the test.
2. The comparison indicators are:
a. set by the Compare instruction;
b. stored (and cleared) by the Store Variant and Indicators instruction;
c. restored by the Restore Variant and Indicators instruction;
d. restored by the Resume Normal Mode instruction; and
e. stored when an external interrupt occurs.
3. The address bits of the $A$ address (if any) are placed in AAR during the extraction of this instruction. If the instruction causes a branch (i.e., if the condition being tested is present), the entire contents of AAR specify the address to which the program branches when the instruction is executed. Also, the entire contents of SR are stored in BAR during the execution phase of the instruction.
4. Consider the variant character in its six-bit form $V_{6} V_{5} V_{4} V_{3} V_{2} V_{1}$. The following chart may be used to determine the variant character to be used in a BCT instruction.
[^36]| $\mathrm{V}_{6}$ | $\mathrm{V}_{5}$ | $\mathrm{V}_{4}$ | $\mathrm{V}_{3}$ | $\mathrm{V}_{2}$ | $\mathrm{V}_{1}$ |
| :---: | :---: | :---: | :---: | :---: | :---: |
| $00=$ Test SENSE <br> Switches 1 <br> through 4 |  | SENSE <br> Switch 4 | SENSE <br> Switch 3 | SENSE <br> Switch 2 | SENSE <br> Switch 1 |
| 01 = Test SENSE <br> Switches 5 <br> through 8 |  | SENSE <br> Switch 8 | SENSE <br> Switch 7 | SENSE <br> Switch 6 | SENSE <br> Switch 5 |
| $l=\text { Test }$ <br> Zero <br> Balance, Overflow, or Compare | $\begin{aligned} & \text { Zero } \\ & \text { Balance } \end{aligned}$ | Overfiow | High Compare | Equal Compare | Low Compare |

5. SENSE switches 5 through 8 are included as a standard feature with the Type 2201 processor and are not available with the Model 200 or 1200 processors.
6. This instruction can be coded only in format a. when programming for the Type 20l or 201-1 processor.

## EXAMPLE

Subtract CREDIT from TOTAL and test for a zero balance. If this condition exists branch to BZRO; otherwise continue the program in sequence.

EASYCODER
CODING FORM


\section*{| BCC | BRANCH ON CHARACTER CONDITION |
| :---: | :--- |}

## FORMAT



## FUNCTION

Format a: The single character specified by the B address is examined for the condition specified by the variant character. If the condition is present, the program branches
to the location specified by the $A$ address, and the contents of the sequence register ( SR ) are stored in the $B$-address register ( $B A R$ ). If the condition is not present, the program continues in sequence. The valid variant characters and the condition each represents are listed in Tables $8-10$ and $8-11$.

Format b: The single character specified by the B address is examined for the condition specified by the variant character of a previous instruction. If the condition is present, the program branches to the location specified by the A address, and the contents of SR are stored in BAR. If the condition is not present, the program continues in sequence. The valid variant characters and the condition each represents are listed in Tables 8-10 and 8-11.
Format c: The single character specified by the contents of BAR is examined for a condition specified by the variant character of a previous instruction. If the condition is present, the program branches to the location specified by the A address, and the contents of SR are stored in BAR. If the condition is not present, the program continues in sequence. The valid variant characters and the condition each represents are listed in Tables 8-10 and 8-11.

Format d: The single character specified by the contents of BAR is examined for a condition specified by the variant character of a previous instruction. If the condition is present, the program branches to the location specified by the contents of the Aaddress register (AAR), and the contents of $S R$ are stored in BAR. If the condition is not present, the program continues in sequence. The valid variant characters and the condition each represents are listed in Tables 8-10 and 8-11.

Table 8-10. Basic Test Conditions for BCC Instruction

| Variant Character (Octal) | Character Condition |
| :---: | :---: |
| 00 | Unconditional |
| 02 | The $B$ bit of the character at B is 1 . |
| 06 | The character at $B$ contains a negative sign (the $B$ and $A$ bits are 10). |
| 10 | The character at $B$ contains either a word mark or a record mark (the word-mark bit is l). |
| 12 | The B bit is 1 and the word-mark bit is 1. |
| 16 | The character at $B$ contains a negative sign and the word-mark bit is 1. |
| 20 | The character at $B$ contains either an item mark or a record mark (the item-mark bit is 1). |
| 22 | The $B$ bit is 1 and the item-mark bit is 1 . |
| 26 | The character at $B$ contains a negative sign and the item-mark bit is 1 . |
| 30 | The character at $B$ contains a record mark (the word-mark and item-mark bits are ll). |
| 32 | The character at $B$ contains a record mark and the $B$ bit is 1 . |
| 36 | The character at $B$ contains a record mark and a negative sign. |

Series 200 processors which are equipped with Feature 010 or 011 (see Figure l-5) can interpret any bit configuration of the variant character, ranging from octal 00 to octal 77. The valid variant characters which can be interpreted with this option are shown in Table 8-11 and expanded in Appendix B.

Table 8-11. BCC Test Conditions with Advanced Programming Feature

| Variant Character (Octal) | Character Condition |
| :---: | :---: |
| X0 | No condition. |
| X1 | The $A$ bit of the character at B is 1. |
| X2 | The $B$ bit of the character at $B$ is 1. |
| X3 | The $B$ and A bits of the character at $B$ are 11. |
| X4 | The $B$ and $A$ bits of the character at $B$ are 00. |
| X5 | The character at $B$ contains a positive sign (the $B$ and $A$ bits are 01). |
| X6 | The character at $B$ contains a negative sign (the $B$ and $A$ bits are 10). |
| X7 | The B and A bits of the character at B are ll (same as X3 above). |
| 0x | No condition. |
| 1 X | The word-mark bit of the character at $B$ is 1 (either a word mark or a record mark is present). |
| 2 X | The item-mark bit of the character at $B$ is 1 (either an item mark or a record mark is present). |
| 3X | The character at $B$ contains a record mark. |
| 4X | The character at B contains no punctuation mark. |
| 5 X | The character at B contains a word mark. |
| 6 X | The character at B contains an item mark. |
| 7 X | The character at B contains a word mark. (This is a special case; see note). |

NOTE: An X represents any octal digit.
If both octal digits specify "no condition" (i.e., 00), the branch occurs unconditionally.
If only one digit is 0 , the branch occurs if the condition specified by the other digit is met. However, if the rightmost digit is 0 and and the leftmost digit is 7, the branch is an unconditional branch.

If both octal digits specify conditions, the branch occurs if both conditions are met. However, if the leftmost digit is 7, the branch occurs if either the condition specified by the rightmost digit is met or the character at $B$ contains a word mark.

## WORD MARKS

Formats a, b, c, and d:
Word marks are not affected by this instruction.

## TIMING

Formats a, b, c, and d:
$T=N_{i}+4$ memory cycles. ${ }^{1}$

## ADDRESS REGISTERS AFTER OPERATION

|  | SR | AAR | BAR |  |
| :---: | :---: | :---: | :---: | :---: |
| Format a: | JI (A) | A | NXT | BRANCH |
|  | NXT | A | B-1 | NO BRANCH |
| Format b: | JI (A) | A | NXT | BRANCH |
|  | NXT | A | B-I | NO BRANCH |
| Format c: | JI (A) | A | NXT | BRANCH |
|  | NXT | A | $\mathrm{B}_{\mathrm{p}}{ }^{-1}$ | NO BRANCH |
| Format d: | JI ( $A_{p}$ ) | $A_{p}$ | NXT | BRANCH |
|  | NXT ${ }^{\text {P }}$ | $A_{p}^{p}$ | $\mathrm{B}_{\mathrm{p}}{ }^{-1}$ | NO BRANCH |

## NOTES

1. If the octal configuration of the variant character is 00 , or 70 , the branch is unconditional.
2. The address bits of the A address (if any) are placed in AAR during the extraction of the BCC instruction. If the instruction causes a branch (i.e., if the condition being tested is present), the entire contents of AAR specify the address to which the program branches when the instruction is executed. Also, the entire contents of $S R$ are placed in BAR during the execution phase.
3. This instruction can be coded only in formats a. and d. When programming for the Types 201 or 201-1 processor.

## EXAMPLE

If the location tagged END contains a negative sign, branch to the location tagged NFIELD. Otherwise, continue the program in sequence.

## EASYCODER <br> CODING FORM



[^37]BCE BRANCH IF CHARACTER EQUAL

FEATURES 010 \& 011

## FORMAT



## FUNCTION

Format a: The single character specified by the $B$ address is compared to the variant character. If the bit configurations of the two characters are equal, the program branches to the location specified by the $A$ address, and the contents of the sequence register (SR) are stored in tbe B-address register (BAR). If the bit configurations are unequal, the program continues in sequence.

Format b: The single character specified by the $B$ address is compared to the variant character specified in a previous instruction. If the bit configurations of the two characters are equal, the program branches to the location specified by the A address, and the contents of SR are stored in BAR. If the bit configurations are unequal, the program continues in sequence.
Format c: The single character specified by the contents of $B A R$ is compared to the variant character specified in a previous instruction. If the bit configurations of the two characters are equal, the program branches to the location specified by the $A$ address, and the contents of $S R$ are stored in BAR. If the bit configurations are unequal, the program continues in sequence.

Format d: The single character specified by the contents of BAR is compared to the variant character specified in a previous instruction. If the bit configurations of the two characters are equal, the program branches to the location specified by the contents of the A-address register (AAR), and the contents of SR are stored in BAR. If the bit configurations are unequal, the program continues in sequence.

## WORD MARKS

Formats $a, b, c$, and d:
A word mark in the location tested has no effect on the instruction.

## TIMING

Formats $a, b, c$, and $d:$

$$
\mathrm{T}=\mathrm{N}_{\mathrm{i}}+4 \text { ménory cycles. }{ }^{1}
$$
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## ADDRESS REGISTERS AFTER OPERATION

|  | SR | AAR | BAR |
| :---: | :---: | :---: | :---: |
| Format a | JI (A) | A | NXT |
|  | NXT | A | B-1 |
| Format b: | JI (A) | A | NXT |
|  | NXT | A | B-1 |
| Format c: | JI (A) | A | NXT |
|  | NXT | A | $\mathrm{B}_{\mathrm{p}}{ }^{-1}$ |
| Format d: | JI ( $A_{p}$ ) | ${ }^{\text {A }}$ p | NXT |
|  | NXT | $A_{p}$ | $\mathrm{B}_{\mathrm{p}}{ }^{-1}$ |

BRANCH NO BRANCH

BRANCH
NO BRANCH

BRANCH
NO BRANCH

BRANCH
NO BRANCH

## NOTES

1. This instruction can be coded only in formats a. and d. when programming for the Type 20l or 201-1 processor.
2. The address bits of the A address (if any) are placed in AAR during the extraction of the $B C E$ instruction. If the instruction causes a branch (i.e., if the condition being tested is present), the entire contents of AAR specify the address to which the program branches when the instruction is executed. Also, the entire contents of $S R$ are placed in BAR during the execution phase.

## EXAMPLES

1. Determine if the character stored in the location tagged LABEL+3 is equal to 6. If so, branch to the location tagged P6; otherwise continue the program in sequence.

## EASYCODESG FORM


2. Determine if any character position in the seven-character field tagged PART contains the letter Q. If so, branch to the location tagged RETRO; otherwise continue the program in sequence.

EASYCODER
CODING FORM


```
FEATURE 010
```


## FORMAT



## FUNCTION

Format a:
The single character specified by the $B$ address is combined bit-by-bit with the variant character, according to the rules shown below. If the result (the logical product) is not equal to zero, the program branches to the location specified by the $A$ address, and the contents of the sequence register ( SR ) are stored in the $B-$ address register ( $B A R$ ). If the result is equal to zero, the program continues in sequence.

| Bit in <br> Character | Bit in <br> Variant Character | Bit in <br> Result Field |
| :---: | :---: | :---: |
| 1 | 1 | 1 |
| 1 | 0 | 0 |
| 0 | 1 | 0 |
| 0 | 0 | 0 |

Format b: The single character specified by the $B$ address is combined bit-by-bit with the variant character specified in a previous instruction, according to the rules shown above. If the result is not equal to zero, the program branches to the location specified by the $A$ address, and the contents of $S R$ are stored in BAR. If the result is equal to zero, the program continues in sequence.

Format c: The single character specified by the contents of BAR is combined bit-by-bit with the variant character specified in a previous instruction, according to the rules shown above. If the result is not equal to zero, the program branches to the location specified by the $A$ address, and the contents of $S R$ are stored in BAR. If the result is equal to zero, the program continues in sequence.

Format d: The single character specified by the contents of BAR is combined bit-by-bit with the variant character specified in a previous instruction, according to the rules shown above. If the result is not equal to zero, the program branches to the location specified by the contents of the A-address register (AAR), and the contents of SRI are stored in BAR. If the result is equal to zero, the program continues in sequence.

WORD MARKS
Formats a, b, c, and d:
Word marks are not tested by this instruction and have no effect on the operation.

## TIMING

Formats $a, b, c$, and d:
$T=N_{i}+4$ memory cycles. ${ }^{1}$

ADDRESS REGISTERS AFTER OPERATION

| Format a | SR | AAR | BAR | BRANCH <br> NO BRANCH |
| :---: | :---: | :---: | :---: | :---: |
|  | JI (A) | A | NXT |  |
|  | NXT | A | B-1 |  |
| Format b: | JI (A) | A | NXT | BRANCH |
|  | NXT | A | B-1 | NO BRANCH |
| Format c: | JI (A) | A | NXT | BRANCH |
|  | NXT | A | $\mathrm{B}_{\mathrm{p}}{ }^{-1}$ | NO BRANCH |
| Format d: | JI ( $\mathrm{A}_{\mathrm{p}}$ ) | $A_{p}$ | NXT | BRANCH |
|  | NXT | $A_{p}$ | $\mathrm{B}_{\mathrm{p}}{ }^{-1}$ | NO BRANCH |

## NOTES

1. The logical product formed by this instruction is tested but is not stored. Main memory locations are not disturbed by this operation.
2. The address bits of the A address (if present) are placed in AAR during the extraction of the instruction. If the instruction causes a branch (i.e., if the logical product does not equal zero), the entire contents of AAR specify the address to which the program branches when the instruction is executed. Also, the entire contents of $S R$ are placed in BAR during the execution phase.

## EXAMPLE

Branch to the location tagged BBIT if the character at the location tagged MAR contains a "l" in the B-bit position. Otherwise, continue the program in sequence.

## EASYCODER <br> CODING FORM
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## CONTROL

```
-SET WORD MARK
-SET ITEM MARK
-CLEAR WORD MARK
-CLEAR ITEM MARK
-HALT
-NO OPERATION
- MOVE CHARACTERS TO WORD MARK
- LOAD CHARACTERS TO A-FIELD WORD MARK
-STORE CONTROL REGISTERS
- LOAD CONTROL REGISTERS
- CHANGE ADDRESSING MODE
- CHANGE SEQUENCING MODE
- EXTENDED MOVE
- MOVE AND TRANSLATE
- MOVE ITEM AND TRANSLATE
- LOAD INDEX/BARRICADE INDICATOR
-STORE INDEX/BARRICADE INDICATOR
```


## FORMAT



## FUNCTION

Format a: A word mark is set at the location specified by each address. The data and itemmark bits at each location are undisturbed.
Format b: A word mark is set at the location specified by the A address. The data and itemmark bits at this location are undisturbed.

Format c: Word marks are set at the locations specified by the contents of the A-and B-address registers (AAR and BAR). The data and item-mark bits at each location are undisturbed.

WORD MARKS
Formats $a, b$, and $c:$
Word marks are set as described above.

## TIMING

Formats a, b, and c:

$$
\mathrm{T}=\mathrm{N}_{\mathrm{i}}+3 \text { memory cycles. }
$$

## ADDRESS REGISTERS AFTER OPERATION

|  | SR | AAR | BAR |
| :--- | :--- | :--- | :--- |
| Format a $: ~$ NXT | A-1 | B-1 |  |
| Format b: NXT | A-1 | A-1 |  |
| Format c: $:$ NXT | $A_{p}-1$ | $B_{p}-1$ |  |
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## NOTE

The extraction of this instruction when coded in format a. automatically terminates when the last character of the B address is loaded into BAR. Therefore, a word mark is not required in the location following the $B$ address.

## EXAMPLE

Set a word mark in location 435.
EASYCODER


## FORMAT



## FUNCTION

Format a: An item mark is set at the location specified by each address. The data and word-mark bits at each location are undisturbed.
Format b: An item mark is set at the location specified by the A address. The data and wordmark bits at this location are undisturbed.

Format c: Item marks are set at the locations specified by the contents of the A- and B-address registers (AAR and BAR). The data and word-mark bits at each location are undisturbed.

## WORD MARKS

Formats a, b, and c:
Word marks are not affected by this instruction.

## TIMING

Formats $a, b$, and $c$ :

$$
\mathrm{T}=\mathrm{N}_{\mathrm{i}}+3 \text { memory cycles. } 1
$$

## ADDRESS REGISTERS AFTER OPERATION

|  | SR | AAR | BAR |
| :---: | :---: | :---: | :---: |
| Format a: | NXT | A-1 | B-1 |
| Format b: | NXT | A-1 | A-1 |
| Format c: | NXT | $A_{p}-1$ | $\mathrm{B}_{\mathrm{p}}{ }^{-1}$ |

NOTE
The extraction of this instruction when coded in format a. automatically terminates when the last character of the B address is loaded into BAR. Therefore, a word mark is not required in the location following the $B$ address.

## EXAMPLE

Set item marks in the locations tagged ENT and ENT+80

## EASYCODER <br> CODING FORM



## CW

## FORMAT
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## FUNCTION

Format a: The locations specified by the A and B addresses are cleared of word marks. The data and item-mark bits at these locations are undisturbed.

Format b: The word mark at the location specified by the A address is cleared. The data and item-mark bits at this location are undisturbed.

Format c: Word marks are cleared at the locations specified by the contents of the $A$ - and $B$-address registers (AAR and BAR). The data and item-mark bits at these locations are undisturbed.

WORD MARKS
Formats $\mathrm{a}, \mathrm{b}$, and c :
Word marks are cleared as defined above.

TIMING
Formats $\mathrm{a}, \mathrm{b}$, and c :

$$
\mathrm{T}=\mathrm{N}_{\mathrm{i}}+3 \text { memory cycles. } 1
$$

## ADDRESS REGISTERS AFTER OPERATION

|  | SR | AAR | BAR |
| :--- | :--- | :--- | :--- |
| Format $a:$ | NXT | A-1 | B-1 |
| Format b: NXT | A-1 | A-1 |  |
| Format $\mathrm{c}:$ | NXT | $A_{p}-1$ | B $_{\mathrm{p}}-1$ |

## EXAMPLE

Clear the word marks at locations 400 and 435.

EASYCODER

${ }^{1}$ Add one memory cycle to this formula if the instruction is being executed in a Type 2201 processor.

## FORMAT



## FUNCTION

Format a: Item marks are cleared from the locations specified in the $A$ and $B$ addresses. The data and word-mark bits at these locations are undisturbed.

Format b: The item mark at the location specified by the A address is cleared. The data and word-mark bits at this location are undisturbed.

Format c: Item marks are cleared at the locations specified by the contents of the A- and $B$-address registers (AAR and BAR). The data and word-mark bits at these locations are undisturbed.

## WORD MARKS

Formats a, b, and c:
Word marks are not affected by this instruction.

## TIMING

Formats $\mathrm{a}, \mathrm{b}$, and c :
$\mathrm{T}=\mathrm{N}_{\mathrm{i}}+3$ memory cycles. ${ }^{1}$

ADDRESS REGISTERS AFTER OPERATION

|  | SR | AAR | BAR |
| :---: | :---: | :---: | :---: |
| Format a: | NXT | A-1 | B-1 |
| Format b: | NXT | A-1 | A-1 |
| Format c: | NXT | $A_{p}{ }^{-1}$ | $B_{p}{ }^{-1}$ |

## EXAMPLE

Clear the item mark in location REC.

[^42]EASYCODER


## FORMAT



## FUNCTION

Format a: This instruction causes the machine to stop. Pressing the RUN button causes the program to resume with the next instruction in sequence.

Format b: The contents of the sequence register ( SR ) are stored in the $B$-address register (BAR); the A address of the instruction is transferred to $S R$; then the machine stops. Pressing the RUN button causes the program to resume with the instruction specified in the A address. This format is usually referred to as a 'halt and branch" instruction.

Format c: This instruction causes the machine to stop. Pressing the RUN button causes the program to resume with the next instruction in sequence. The address portions can be used to indicate control information such as a halt identification number (see note 2).

Format d: This instruction causes the machine to stop. Pressing the RUN button causes the program to resume with the next instruction in sequence. The address portions and the variant character can be used to indicate control information such as halt identification number (see note 2).

## WORD MARKS

Formats a, b, c, and d:
Word marks are not affected by this instruction.
,

TIMING
Formats a, b, c, and d:
$\mathrm{T}=\mathrm{N}_{\mathrm{i}}+2$ memory cycles. 1

## ADDRESS REGISTERS AFTER OPERATION

|  | SR | AAR | BAR |
| :---: | :---: | :---: | :---: |
| Format a: | NXT | $A_{p}$ | $\mathrm{B}_{\mathrm{p}}$ |
| Format b: | JI (A) | A | NXT |
| Format c: | NXT | A | B |
| Format d: | NXT | A | B |

## NOTES

1. If a Halt instruction (in any format) is executed during a peripheral transfer, the transfer continues until it is completed.
2. Formats c. and d. are useful when a program contains a number of halts. By assigning a number or symbol in the $A$ and $B$ addresses to each halt, the programmer can later identify a particular halt by displaying the contents of AAR and/or BAR. Although the contents of the variant register cannot be displayed through the console or control panel, format $d$. can be used to store a variant character which can subsequently be used by the program.
3. The Halt op code is a "privileged" op code that has special significance when the Type 1201 or 2201 central processor is equipped with the Storage Feature (see Appendix E).
4. This instruction can be coded only in formats a., b., and c. when programming for the Type 201 or 201-1 processor.

## EXAMPLES

1. Stop the machine and specify that when the RUN button is pressed, the next instruction will be selected from the location tagged RES.

EASYCODER

2. Identify the halt at the end of a job as follows:

A address $=9$
B address $=9$
EASYCODER
CODING FORM
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## NOP NO OPERATION

FORMAT
OP CODE A ADDRESS B ADDRESS

FUNCTION
This instruction performs no operation. This op code can be substituted for the op code of any instruction to make that instruction ineffective.

## WORD MARKS

Program operation resumes at the next op code identified by a word mark.

TIMING
$\mathrm{T}=3$ memory cycles. ${ }^{1}$

## ADDRESS REGISTERS AFTER OPERATION

| SR | AAR | BAR |
| :--- | :--- | :--- |
| NXT | $A_{p}$ | $B_{p}$ |

## NOTES

1. This instruction is commonly used in program modification to cause the machine to skip over specific instructions.
2. Information appearing in an address portion of an instruction for which the NOP instruction is substituted is not loaded into the associated operand address register.

## EXAMPLE

Reserve one storage location for an operation code such as Branch (B). When the op code B is inserted, the NOP instruction will be modified to branch to location SWX.

EASYCODER

,

[^44]| MCW | MOVE CHARACTERS TO <br> WORD MARK |
| :---: | :---: |

## FORMAT



## FUNCTION

Format a: The data and item-mark bits in the A field are moved to the B field.
Format b: The data and item-mark bits in the A field are moved to the field specified by the contents of the B-address register (BAR).

Format c: The data and item-mark bits in the field specified by the contents of the A-address register (AAR) are moved to the field specified by the contents of BAR.

## WORD MARKS

Formats a, b, and c:
A word mark is required in the shorter of the two fields. The operation terminates when this word mark is sensed.

## TIMING

Formats $a, b$, and $c:$

$$
\mathrm{T}=\mathrm{N}_{\mathrm{i}}+1+2 \mathrm{~N}_{\mathrm{w}} \text { memory cycles. }
$$

ADDRESS REGISTERS AFTER OPERATION

|  | SR | AAR | BAR |
| :--- | :--- | :--- | :--- |
| Format a: | NXT | $A-N_{w}$ | $B-N_{w}$ |
| Format b: | NXT | $A-N_{w}$ | $B_{p}-N_{w}$ |
| Format c: | NXT | $A_{p}-N_{w}$ | $B_{p}-N_{w}$ |

## NOTE

Item marks initially stored in B-field locations will be cleared if the corresponding A-field charácters do not include item marks.
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## EXAMPLE

Move the following $A$ fields and store them in sequential $B$ fields as shown.

| Description | A field | B field |
| :---: | :---: | :---: |
| Unit Number | 150-155 | 800-805 |
| Rack Number | 160-168 | 806-814 |
| Part Number | 173-180 | 815-822 |
| Pin Number | 185-187 | 823-825 |

## EASYCODER <br> CODING FORM



| $L C A$ | LOAD CHARACTERS TO |
| :---: | :---: |
| A-FIELD WORD MARK |  |

## FORMAT



## FUNCTION

Format a: The data and punctuation bits in the A field are transferred to the B field.
Format b: The data and punctuation bits in the A field are transferred to the field specified by the contents of the $B$-address register (BAR).
Format c: The data and punctuation bits in the field specified by the contents of the A-address register (AAR) are transferred to the field specified by the contents of BAR.

WORD MARKS
Formats $\mathrm{a}, \mathrm{b}$, and c :
The A operand must have a defining word mark. The operation terminates when this word mark is transferred to the $B$ field.

## TIMING

Formats $\mathrm{a}, \mathrm{b}$, and c :
$\mathrm{T}=\mathrm{N}_{\mathrm{i}}+1+2 \mathrm{~N}_{\mathrm{a}}$ memory cycles. ${ }^{1}$

ADDRESS REGISTERS AFTER OPERATION

|  | SR | AAR | BAR |
| :--- | :--- | :--- | :--- |
| Format $a:$ | NXT | $A-N_{a}$ | $B-N_{a}$ |
| Format b: $: ~ N X T$ | $A-N_{a}$ | $B_{p}-N_{a}$ |  |
| Format $: ~$ | NXT | $A_{p}-N_{a}$ | $B_{p}-N_{a}$ |

## NOTES

1. This instruction (in any format) is the only instruction that always moves both a field and its defining punctuation mark.
2. A record mark appearing in the A field terminates the operation.
3. All punctuation (word marks, item marks, and record marks) initially stored in B-field locations will be cleared if the corresponding A-field characters do not include identical punctuation.
4. The B address must never fall within the A field. The A address may fall within the $B$ field, however, if desired.

## EXAMPLE

Move both the data bits and the defining word mark of the field tagged TWX to the field tagged RATE.

EASYCODER
CODING FORM


1
${ }^{1}$ Add one memory cycle to this formula if the instruction is executed in a Type 2201 processor.

$$
8-64
$$

## SCR

## FORMAT



## FUNCTION

Format a: The contents of the control memory register specified by the variant character are stored in the field whose units position is defined by the A address of this instruction. The method of storing these contents depends on the addressing mode being used, as shown in Table 8-12.

Table 8-12. Control Register Contents Stored by SCR Instruction

| Addressing Mode | Amount of Control Register Stored |
| :--- | :--- |
| Two-Character | Low-order two characters (l2 bits). |
| Three-Character | Low-order l5 bits; the high-order three <br> bits of the field specified by the A address <br> are cleared to zeros. |
| Four-Character | The entire l8 bits (three characters) of <br> the control register. |
| NOTE: All bit positions not required to address the largest memory |  |
| address in a user's system are set to zeros in the A field. |  |

The valid variant characters and the control register each character represents are listed in Table 8-13.

Format b: The contents of the control memory register specified by the variant character in a previous instruction are stored in the field whose units position is defined by the A address of this instruction. The number of bits stored depends on the addressing mode being used, as shown in Table 8-12. The valid variant characters and the control register each character represents are listed in Table 8-13.
Format c: The contents of the control memory register specified by the variant character in a previous instruction are stored in the field whose units position is defined by the contents of the A-address register (AAR). The number of bits stored depends on the addressing mode being used, as shown in Table 8-12. The valid variant characters and the control register each character represents are listed in Table 8-13.,

Table 8-13. Control Registers Stored by SCR Instruction

| Variant Character <br> (Octal) | Control Register | Variant Character <br> (Octal) | Control Register |
| :---: | :---: | :---: | :---: |
| 01 | CLCl | 21 | CLC4 |
| 02 | CLC2 | 22 | CLC5 |
| 03 | CLC3 | 23 | CLC6 |
| 05 | CLC1' | 25 | CLC4' |
| 11 | SLC1 | 31 | SLC4 |
| 12 | SLC2 | 32 | SLC5 |
| 13 | SLC3 | 33 | SLC6 |
| 15 | SLC1' | 35 | SLC4' |
| 64 | CSR | 70 | BAR |
| 66 | EIR | 76 | IIR |
| 67 (see note 2) | AAR | 77 | SR |

## WORD MARKS

## Formats $\mathrm{a}, \mathrm{b}$, and c :

A-operand punctuation neither affects nor is affected by this instruction.

## TIMING

Formats $a, b$, and $c$ :

$$
T=N_{i}+5 \text { memory cycles. }{ }^{l}
$$

## ADDRESS REGISTERS AFTER OPERATION

Formats $a, b$, and $c$ :

| SR | AAR | BAR |
| :--- | :--- | :--- |
| NXT | $A_{p}$ | $B_{p}$ |

## NOTES

1. If AAR is specified by the variant character (octal 67), the previous address in AAR (not the A address retrieved from this instruction) is stored in the location specified by the $A$ address.
2. The control memory register actually designated by the variant character 678 is a work register (not AAR). During the extraction of an SCR or LCR instruction (see below), AAR is used to reference the main memory. Prior to this, the previous contents of AAR are stored in the work register; at the end of the instruction, the contents of the work register are restored in AAR.
3. This instruction can be coded only in format a. when programming for the Type 201 or 2́Ol-1 processor.
[^46]
## EXAMPLE

Store the contents of BAR in the A address of the Branch instruction tagged EXIT. (The processor is assumed to be in the three-character addressing mode.)

EASYCODER
CODING FORM


## LCR

## LOAD CONTROL REGISTERS

FEATURE 011

FORMAT


## FUNCTION

Format a: The contents of the field specified by the A address are loaded into the control register specified by the variant character. The contents of the A field is another main memory address. The method of loading this address into the specified control register depends on the addressing mode being used, as shown in Table 8-14.

Table 8-14. Control Register Contents Loaded by LCR Instruction

| Addressing Mode | Amount of Memory Address Loaded |
| :---: | :---: |
| Two-Character | Two-character (12-bit) address is loaded into the low-order two character locations of the register. All other bits in the register (if any) are not disturbed (i.e., the bank bits are protected). |
| Three-Character | 15-bit address is loaded into the low-order 15-bit locations of the register. All other bits in the register (if any) are not disturbed (i.e., the sector bits are protected). |
| Four-Character | 18 -bit address is loaded into the register. |

Variant characters and their associated control registers are the same as those specified for the Store Control Registers instruction (see Table 8-13).

Format b: The contents of the field specified by the A address are loaded into the control register specified by the variant character in a previous instruction. The method of loading the contents of this field (another main memory address) depends on the addressing mode being used, as shown in Table 8-14. Variant characters and their associated control registers are the same as those specified for the Store Control Registers instruction.

Format c: The main memory address specified by the contents of the A-address register (AAR) is loaded into the control register specified in a previous instruction. The method of loading this address into the specified register depends on the addressing mode being used, as shown in Table 8-14. Variant characters and their associated control registers are the same as those specified for the Store Control Registers instruction.

## WORD MARKS

Formats $\mathrm{a}, \mathrm{b}$, and c :
A-operand punctuation neither affects or is affected by this instruction.

## TIMING

Formats a, b, and c:

$$
\mathrm{T}=\mathrm{N}_{\mathrm{i}}+5 \text { memory cycles. } 1
$$

## ADDRESS REGISTERS AFTER OPERATION

Formats a, b, and c:

| SR | AAR | BAR |  |
| :--- | :--- | :--- | :--- |
| NXT | A | $B_{p}$ |  |
| NXT | $A_{p}$ | VARIANT $=67_{8}$ |  |
| A | $A_{p}$ | $B_{p}$ | VARIANT $=70_{8}$ |
| NXT | $A_{p}$ | $B_{p}$ | ALLARIANT $=77_{8}$ |
|  |  |  |  |

NOTES

1. If $S R$ is specified by the variant character ( 778 ), the next instruction is selected from the location specified by the A address of the Load Control Registers instruction. In all other cases, the program continues in sequence.
2. This instruction can be coded only in format a. when programming for the Type 201 or 201-1 processor.

[^47]3. The LCR op code is a "privileged" op code which has special significance when used with a Type 1201 or 2201 processor equipped with the Storage Protect Feature (see Appendix 2.)

## EXAMPLE

Load the address stored in the location tagged SUBl into the change sequence register (CSR).

## EASYCODER

CODING FORM


| CAM | CHANGE ADDRESSING MODE |
| :--- | :--- |

## FORMAT



## FUNCTION

Format a: The Change Addressing Mode instruction is used to specify the following conditions, as designated by the variant character:

1. The addressing mode (two-, three-, or four-character) in which the processor is to interpret the address portions of all subsequent instructions (see note 1).
2. The processing mode (standard mode or "trap" mode) in which all subsequent instructions are to be processed. (See note 3 for a description of the trap mode.)
The variant characters and the mode(s) each character represents are listed in Table 8-15.

Format b: The variant character in a previous instruction specifies the addressing mode and processing mode in which all subsequent instructions are to be processed. The variant characters and the mode(s) each character represents are listed in Table 8-15.

Table 8-15. Modes Specified by Variant Character in CAM Instruction

| Variant Character <br> (Octal)  <br> 20 Two-character, standard mode <br> 00 or 40 Three-character, standard mode <br> 60 Four-character, standard mode <br> 24 Two-character, trap mode <br> 04 or 44 Three-character, trap mode <br> 64 Four-character, trap mode |
| :---: | :--- |

## WORD MARKS

Formats a and b :
Word marks are not affected by this instruction.

## TIMING

Formats a and b :

$$
T=N_{i}+2 \text { memory cycles. }
$$

## ADDRESS REGISTERS AFTER OPERATION

Formats a and b :

| SR | AAR | BAR |
| :--- | :---: | :---: |
| NXT | $A_{p}$ | $B_{p}$ |

## NOTES

1. The CAM instruction is used in conjunction with the ADMODE assembly control statement to specify addressing mode. (See page 7-9 for a description of the ADMODE statement.) The ADMODE statement directs the Assembly Program to assemble the address portions of all subsequent source program instructions as two-, three-, or four-character addresses. The CAM instruction directs the processor to interpret the address portions of all subsequent object program instructions as two-, three-, or fourcharacter addresses. Thus, an address assembled in the three-character addressing mode (via an ADMODE statement) must be processed during a program run as a three-character address for proper execution; the processor is placed in the three-character addressing mode during object program execution by the CAM instruction.
2. The ability to change addressing modes within a program makes it possible to save both time and memory space and provides greater programming flexibility. Extraction and execution time is saved when a smaller addressing mode is used, due to the elimination of the extra memory cycles necessary for a larger address (in characters). Memory space may be conserved by storing frequently used subroutines in the two-character addressing mode (see example 1).

The larger addresses are necessary to address larger continuous portions of memory. For instance, a two-character address can address only memory locations within a 4,096 character bank of main memory. A three-character address can refer to any location in a 32, 768-character sector. A four-character address can directly address any location in the entire memory (from location $0_{10}$ to location 262, 14410).
3. When the processor is in the "trap" mode of instruction execution, any instruction whose op code contains an item mark (or record mark) is both extracted and executed as if it were a Change Sequencing Mode instruction

1
${ }^{1}$ Subtract one memory cycle if the instruction is being executed in a Type 1201 processor. Add one cycle if the instruction is executed in a Type 2201 processor.
(see page 8-72), regardless of the op code that is actually present. The $A$ address, $B$ address, and variant character (if any) of the instruction are delivered to AAR, BAR, and the variant register, respectively. The 'trapped" op code is not executed; a Change Sequencing Mode instruction (CSM) is executed in its place. The CSM instruction causes a branch to the location stored in the change sequence register (CSR); this location is the beginning of a routine to interpret and execute the instruction whose op code was trapped.

The trap mode is used effectively by the Liberator conversion programs (Bridge and Easytran) to replace the seldom used instructions of competitive systems when converting the programs of these systems to Series 200 language. Such instructions are replaced by routines when the trapped op code is executed as a CSM op code.
4. This instruction can be coded only in format a. when programming for the Type 201 or 201-1 processor.

## EXAMPLE

Figure 8-5 shows the coding which provides entry to and exit from a subroutine to be executed in the two-character addressing mode. Both an ADMODE statement and a CAM instruction must be coded (in either order) at the beginning and end of the subroutine. However, only the CAM instructions are stored in the main memory. (Since CAM instructions have no address portions, the manner in which they are stored is not affected by an ADMODE statement.)


Figure 8-5. Changing Addressing Modes via CAM Instruction

NOTE: The branch from the main program to SUB4 in Figure 8-5 could have been caused by an item-marked op code (if the processor were in the trap mode) instead of by the Branch instruction. In this case, the memory location tagged SUB4 would be stored in CSR, so that when the item-marked op code was encountered, the contents of SR and CSR would be interchanged. The program would automatically branch to SUB4 in this case.

## CSM CHANGE SEQUENCING MODE FEATURES 010 \& 011

## FORMAT



## FUNCTION

Format a: The contents of the sequence register (SR) and the change sequence register (CSR) are interchanged, and the program branches to the address which was previously stored in CSR.

Format b: The contents of SR and CSR are interchanged, and the program branches to the address which was previously stored in CSR. The A address is loaded into the Aaddress register (AAR).
Format c: The contents of SR and CSR are interchanged, and the program branches to the address which was previously stored in CSR. The A and B addresses are loaded into AAR and BAR, respectively.

Format d: The contents of SR and CSR are interchanged, and the program branches to the address which was previously stored in CSR. The A and B addresses and the variant character are loaded into $A A R, B A R$, and the variant register, respectively.

## WORD MARKS

Formats a, b, c, and d:
Word marks are not affected by this instruction.

## TIMING

Formats a, b, c, and d

$$
T=N_{i}+3 \text { memory cycles. } l
$$

${ }^{1}$ Subtract one memory cycle from this formula if the instruction is being executed in a Type 1201 processor. Add one cycle if the instruction is executed in a Type 2201 processor.

## ADDRESS REGISTERS AFTER OPERATION

|  | SR | CSR | AAR | BAR |
| :---: | :---: | :---: | :---: | :---: |
| Format a: | $\begin{aligned} & \text { JI (contents } \\ & \text { of CSR) } \\ & \hline \end{aligned}$ | NXT | $\mathrm{A}_{\mathrm{p}}$ | $B_{p}$ |
| Format b: | JI (contents of CSR) | NXT | A | $B_{p}$ |
| Format c: | JI (contents of CSR) | NXT | A | B |
| Format d: | $\begin{aligned} & \text { JI (contents } \\ & \text { of CSR) } \end{aligned}$ | NXT | A | B |

## NOTES

1. The Load Control Registers instruction (see page 8-67) can be used to specify the contents of CSR.
2. When the "trap" mode of instruction execution is specified by the Change Addressing Mode instruction (see page 8-69), any subsequent instruction whose op code contains an item mark or a record mark is retrieved and executed as if it were a Change Sequencing Mode instruction.
3. This instruction can be coded only in formats a., b., and c. when programming for the Type 201 or 201-1 processor.

## EXAMPLE

Store the absolute address tagged CHANGE in CSR via a Load Control Registers instruction. Later, alter the program sequence by branching to the instruction tagged CHANGE. Provide for the ultimate return to normal programming sequence by storing the contents of SR in CSR.

EASYCODER


## FORMAT



## FUNCTION

Format a: The contents of the A field are moved to the $B$ field in the manner specified by the variant character (see Table 8-16). The programmer specified how the move operation is to be performed by selecting the desired conditions from the table and encoding the resulting two octal digits as the variant character of the instruction.

Format b: The contents of the A field are moved to the $B$ field in the manner specified by the variant character of a previous instruction (see Table 8-16).

Format c: The contents of the A field are moved to the field specified by the contents of the $B$-address register ( $B A R$ ) in the manner specified by the variant character of a previous instruction (see Table 8-16).
Format d: The contents of the field specified by the contents of the A-address register (AAR) are moved to the field specified by the contents of $B A R$ in the manner specified by the variant character of a previous instruction (see Table 8-16).

Table 8-16. Extended Move Conditions


Table 8-16 (cont). Extended Move Conditions

| Variant Character <br> (Octal) | Condition |
| :---: | :---: |
| X 7 | Move A-field data, word-mark and item-mark bits to corresponding bit positions in B field. |
| 0X | Move one character from $A$ to $B$. The A- and Baddress registers are decremented by one. |
| 1 X | Move one character from $A$ to $B$. The A- and Baddress registers are incremented by one. |
| 2 X | Move characters from right to left ( $A$ and $B$ addresses specify rightmost characters in operand fields). Terminate the operation when the first A-field word mark is sensed. |
| 3X | Move characters from left to right ( $A$ and $B$ addresses specify leftmost characters in operand fields). Terminate the operation when the first A-field word mark is sensed. |
| 4X | Move characters from right to left. Terminate the operation when the first A-field item mark is sensed. |
| 5X | Move characters from left to right. Terminate the operation when the first A-field item mark is sensed. |
| 6 X | Move characters from right to left. Terminate the operation when the first A-field record mark is sensed. |
| 7X | Move characters from left to right. Terminate the operation when the first A-field record mark is sensed. |

## PUNCTUATION MARKS

Formats $\mathrm{a}, \mathrm{b}, \mathrm{c}$, and d:
The A field must have a defining punctuation mark, except when the variant character specifies a one-character transfer.

## TIMING

Formats $a, b, c$, and $d:$
$T=N_{i}+1+2 N_{a}$ memory cycles. ${ }^{1}$

[^48]
## ADDRESS REGISTERS AFTER OPERATION

|  | SR | AAR | BAR |
| :---: | :---: | :---: | :---: |
| Format a | $\begin{aligned} & \text { NXT } \\ & \text { NXT } \\ & \hline \end{aligned}$ | $\begin{aligned} & \mathrm{A}-\mathrm{N}_{\mathrm{a}} \\ & \mathrm{~A}+\mathrm{N}_{\mathrm{a}} \end{aligned}$ | $\begin{aligned} & \mathrm{B}-\mathrm{N}_{\mathrm{a}} \\ & \mathrm{~B}+\mathrm{N}_{\mathrm{a}} \end{aligned}$ |
| Format b: | $\begin{aligned} & \text { NXT } \\ & \text { NXT } \end{aligned}$ | $\begin{aligned} & \mathrm{A}-\mathrm{N}_{\mathrm{a}} \\ & \mathrm{~A}+\mathrm{N}_{\mathrm{a}} \end{aligned}$ | $\begin{aligned} & \mathrm{B}-\mathrm{N}_{\mathrm{a}} \\ & \mathrm{~B}+\mathrm{N}_{\mathrm{a}} \end{aligned}$ |
| Format c: | $\begin{aligned} & \text { NXT } \\ & \text { NXT } \end{aligned}$ | $\begin{aligned} & \mathrm{A}-\mathrm{N}_{\mathrm{a}} \\ & \mathrm{~A}+\mathrm{N}_{\mathrm{a}} \end{aligned}$ | $\begin{aligned} & \mathrm{B}_{\mathrm{p}}-\mathrm{N}_{\mathrm{a}} \\ & \mathrm{~B}_{\mathrm{p}}+\mathrm{N}_{\mathrm{a}} \end{aligned}$ |
| Format d: | $\begin{aligned} & \text { NXT } \\ & \text { NXT } \end{aligned}$ | $\begin{aligned} & A_{p}-N_{a} \\ & A_{p}+N_{a} \end{aligned}$ | $\begin{aligned} & \mathrm{B}_{\mathrm{p}}-\mathrm{N}_{\mathrm{a}} \\ & \mathrm{~B}_{\mathrm{p}}+\mathrm{N}_{\mathrm{a}} \end{aligned}$ |

## NOTES

1. This instruction can be coded only in formats a. and d. when programming for the Type 201 or 201-1 processor.
2. Here is an example of a typical variant bit configuration: $V=110011$. This configuration, encoded in octal notation as 63, specifies that A-field data and word-mark bits are to be moved to the $B$ field from right to left until the first record mark is sensed in the A field.
3. Consider the variant character in its six-bit form, $V_{6} V_{5} V_{4} V_{3} V_{2} V_{1}$. If $V_{1}=0$, A-operand data bits are not transferred and data bits in the $B$ field remain unchanged.
4. If $V_{2}=0$, A-operand word-mark bits are not transferred and B-operand word-mark bits remain unchanged.
5. If $V_{3}=0$, $A$-operand item-mark bits are not transferred and $B$-operand item-marks remain unchanged.
6. The character containing the terminating punctuation is moved in the same manner as the rest of the field.

## EXAMPLES

l. Move the data bits of the single character in the location 26 beyond that tagged TEMP to the location tagged WORK.

## EASYCODER <br> CODING FORM


2. Move only the data bits in the field tagged RESV to the field tagged WORK.

Move the data from right to left, and terminate the operation when the first item mack in the $A$ field is sensed.


\section*{| MAT MOVE AND TRANSLATE FEATURES $010 \& 011$ |
| :--- | :--- |}

## FORMAT

| OP CODE | A ADDRESS | B ADDRESS | VARIANT I |  |
| :---: | :---: | :---: | :---: | :---: |

## FUNCTION

The MAT instruction translates characters from one six-bit configuration to another by means of a stored "translation table." The instruction can be used to translate any number of consecutive characters in the memory.

The A address specifies the location of the rightmost character to be translated. The $B$ address specifies the location into which the translated equivalent of the rightmost A-field character will be moved.

The operation normally terminates when an A-field word mark is sensed. The operation is also terminated if a character is transferred from a word-marked location within the translation table.

The address within the translation table which contains the translated equivalent of an A-field character is formed by combining the A-field character with the two variant characters. The method of combining these three characters depends on the addressing mode being used, as described below.
The leftmost, or base, address of the translation table is formed by combining variants 1, 2, and a zero character as shown below. If the processor is in the twoor three-character addressing mode, the leftmost three bits of variant 1 are ignored and the corresponding bit positions (i.e., the sector bits) in the base address (bits 16, 17, and 18) are taken from the contents of the A-address register (AAR). If the processor is in the four-character addressing mode (see next page), the entire six-bit contents of variant l form the leftmost six bits of the base address.

Two-or Three-Character Addressing Mode
VARIANT 1 VARIANT 2


## Four-Character Addressing Mode

VARIANT 1 VARIANT 2


A character in the A field is translated when it is appended to the variant characters (in place of the zero character) to form a complete, 18 -bit address. This complete address contains the translated equivalent of the appended A-field character character (see below).


Note that because of the positions of variant 1 and variant 2 in the total threecharacter address, the base address of the table will always be a multiple of 64. This is compatible with translation requirements since each A-field character can have any of 64 bit configurations (see note 6).

It is a simple task to store the desired equivalent values in a translation table. For instance, assume that a character set which is to be translated into Honeywell code represents the letter A by the bit configuration ll0001. Since this bit configuration represents a binary value of 49 , the desired Honeywell equivalent (i.e., 010001 ) should be stored 49 locations beyond the base address of the translation table.

## WORD MARKS

The A field must have a defining word mark. It is this word mark that normally stops the operation. The operation will also be terminated if a character is transferred from a word-marked location within the translation table.

$$
\mathrm{T}=\mathrm{N}_{\mathrm{i}}+3 \mathrm{~N}_{\mathrm{a}} \text { memory cycles. }{ }^{1}
$$

## ADDRESS REGISTERS AFTER OPERATION

| SR | AAR | BAR |
| :--- | :--- | :--- |
| NXT | A-N $\mathrm{N}_{c t}$ | B-N ${ }_{c t}$ |

[^49]
## NOTES

1. This instruction cannot be chained.
2. The contents of the variant register following a move and translate operation are unspecified. Therefore, an instruction requiring a variant character must not be chained after an MAT instruction.
3. Item-mark bits as well as data bits are transferred from the translation table to the $B$ field.
4. Word marks initially stored in the B field remain unchanged. They do not affect the execution of this instruction.
5. The programmer can use a symbolic tag in place of the variant characters of this instruction by previously equating the variant characters to the tag via a CEQU assembly control statement (see page 7-11).
6. The base address of the translation table must always be a multiple of 64. The Easycoder Assembly Program automatically stores the table in this manner when directed by a MORG assembly control statement (see page 7-7) containing an operand of 64 .

## EXAMPLE

Figure 8-6 shows how A-field data is moved to the B field via a translation table. Translate the contents of the field tagged EXCODE using the stored translation table whose base address is $25610(=400)$. Store the translated equivalent in the field tagged EQUIV.

A Address: EXCODE (absolute value = location 630)
B Address: EQUIV (absolute value = location 900)
$\begin{array}{lll}\text { Variant 1: } & 00= \\ \text { Variant 2: } & 04=\text { base address of table (location } 256\end{array}$
EASYCODER


Figure 8-6. MAT Operation

\section*{| MIT | MOVE ITEM AND TRANSLATE |
| :--- | :--- |}

## FORMAT

| OP CODE | A ADDRESS | B ADDRESS | VARIANT 1 | VARIANT 2 | VARIANT 3 |
| :---: | :---: | :---: | :---: | :---: | :---: |
|  |  |  |  |  |  |

## FUNCTION

The Move Item and Translate instruction is used to translate any information unit (up to 12 -bit code) to another information unit of up to 12 bits (e.g., to Series 200 six-bit character code) by the use of a stored translation table. Any number of consecutive information units stored in the memory can be translated.
The A address is the leftmost address of the item to be translated. The B address is the leftmost address of the item into which the translated equivalent of the $A$ item will be moved. The MIT instruction translates the data contents in the A item and moves the translated results, left to right, to the $B$ item.

The operation normally terminates when an item mark is sensed in the A item. The operation will also be terminated if a word-marked character is encountered in the translated table.

An information unit up to six bits in length is stored in one six-bit character location in the memory. Any information unit greater than six bits ( 7 through 12 bits) is stored in two successive six-bit character locations. . Thus, an information unit consisting of up to six bits is considered as a six-bit character, and a unit of from 7 to 12 bits is considered as a "12-bit character."

The sizes of the information units involved in the operation are specified by variant 3, as shown in Table 8-17.

Table 8-17. Size of Information Units in MIT Operation

| VARIANT 3 | OPERATION |
| :---: | :---: |
| 00 | Translate each six-bit character in the A item. Move the translated equivalent to a six-bit character location in the $B$ item. |
| 01 | Translate each 12-bit character in the A item. Move the translated equivalent to a six-bit character location in the $B$ item. |
| 02 | Translate each six-bit character in the $A$ item. Move the translated equivalent to two character locations (12 bits) in the $B$ item. |
| 03 | Translate each 12-bit character in the A item. Move the translated equivalent to two character locations (12 bits) in the $B$ item. |

The desired equivalent of an A-item information unit is taken from the stored translation table and moved to the $B$ item. Thus, if the desired equivalent is a sixbit character, each table entry occupies one six-bit character location in the table. If the desired equivalent is a l2-bit character, each table entry occupies two consecutive six-bit character locations in the table. Consequently, variant 3 implicitly specifies the size of each table entry when it explicitly specifies the size of the $B-$ item information unit.

The leftmost, or base, address of the translation table is formed by combining variants 1, 2, and a zero character as shown below. If the processor is in the two- or three-character addressing mode, the leftmost three bits of variant lare ignored and the corresponding bit positions (i.e., the sector bits) in the base address of the table are taken from the contents of the A-address register (AAR). If the processor is in the four-character addressing mode, the entire six-bit contents of variant $l$ form the leftmost six bits of the base address.

Two- or Three-Character Addressing Mode
VARIANT 1 VARIANT 2


Four-Character Addressing Mode
VARIANT 1 VARIANT 2
$\times \mathrm{xx} \mathrm{\times x} \mathrm{\times x} \mathrm{\times x} \mathrm{\times x}$

$\mathrm{XXXXXX} \times \mathrm{XXXXX} 000000$ = BASE (LEFTMOST) ADDRESS OF TABLE
The address within the translation table which contains the translated equivalent of an A-item character (6-or 12-bit) is formed by superimposing the A-item character over the base address of the table. The method of superposition depends on the size of each table entry (whether 6 or 12 bits), as described below. ${ }^{1}$

If each table entry is a six-bit character (variant $3=00$ or 01 ), the 6- or 12-bit Aitem character is superimposed over the rightmost bit positions of the base address. The illustration below shows a 12 -bit A-item character being superimposed over the base address, where $A=$ an $A$-item bit and $X=$ a base address bit.

[^50]

If each table entry is a 12 -bit character (variant $3=02$ or 03 ), the 6-or 12-bit Aitem character is first shifted one bit position to the left, forming a 7-or 13-bit "character." The rightmost bit position of the character is set to zero. The "character" is then superimposed over the base address to form the table address of the translated equivalent of the A-item character. The shift operation is used to double the referenced table address, since each table entry is stored in two, rather than one, six-bit character locations. The resultant address is the address of the leftmost of the two successive six-bit character locations in the table.

The illustration below shows how a 6 -bit A-item character is shifted one bit position to the left and then superimposed over the translation table's base address to form the table address of its equivalent; $A=a n A$-item bit, and $X=a$ base address bit.

$\mathrm{XXXXXX} \mathrm{XXXXXA} \mathbf{X A A} A \mathrm{~A} 0$ = TABLE ADDRESS WHICH CONTAINS THE 12 -BIT EQUIVALENT OF THE A-ITEM CHARACTER

## PUNCTUATION MARKS

The A item must contain an item mark. It is this punctuation mark that normally stops the operation. If the A-item information units are 12 -bit characters, the terminating item mark may appear in either of the two six-bit character locations.

The operation will also be terminated if a character (6-or l2-bit) is encountered in a word-marked location in the translation table. In this case, neither the wordmarked character nor any subsequent characters are moved to the $B$ item; instead, a sequence change is performed (see note 6).

## TIMING

$$
\mathrm{T}=\mathrm{N}_{\mathrm{i}}+\mathrm{N}_{\mathrm{a}}+2\left(\mathrm{~N}_{\mathrm{ut}}\right)\left(\mathrm{NB}_{\mathrm{u}}\right) \text { memory cycles. }{ }^{1}
$$

1

[^51]
## ADDRESS REGISTERS AFTER OPERATION

| SR | CSR | AAR | BAR |  |
| :---: | :---: | :---: | :---: | :---: |
| NXT | $\mathrm{CSR}_{\mathrm{p}}$ | $\mathrm{A}+(\mathrm{N}$ | $\mathrm{B}+(\mathrm{NB}$ | STOPS OPERATION |
| JI (contents of CSR) | NXT | A | B+ | WORD MARK IN TABLE STOPS OPERATION |

## NOTES

1. This instruction cannot be chained.
2. The last six-bit character referenced in the translation table (whether word-marked or not) is left in the variant register following the move item and translate operation.
3. Item-mark bits as well as data bits are transferred from the translation table to the $B$ item.
4. Word marks initially stored in the $B$ item remain unchanged. They do not affect the execution of this instruction.
5. The programmer can use a symbolic tag in place of the variant characters of this instruction by previously equating the variant characters to the tag via a CEQU assembly control statement (see page 7-11).
6. A data control character (e.g., a case-shift character in a teletype code), rather than a translated equivalent to be transferred to the $B$ item, can be stored in a word-marked location in the table. When this word-marked location is sensed, the character in that location is not moved; rather, the contents of SR and CSR are interchanged, providing entry to the routine whose beginning address was previously stored in CSR. Since the wordmarked character is stored in the variant register (see note 2), that character can be stored by a Store Variant and Indicators instruction (see page $8-90$ ) and subsequently tested for identification in the routine.
7. The base address of the translation table must always be a multiple of 64 due to the positions of variants 1 and 2 in the total three-character address. This is compatible with the translation requirements of six-bit characters. However, if information units greater than six bits in length are involved in the translation, a larger table may be required. For instance, if a character were to be translated into a seven-bit information unit and each seven-bit equivalent were unique, a 128 -character table would be required. The MORG assembly control statement (see page 7-7) can be used to assign memory locations to the table starting with the next available memory location whose address is a multiple of $64,128,256$, etc., whichever multiple is necessary to allocate the correct number of locations.
8. This instruction is a standard feature on all processors except the Types 201 and 201-1, on which it is not available.

## EXAMPLE

Figure 8-7 shows how eight-bit code is translated to Series 200 six-bit character code by means of a stored translation table. Each eight-bit information unit is stored in two consecutive six-bit character locations in the A item tagged EIGHT.

Translate the data contents of the item tagged EIGHT using the translation table whose base address is location $512_{10}\left(1000_{8}\right)$. Store the translated values (sixbit characters) in the item tagged SIX.

| A Address: | EIGHT (absolute value $=$ location 800) |
| :---: | :---: |
| B Address: | SIX (absolute value $=$ location 650) |
| Variant 1: | $00=$ |
| Variant 2: | $10=$ the address of table (location 512) |
| Variant 3: | 01 |

## EASYCODER <br> CODING FORM



Figure 8-7. MIT Operation

| LIB | LOAD INDEX/BARRICADE INDICATOR FEATURE 1114 \& 1117 |
| :--- | :--- | :--- |

FORMAT


## FUNCTION

Format a: The single character specified by the $A$ address is loaded into the index/barricade register (IBR), specifying the number of a 4, 096-character main memory bank. The leftmost location of the specified bank is the leftmost location of the protected memory area. (The rightmost location of the protected area is the rightmost location of memory.) The protected memory area is defined by the single-character contents of the A address as shown in Table 8-18.

Format b: The single character specified by the contents of the A-address register (AAR) is loaded into the index/barricade register (IBR), specifying the number of a 4, 096character memory bank. The leftmost location of the specified bank is the leftmost location of the protected memory area. (The rightmost location of the protected area is the rightmost location of memory.) The protected memory area is defined by the contents of the previous A address as shown in Table 8-18.

Table 8-18. Leftmost Boundaries of Protected Memory


WORD MARKS
Formats a and b :
Word marks are not affected by this instruction.

## TIMING

Formats a and b :

$$
\mathrm{T}=\mathrm{N}_{\mathrm{i}}+3 \text { memory cycles. }
$$

ADDRESS REGISTERS AFTER OPERATION

|  | SR | AAR | BAR |
| :--- | :--- | :--- | :--- |
| Format a $: ~ N X T ~$ | A | $B_{p}$ |  |
|  | NXT | $A_{p}$ | $B_{p}$ |

## NOTES

1. The 15 additional index registers which are included in the Storage Protect Feature are located in the leftmost 60 character locations of the main memory bank specified by this instruction. These locations can be used as normal storage locations when they are not being used for indexing operations.
2. The LIB op code is a "privileged" op code which has special significance when storage protection is in effect with the Type 1201 or 2201 processor (see Appendix E.)

## EXAMPLE

Assuming that there are 131,072 storage locations in the main memory, set up the memory in such a way that the "open" memory area consists of locations 0 through 65,535 and the protected memory area consists of locations 65,536 through 131,072. The single octal character " 20 " is contained in the location tagged MP2.

EASYCODER


```
SIB STORE INDEX/BARRICADE INDICATOR FEATURE 1114 & 1117
```


## FORMAT



## FUNCTION

Format a: The single-character contents of the index/barricade register (IB) are stored in the character location specified by the A address. All high-order bit positions in A which are not used to specify the contents of the index/barricade indicator are cleared to zeros.

Format b: The single-character contents of the index/barricade register (IB) are stored in the character location specified by the contents of the A-address register (AAR). All high-order bit positions in A which are not used to specify the contents of the index/barricade indicator are cleared to zeros.

## WORD MARKS

Formats a and b :
Word marks are not affected by this instruction.

## TIMING

Formats a and b:
$T=N_{i}+3$ memory cycles.

## ADDRESS REGISTERS AFTER OPERATION

SR AAR BAR

Format a: NXT
A
$B_{p}$
Format b: NXT
$A_{p}$
$B_{p}$

EXAMPLE
Store the contents of the index/barricade register in the single character location tagged PROT.

EASYCODER
CODING FORM


## INTERRUPT CONTROL

[^52]SVI STORE VARIANT AND INDICATORS

## FORMAT



## FUNCTION

The SVI instruction is used to store information regarding the current status of the processor when an interrupt condition occurs. The instruction stores the designated information in up to six consecutive locations following its own variant character.

Each bit in the six-bit variant character $\left(V_{6} V_{5} V_{4} V_{3} V_{2} V_{1}\right)$ represents processor control registers or indicators whose contents are to be stored in a single character location. The programmer specifies the amount of information to be stored by selecting the desired entries from Table 8-19 and encoding the resulting bit configuration as two octal digits.

Table 8-19. Information Stored by SVI Instruction

| VARIANT CHARACTER | INFORMATION STORED |
| :---: | :---: |
| $\mathrm{v}_{6} \mathrm{~V}_{5} \mathrm{~V}_{4} \mathrm{v}_{3} \mathrm{v}_{2} \mathrm{v}_{1}$ |  |
| X X X X ${ }^{1}$ | The contents of the variant register. |
| XXXX1 X | The settings of the arithmetic, comparison, address mode, and item-mark trap mode indicators. This information is stored in seven bit positions of the character location: the six data bit positions and the item-mark bit position. <br> The arithmetic and comparison indicators are cleared when their contents have been stored. |
| X X X 1 X X | The contents of the auxiliary indicators register (AIR). These contents are identical to those described for $V_{2}$, above. <br> The auxiliary arithmetic and comparison indicators are cleared when their contents have been stored. |
| XX1 $\mathrm{xxx}^{\text {d }}$ | The settings of the indicators associated with the scientific unit (see Appendix F). These indicators are cleared when their contents have been stored. |
| x 1 xXXX | The settings of the protect and proceed indicators and (if the processor is in the external interrupt mode) the setting of the internal interrupt (II) mode indicator. ${ }^{1}$ |

Table 8-19 (cont). Information Stored by SVI Instruction

| VARIANT CHARACTER | INFORMATION STORED |
| :---: | :---: |
| ( $\mathrm{V}_{6} \mathrm{~V}_{5} \mathrm{~V}_{4} \mathrm{~V}_{3} \mathrm{~V}_{2} \mathrm{~V}_{1}$ |  |
| $\begin{aligned} & \mathrm{X} 1 \mathrm{XXXXX} \\ & \text { (cont) } \end{aligned}$ | The protect and proceed indicators are cleared when their contents are stored. |
| 1 XXXXX | The settings of the interrupt source indicators. The stored settings of these indicators can be tested to determine the status of the processor as follows: <br> 1. Whether the processor is in the external interrupt mode, the internal interrupt mode, or the standard processing mode. <br> 2. The source of the interruption if the processor is in the external interrupt mode; any of three sources can be determined - a peripheral control, the control panel (or console), or the Monitor Call instruction (see page 8-95). <br> 3. Whether an external interrupt (EI) address violation ${ }^{2}$ has occurred (if the processor is in the external interrupt mode). <br> 4. Whether an op code violation ${ }^{2}$ has occurred (if the processor is in the internal interrupt mode). <br> 5. Whether an internal interrupt (II) address violation ${ }^{2}$ has occurred (if the processor is in the internal interrupt mode). <br> The indicators referred to in 3 through 5, above, as well as the indicator which identifies the control panel (or console) as the interrupt source are cleared when their contents are stored. |
| ${ }^{1}$ These indicators are in the Storage Protect Fe 2 EI address violation, associated with the Sto | d in a Type 1201 or 2201 processor equipped with (see Appendix D). <br> violation, and II address violation are Protect Feature (see Appendix D). |

## WORD MARKS

Word marks in the locations in which information is stored neither affect nor are affected by this operation. Program operation resumes with the first word-marked location following the stored information (the next sequential op code).

TIMING

$$
T=N_{i}+1+N_{S}+N_{j} \text { memory cycles. }
$$

Add one memory cycle to this formula if the instruction is executed in a Type 1201 processor.
Add two cycles if the instruction is executed in a Type 2201 processor.

## ADDRESS REGISTERS AFTER OPERATION

| SR | AAR | BAR |
| :--- | :--- | :--- |
| NXT | $A_{p}$ | $B_{p}$ |

## NOTES

1. Only the number of characters specified by the variant character are stored. They are stored in the order listed in Table 8-19: the contents of the variant register (if specified) are stored in the location immediately following the SVI instruction, etc., using only those locations actually required to store the requested information.

| VARIANT BIT | STORED CHARACTER LOCATION BITS |  |  |  |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
|  | I/M BIT | B BIT | A BIT | 8 BIT | 4 BIT | 2 BIT | 1 BIT |
| $\mathrm{V}_{1}$ | $\begin{gathered} 0 \\ \text { Item-mark } \end{gathered}$ | Contents of Variant Register |  |  |  |  |  |
| $\mathrm{V}_{2}$ | $\begin{aligned} & \text { Trap- } \\ & \text { mode: } \\ & \text { l=yes; } \\ & 0=\text { no. } \end{aligned}$ | Address mode: <br> 0l=2-character; <br> $00=3$-character; <br> 11=4-character. |  | $\left.\begin{array}{\|c\|} \hline \text { Overflow: } \\ \text { l=yes; } \\ 0=\text { no. } \\ * \end{array} \right\rvert\,$ | Zero <br> Balance: $\begin{aligned} & 1=\text { yes; } \\ & \dot{0}=\text { no. } * \end{aligned}$ | $\begin{gathered} \text { A B: } \\ \mathrm{I}=\text { yes; } \\ 0=\text { no. } \\ * \end{gathered}$ | $\begin{gathered} \mathrm{A}=\mathrm{B}: \\ 1=\text { yes; } \\ 0=\text { no. } \\ * \end{gathered}$ |
| $\mathrm{V}_{3}$ | Contents of AIR (identical to information in $\mathrm{V}_{2}$, above) |  |  |  |  |  |  |
| $\mathrm{V}_{4}$ | 0 | $\begin{aligned} & \text { MPO: * } \\ & \text { l=yes; } \\ & 0=\text { no. } \end{aligned}$ | $\begin{aligned} & \text { DVC: * } \\ & \text { l=yes; } \\ & \text { o=no. } \end{aligned}$ | EXO: <br> 1 =yes; $0=$ no | 0 | 0 | 0 |
| $\mathrm{V}_{5}$ | 0 | Protect <br> indi- <br> cator: <br> l=on; <br> $2=o f f$. | 0 | 0 | Proceed indicator: $1=0$; $0=o f f$. $\qquad$ | 0 | In external interrupt mode only: 1 =II indicator on; otherwise, 0. |
|  |  | Process | is in ex | ernal int | rupt mode |  |  |
| $\mathrm{V}_{6}$ | 0 | EI Ad- <br> dress <br> viola- <br> lation: <br> l=yes; <br> $0=n o$ 。 <br> * | Monitor Call: 1-yes; $0=$ no. | ```Control panel or console inter- rupt: l=yes; 0=no.*``` | $\begin{aligned} & \text { Periph- } \\ & \text { eral } \\ & \text { inter- } \\ & \text { rupt: } \\ & \text { l=yes; } \\ & 0=\text { no. } \end{aligned}$ | 1 | $\begin{aligned} & \text { II Mode } \\ & \text { indicator: } \\ & l=o n ; \\ & 0=o f f . \end{aligned}$ |
|  |  | Process | $r$ is not in | external | terrupt m |  |  |
|  | $\begin{array}{r}0 \\ \\ \\ \hline\end{array}$ | II Address violation: l=yes; $0=$ no. <br> * | Op code violation: 1=yes; $0=$ no. | 0 | 0 | 0 | II Mode indi- <br> cator: <br> l=on; <br> $0=o f f$. |
| $\text { * }=\text { Indicators }$ | are clea | d when | eir cont | nts are | ed. |  |  |

2. Item-mark and data bit positions which are not used to store information are cleared to zeros.
3. The format in which information is stored by the SVI instruction is shown in the following table. Indicators which are cleared (i.e., set to zero) when their contents are stored are indicated by an asterisk ( $*$ ).
4. Bits corresponding to indicators which are not present in the user's processor are stored as zeros. For instance, an SVI instruction issued in a processor which does not contain the Storage Protect Feature will store zeros in those bit positions which correspond to indicators used only with the Storage Protect Feature.
5. The current status of the arithmetic, comparison, address mode, and trap mode indicators are not stored in the auxiliary indicators register (AIR) when an internal interrupt occurs. The contents of AIR should therefore not be stored by an SVI instruction in the internal interrupt mode, for the contents of AIR would be meaningless at the time of internal interruption.
6. The SVI op code is a "privileged" op code that has special significance when issued in a Type 1201 or 2201 processor equipped with the Storage Protect Feature (see Appendix E).
7. This instruction is a standard feature on all processors but the Types 201 and 201-1, on which it is not available.
8. The method of coding interrupt service routines is described in Appendix D, "Interrupt Processing."

## EXAMPLE

Store the following information in the three successive memory locations which immediately follow the variant character of the instruction:

1. The contents of the variant register;
2. The contents of the auxiliary indicators register (AIR); and
3. The settings of the interrupt source indicators.

The op code of the SVI instruction is tagged STORE, so that the locations of the stored information are STORE+2, STORE+3, and STORE+4.

EASYCODER


## RVI $\quad$ RESTORE VARIANT AND INDICATORS

## FORMAT

| OP CODE | A ADDRESS | B ADDRESS | VARIANT |
| :--- | :--- | :--- | :--- |
|  |  |  |  |

## FUNCTION

Up to five consecutive characters (previously stored via an SVI instruction) are loaded into the processor control registers and/or indicators specified by the variant character. Characters are retrieved from left to right, beginning with the character specified by the A address.

The low-order five bits of the variant character specify the registers and/or indicators whose contents are to be restored. The programmer specifies the amount of information to be restored by selecting the desired entries from Table 8-20 and encoding the resulting bit configurations as two octal digits.

Table 8-20. Information Restored by RVI Instruction

| VARIANT CHARACTER | INFORMATION RESTORED |
| :---: | :---: |
| $\mathrm{V}_{6} \mathrm{~V}_{5} \mathrm{~V}_{4} \mathrm{~V}_{3} \mathrm{~V}_{2} \mathrm{~V}_{1}$ |  |
| 0 XXXXX | The contents of the variant register. |
| $0 \times \mathrm{XXIX}$ | The settings of the arithmetic, comparison, address mode, and item-mark trap mode indicators. This information is stored in the six data bits and the item-mark bit of a character location. |
| $0 \times \mathrm{X} 1 \mathrm{XX}$ | The contents of the auxiliary indicators regis ter (AIR). This information is identical to that described for $V_{2}$, above. |
| 0 XIXXX | The settings of the indicators associated with the scientific unit (see Appendix F). |
| 01 XXXX | The settings of the protect and proceed indicators and (if the processor is in the external interrupt mode) the setting of the internal interrupt (II) mode indicator. ${ }^{1}$ |
| ${ }^{1}$ These indicators are included in a Type 1201 or 2201 processor equipped with the Storage Protect Feature (see Appendix E). |  |

## WORD MARKS

Word marks neither affect nor are affected by this instruction.

## TIMING

$$
T=N_{i}+2+N_{r} \text { memory cycles. }
$$

[^53]
## ADDRESS REGISTERS AFTER OPERATION

| SR | AAR | BAR |
| :--- | :--- | :--- |
| NXT | A $_{p}$ | B $_{p}$ |

## NOTES

1. Each entry in the righthand column of Table 8-20 is stored in a single character location. Only the number of characters corresponding to the selected table entries are restored by the RVI instruction.
2. The RVI op code is a "privileged" op code that has special significance when used with a Type 1201 or 2201 processor equipped with the Storage Protect Feature (see Appendix E).
3. All information stored by an SVI instruction should be restored by the RVI instruction.
4. The format in which information is stored by an SVI instruction is shown in the table on page 8-92. Note that the information contained in the last character location is not restored by the RVI instruction.
5. This instruction is a standard feature on all processors but the Types 201 and 201-1, on which it is not available.
6. The method of coding interrupt service routines is described in Appendix D, "Interrupt Processing."

## EXAMPLE

Restore the contents of the variant register and auxiliary indicators register (AIR) that were previously stored by the SVI instruction example on page 8-93.

EASYCODER


\section*{| MC | MONITOR CALL |
| :--- | :--- |}

## FORMAT

| OP CODE A ADDRESS B ADDRESS |
| :---: |

## FUNCTION

The Monitor Call instruction causes the processor to enter the external interrupt mode (if the processor is not already in that mode). The following activities are automatically performed:

1. The EI interrupt source indicators are set to show that the Monitor Call instruction is the source of interruption, and the processor enters the external interrupt mode;
2. The settings of the arithmetic, comparison, address mode, and itemmark trap mode indicators are stored in the auxiliary indicators register (AIR);
3. The arithmetic indicators are cleared;
4. The contents of the sequence register ( SR ) and the external interrupt register (EIR) are interchanged, and the program branches to the instruction whose op code address was previously stored in EIR;
5. The processor switches to the three-character, non-trap mode.

## WORD MARKS

Word marks are not affected by this instruction.

TIMING

$$
T=N_{i}+2 \text { memory cycles. }{ }^{1}
$$

## ADDRESS REGISTERS AFTER OPERATION

| SR | EIR | AAR | BAR |
| :--- | :--- | :--- | :--- |
| JI (con- <br> tents <br> of EIR) | NXT | $A_{p}$ | B $_{p}$ |

## NOTES

1. This instruction must not be issued in the external interrupt mode.
2. The interrupt source indicators can be stored via an SVI instruction (see page 8-90). Their stored contents can then be interrogated by programmed instruction to determine the interrupt source.

## EXAMPLE

Interrupt the central processor and branch to MONITOR, the location of the monitor program. The address tagged MONITOR was previously stored in EIR.

[^54]
## EASYCODER <br> COOING FORM



## RNM $/$ RESUME NORMAL MODE

## FORMAT



## FUNCTION

Format a: The RNM instruction causes an exit from the program being executed in the interrupt mode (external or internal) to the program which was interrupted. The activities performed depend on the type of interrupt mode in which the instruction is is sued.

When the RNM instruction is issued in the external interrupt mode:

1. The EI mode indicators are turned off;
2. The arithmetic, comparison, address mode, and item-mark trap mode indicators are restored to the status specified by the auxiliary indicators register (AIR);
3. The $A$ and $B$ addresses of the RNM instruction are stored in the $A-$ and $B$-address registers (AAR and BAR), respectively; and
4. The contents of the sequence register (SR) and the external interrupt register (EIR) are interchanged, and the program branches to the instruction whose op code address was initially stored in EIR when the external interrupt occurred.

When the RNM instruction is issued in the internal interrupt mode:

1. The II mode indicator is turned off;
2. The $A$ and $B$ addresses of the RNM instruction are stored in $A A R$ and BAR, respectively; and
3. The contents of SR and the internal interrupt register (IIR) are interchanged, and the program branches to the instruction whose op code address was initially stored in IIR when the internal interrupt occurred.

Format b: This format operates like format a. except that the $B$ address of the RNM instruction is not stored in BAR. The previous contents of BAR are not changed.
Format c: This format operates like format a. except that no instruction addresses are stored. The previous contents of AAR and BAR are not affected by this format.

## WORD MARKS

Formats $a, b$, and $c$ :
Word marks are not affected by this instruction.

## TIMING <br> Formats $a, b$, and $c$ : <br> $T=N_{i}+3$ memory cycles. ${ }^{1}$

ADDRESS REGISTERS AFTER OPERATION

|  | SR | EIR | IIR | AAR | BAR |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| Format a: | NXT | address of op code following RNM instruction | $\mathrm{n} / \mathrm{a}$ | A | B | RNM ISSUED <br> IN EXTERNAL <br> INTERRUPT <br> MODE |
|  | NXT | $\mathrm{n} / \mathrm{a}$ | address of op code following RNM instruction | A | B | RNM ISSUED <br> IN INTERNAL <br> INTERRUPT <br> MODE |
| Format b: | NXT | address of op code following RNM instruction | n/a | A | ${ }^{B} \mathrm{p}$ | RNM ISSUED <br> IN EXTERNAL <br> INTERRUPT <br> MODE |
|  | NXT | $\mathrm{n} / \mathrm{a}$ | address of op code following RNM instruction | A | $B_{p}$ | RNM ISSUED IN INTERNAL INTERRUPT MODE |
| Format c: | NXT | address of op code following RNM instruction | $\mathrm{n} / \mathrm{a}$ | $A_{p}$ | $B_{p}$ | RNM ISSUED <br> IN EXTERNAL <br> INTERRUPT <br> MODE |
|  | NXT | n/a | address of op code following RNM instruction | $A_{p}$ | $B_{p}$ | RNM ISSUED <br> IN INTERNAL <br> INTERRUPT <br> MODE |

NOTES

1. The address of the instruction which follows the RNM instruction is stored in the appropriate interrupt register (EIR or IIR) when the RNM instruction is executed. This register therefore contains the address of the first instruction executed in the interrupt routine when the next
interrupt of the same type occurs. This instruction should be an SVI instruction, which should be the first instruction executed in any inter rupt service routine.
2. The method of coding interrupt service routines is described in Appendix D, 'Inter rupt Processing."
3. The RNM op code is a "privileged" op code which has special significance when used with a Type 1201 or 2201 processor equipped with the Storage Protect Feature (see Appendix E).

## EXAMPLE

The simplified coding below shows a convenient method of restoring the starting address of the external interrupt routine (EXT2) in EIR when the normal program sequence is resumed.

## EASYCODER

CODING FORM


## EDITING

- MOVE CHARACTERS AND EDIT


## FORMAT



## FUNCTION

Format a: The MCE instruction is used to insert identifying symbols and punctuation and to suppress unwanted zeros in a data field. The A field of an MCE instruction contains the information to be edited. The B field contains an edit control word which provides a framework for the edit operation. When an MCE instruction is executed, the data in the A field is moved to the $B$ field where it is punctuated and formatted according to the edit control word already stored in that field.

NOTE: An LCA instructioncan be used to load the control word into the field where the edited information will eventually go. For instance, if the edited information is to be printed, the control word should be loaded into the print image area and the address of this area should be used as the $B$ address of the MCE instruction.

Editing is performed according to the following rules:
RULE 1. Any character in the Series 200 character set can be used in the edit control word. Those characters having special meanings are listed in Table 8-2l. Any other character, if included in the edit control word, remains in the edited result in the position where written.

RULE 2. A word mark in the high-order position of the $B$ field controls the edit operation.

RULE 3. The number of replaceable characters in the edit control word must be at least as large as the number of characters in the A field.

RULE 4. Data is transferred from the A field character by character, from right to left. If a zero suppression symbol is not sensed in the edit control word, the edit operation terminates when the B-field word mark is sensed. A zero suppression symbol causes the edited result field to be scanned from left to right. During this scan, high-order zeros and commas are automatically replaced by blanks (unless an asterisk appears immediately to the left of the zero suppression symbol - see rule 5). Zero suppression is terminated by any of the following:
a. a decimal digit from 1 through 9,
b. a decimal point, or
c. the location that initially contained the zero suppression symbol.

RULE 5. Ań asterisk immediately to the left of the zero suppression symbol in the control word causes high-order zeros and commas to be replaced by asterisks instead of blanks in a zero suppression operation. High-order blanks are also replaced by asterisks.

RULE 6. A dollar sign immediately to the left of the zero suppression symbol in the control word is replaced with an A-field character and causes the edited result to be rescanned following the zero suppression operation. During this scan, the dollar signis "floated" to the left of the high-order significant digitin the edited result.

Table 8-21. Special Characters in MCE Instruction

| CONTROL |  |
| :--- | :--- |
| CHARACTER (blank) |  |
|  | Blanks are replaced with A-field characters such <br> that the rightmost character in the A field re- <br> places the rightmost blank in the edit control word <br> and all higher-order A-field characters replace <br> successively higher-order blanks. |
| 0 (zero) | This symbol specifies zero suppression. Its lo- <br> cation in the control word is interpreted as the <br> rightmost limit of zero suppression. It is re- |
| placed with an A-field character. |  |

Format b: The data contents of the A field are edited and stored in the field specified by the contents of the $B$-address register ( $B A R$ ) according to the rules outlined above.

Format c: The data field specified by the contents of the A-address register (AAR) are edited and stored in the field specified by the contents of BAR according to the rules outlined above.

## WORD MARKS

Formats $a, b$, and $c$ :
Both the A field and the B field must have defining word marks. The A-field word mark terminates the transfer of data from the A field. The B field word mark terminates the edit operation if no zero suppression symbol is sensed in the edit control word or if automatic dollar sign insertion is specified in conjunction with zero suppression. The B-field word mark is erased after terminating the edit.

If zero suppression is specified, a word mark is automatically set in the location containing the zero suppression symbol. When this word mark is sensed during the reverse scan associated with the zero suppression operation, it is erased and, if automatic dollar sign insertion is not called for, the edit operation terminates.

## TIMING

Formats $\mathrm{a}, \mathrm{b}$, and c :

$$
\mathrm{T}=\mathrm{N}_{\mathrm{i}}+1+\mathrm{N}_{\mathrm{a}}+2 \mathrm{~N}_{\mathrm{b}}+2 \mathrm{Z}+2 \$ \text { memory cycles. }{ }^{1}
$$

## NOTES

1. The zone bits in the units position of the A field are cleared to zero when moved to the B field. Therefore the value of the character in the units position in the A field may change when moved to the $B$ field. For example, an $F$ in the units position of the A field will appear as a 6 in the result field.
2. Floating dollar sign insertion and automatic asterisk insertion can not be performed in the same edit operation.

## EXAMPLES ${ }^{2}$

Data Field (A Field)
(0) 000099

Control Word (B Field)
(b) $\mathrm{bb}, \mathrm{bb} 0 . \mathrm{bb} \& \& \overline{0}$

Result of Edit

Example 1.

| Data Field (A Field) | (2) 5454986 |
| :--- | ---: |
| Control Word (B Field) | (b) $b b \& b b \& b b b$ |
| Result of Edit | 25454986 |

Example 2.

[^55]| Data Field (A Field) | (0) $0045{ }^{\dagger}$ |  |
| :--- | :---: | :---: |
| Control Word (B Field) | (\$) b, bb0.bb\&CR* |  |
| Result of Edit | $\$$ | 4.50 |$\%$

Example 3.

Data Field (A Field)
(0) 0897445

Control Word (B Field)
(b) $b b b, b \$ 0 . b b$

Result of Edit
\$8, 974.45
Example 4.

Data Field (A Field)
(0) 010450

Control Word (B Field)
(b) $b, b * 0 . b b$

Result of Edit ***104.50

Example 5.

$$
1
$$

## INPUT/OUTPUT

\author{

- PERIPHERAL DATA TRANSFER <br> - PERIPHERAL CONTROL AND BRANCH
}


## INPUT/OUTPUT CONTROL OPERATIONS

Effective control over data transfers between the central processor and peripheral units and over the peripheral units themselves is maintained by the use of two basic instructions: Peripheral Data Transfer (PDT), and Peripheral Control and Branch (PCB). The PDT instruction is used to initiate data transfer operations and certain other related operations, such as backspace magnetic tape and advance the printer form.

The PCB instruction performs two distinct functions: (1) it initiates strictly mechanical operations such as magnetic tape rewinds and card rejections; and (2) it causes a program branch to be performed contingent upon the setting of peripheral condition indicators. The latter facility allows programmed tests for such peripheral conditions as read or write errors, busy peripheral devices or control units, and magnetic tape unit at end of tape.

Detailed programming and operating information for Series 200 peripheral devices is provided in separate manuals and information bulletins. The remainder of this section is a summary of the PDT and PCB instructions, based on the assumption that the user is familiar with the contents of the applicable publications.

PDT instructions are described starting on this page - first for all Series 200 devices except the Type 286 Multi-Channel Communication Control, and secondly for the Type 286. PCB instructions for all Series 200 devices except the Type 286 are described starting on page 8-117; the description of the Type 286 follows on page 8-131. In all applicable cases, the coding summary for a device is followed by a reference to the specific Honeywell manual or information bulletin where additional information can be found.

PDT PERIPHERAL DATA TRANSFER For: PUNCHED CARD EQUIPMENT PAPER TAPE EQUIPMENT PRINTER
MAGNETIC TAPE EQUIPMENT
RANDOM ACCESS DRUM
MASS MEMORY FILE
CONSOLE
ON-LINE ADAPTER
SINGLE-CHANNEL COMMUNICATION CONTROL

FORMAT


## FUNCTION

The PDT instruction causes data to be transferred between a peripheral device and the main memory area whose leftmost location is designated by the A address. Data transfer is terminated according to the data medium employed. Input/output control characters specify the data path through which the transfer is to be accomplished and, when necessary, the method of information transfer according to Table 8-22.

Table 8-22. Description of PDT I/O Control Characters Cl and C2

## DESCRIPTION

## Cl

READ/WRITE CHANNEL DESIGNATION: This six-bit character specifies the read/write channel selected to complete the data path.

Cl


Interlock Bit: This bit designates whether or not an auxiliary read/write channel will be granted access to main memory by the traffic control. When dealing with RWCl and RWCl', an interlock bit of zero designates that memory cycle allocation is to be shared by both RWCl and RWCI'. If the interlock bit is a one, memory access is not granted to RWCl'. (Model 2200 users may apply this same principle to RWC4 and RWC4'.)

NOTE: Specific Honeywell manuals and information bulletins define the conditions under which the interlock bit should be used.

Read/Write Channel Designation: These five bits specify the read/write channel selected to complete the data path between the main memory and the peripheral control. The octal designation of control character Cl will thus be one of the following configurations, depending upon the RWC selected.

## Read/Write Channel <br> Control Character (octal)

| RWCl (with interlock) | 51 |
| :--- | :--- |
| RWCl (without interlock) | 11 |
| RWC2 | 12 |
| RWC3 | 13 |
| RWC1' | 15 |

Model 2200 users may also employ the following configurations.

> Read/Write Channe1 Control Character (octal)

RWC4 (with interlock)
71
RWC4 (without interlock)
31
RWC5 32
RWC6 33
RWC4 ${ }^{\prime}$
35

Table 8-22 (cont). Description of PDT I/O Control Characters Cl and C2

| CONTROL CHARACTER | DESCRIPTION |
| :---: | :---: |
| C2 | PERIPHERAL CONTROL DESIGNATION: Control character C2 designates the logical address of the peripheral control to be used in the data transfer. This address depends upon the I/O trunk to which the peripheral control is permanently attached. <br> Model 200: Eight octal addresses may be employed in a Model 200 system containing eight I/O trunks. These addresses are as follows: 00, 01, 02, 03, 40, 41, 42, and 43. In a system equipped with an additional set of eight I/O trunks, the following eight addresses may be used: $04,05,06,07,44,45,46$, and 47. <br> Model 1200: Sixteen octal addresses may be employed in a Model 1200 system equipped with 16 I/O trunks. These addresses are as follows: $00,01,02,03,04,05,06$, $07,40,41,42,43,44,45,46$, and 47. <br> Model 2200: Sixteen octal addresses may be employed in a Model 2200 system containing 16 I/O trunks. These addresses are as follows: $00,01,02,03,04,05,06,07$, $40,41,42,43,44,45,46$, and 47 . In a system equipped with an additional set of 16 I/O trunks, the following 16 addresses may be used: $20,21,22,23,24,25,26,27$, $60,61,62,63,64,65,66$, and 67 . <br> NOTES: 1. Peripheral controls capable of both reading and writing (e.g., a magnetic tape control) must be assigned two addresses - one for reading and one for writing. In this case, the high-order bit of C 2 must be 1 for input and 0 for output; the low-order three bits must be the same. <br> 2. For Model 2200 users, the additional set of 16 I/O trunks must be used only in conjunction with RWC4, RWC5, RWC6, and RWC4'. |
| C3 through Cn | ADDITIONAL PARAMETERS: The specific use of these control characters is dependent upon the type of peripheral device addressed. A summary of coding for these characters may be found in Table 8-23. |

## PUNCTUATION MARKS

The execution of this instruction neither affects nor is affected by word marks. However, record marks may terminate the data transfer, depending upon the device used and the operation performed (see the specific Honeywell manuals and information bulletins).

## TIMING

## Model 200 Processors:

$T=N_{i}+1$ memory cycles + data transfer time.

Type 1201 Processor:

$$
\begin{aligned}
\mathrm{T}= & \left(\mathrm{N}_{\mathrm{i}}-\mathrm{N}_{\mathrm{c}}+1\right) \text { memory cycles }+\left(\mathrm{N}_{\mathrm{cn}}+3\right) \text { input/output cycles }+1 \text { processor cycle } \\
& + \text { data transfer time. } 1
\end{aligned}
$$

## Type 2201 Processor:

$T=\left(N_{i}-N_{c}+1\right)$ memory cycles $+N_{c}$ alternate memory cycles + data transfer time.

## ADDRESS REGISTERS AFTER OPERATION

SR AAR BAR
NXT A $\quad B_{p}$

## NOTES

1. If either the read/write channel or the peripheral control (specified by Cl and C2, respectively) is found 'busy' during the extraction of a PDT instruction, the instruction is re-extracted: the contents of SR are set back to the address of the PDT op code, and the extraction process begins again. This process, which allows the processor to respond to interrupt signals that may occur while the PDT instruction is awaiting the availability of a read/write channel or peripheral control, is not performed in the Types 201 and 201-1 processors; PDT extraction in these two processors waits until the busy channel or control is available.
2. The PDT op code is a 'privileged" op code when used in a Type 2201 processor equipped with the Storage Protect Feature (see Appendix E).

## EXAMPLE

Read a card into the 80 -character image area tagged CREAD. Use RWC2 and assume that the card reader control is assigned to the logical address of octal 41.

## EASYCODER <br> CODING FORM



[^56]Table 8-23. Summary of PDT I/O Control Characters

| Input/OUTPUT OPERATION |  | PDT I/O CONTROL CHARACTER |  |  |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
|  |  | C1 READ/WRITE CHANNEL | $\stackrel{\mathrm{C} 2}{\text { CONTROL UNIT }}$ | $\begin{gathered} \text { C3 } \\ \text { ADDITIONAL } \\ \text { PARAMETERS } \end{gathered}$ | C4 <br> ADDITIONAL <br> PARAMETERS | C5 <br> ADDITIONAL <br> PARAMETERS | C6 ADDITIONAL PARAMETERS |
| C | READ | X X | $\mathrm{x}^{1} \mathrm{x}$ | none | none | none | none |
| R | PUNCH | x x | $\mathrm{x}^{2} \mathrm{x}$ | none | none | none | none |
| See: Honeywell Series 200 Equipment Operators' Manual (DSI-294) |  |  |  |  |  |  |  |
| P <br> A <br> P <br> E | READ | x x | $\mathrm{x}^{1} \mathrm{x}$ | $\begin{aligned} & \text { See Table } \\ & 8-24 \text { (page } \\ & 8-114 \text { ) } \end{aligned}$ | none | none | none |
|  | PUNCH | x x | $\mathrm{x}^{2} \mathrm{x}$ | See Table 8-25 (page 8-114) | none | none | none |
| See: Models 209/210 Paper Tape Equipment (DSI-322) |  |  |  |  |  |  |  |
| $\begin{array}{\|c} \hline \mathrm{P} \\ \mathrm{R} \\ \mathrm{I} \\ \mathrm{~N} \\ \mathrm{~T} \\ \mathrm{E} \\ \mathrm{R} \\ \hline \end{array}$ | PRINT | x X | $\mathrm{x}^{2} \mathrm{x}$ | $\begin{aligned} & \text { See Table } \\ & 8-26 \text { (page } \\ & 8-114 \text { ) } \end{aligned}$ | none | none | none |
| See: Honeywell Series 200 Equipment Operators' Manual (DSI-294) |  |  |  |  |  |  |  |
| M <br> A <br> G <br> N <br> E <br> T <br> I <br> C <br> T <br> A <br> P <br> 1 $i$ 2 <br> I N C <br> C <br> H | READ FORWARD | x X | $\mathrm{x}^{1} \mathrm{x}$ | $\begin{aligned} & 6 \mathrm{D} \\ & (\mathrm{D}=\text { tape drive, } \\ & 0-7)^{3} \end{aligned}$ | none | none | none |
|  | READ REVERSE (Feature 010 or 011) | x x | $\mathrm{x}^{1} \mathrm{x}$ | $\begin{gathered} 2 \mathrm{D} \\ (\mathrm{D=tape} \text { drive, } \\ 0-7)^{4} \\ \hline \end{gathered}$ | none | none | none |
|  | WRITE | X X | $\mathrm{x}^{2} \mathrm{x}$ | $\begin{aligned} & 2 D \\ & (D=\text { tape drive, } \\ & 0-7)^{5} \end{aligned}$ | none | none | none |
|  | SPACE FORWARD | x X | $\mathrm{x}^{1} \mathrm{x}$ | $\begin{aligned} & 4 \mathrm{D} \\ & \text { (D=tape drive, } \\ & 0-7) \end{aligned}$ | none | none | none |
|  | BACKSPACE | $\mathrm{x} \times$ | $\mathrm{x}^{1} \mathrm{x}$ | $\begin{aligned} & 0 \mathrm{D} \\ & (\mathrm{D}=\text { tape drive, } \\ & 0-7) \end{aligned}$ | none | none | none |
|  | ERASE | X X | $\mathrm{x}^{2} \mathrm{x}$ | $\begin{aligned} & 0 D \\ & (D=\text { tape drive, } \\ & 0-7) \end{aligned}$ | none | none | none |
| See: Honeywell Series 200 Equipment Operators' Manual (DSI-294) |  |  |  |  |  |  |  |
|  <br>  <br> A <br> G | READ FORWARD | X X | $\mathrm{x}^{1} \mathrm{x}$ | $\begin{aligned} & 6 D \\ & (D=\text { tape drive, } \\ & 0-7) \end{aligned}$ | none | none | none |
| N E T I I | READ SUPPRESSING CHANNEL | x X | $\mathrm{x}^{1} \mathrm{x}$ | $\begin{aligned} & 5 \mathrm{D} \\ & \text { (D=tape drive, } \\ & 0-7) \\ & \hline \end{aligned}$ | C 0 (C=channel to be suppressed) | none | none |
| C C T A | WRITE | X X | $\mathrm{x}^{2} \mathrm{x}$ | $\begin{aligned} & 6 \text { D } \\ & (D=\text { tape drive, } \\ & 0-7) \end{aligned}$ | none | none | none |
| P | SKIP WRITE | X X | $\mathrm{x}^{2} \mathrm{x}$ | $\begin{aligned} & 4 \mathrm{D} \\ & (\mathrm{D=tape} \text { drive, } \\ & 0-7) \end{aligned}$ | none | none | none |
|  <br>  <br> 4 <br> 1 <br> L <br> N <br> C <br> H | BACKSPACE | x X | $\mathrm{x}^{1} \mathrm{x}$ | $\begin{aligned} & 0 \text { D } \\ & (D=\text { tape drive, } \\ & 0-7) \end{aligned}$ | none | none | none |
| See: Honeywell Series 200 Equipment Operators' Manual (DSI-294) |  |  |  |  |  |  |  |
|  | SEARCH AND READ | X X | $\mathrm{x}^{1} \mathrm{x}$ | See Table <br> $8-27$ (page $8-115)$ | $\underbrace{0}_{\begin{array}{l} 9-\text { bit track } \\ \text { bered } 0-7 \end{array}}$ | $\frac{\mathrm{T} T}{\text { ress num- }} \text { octal) }$ | S S <br> Sector address numbered 0 47 (octal) |
|  | READ | $\mathrm{x} \times$ | $\mathrm{x}^{1} \mathrm{x}$ | $\begin{aligned} & \text { See Table } \\ & 8-27 \text { (page } \\ & 8-115 \text { ) } \end{aligned}$ | none | none | none |
|  | SEARCH AND WRITE | X X | $\mathrm{x}^{2} \mathrm{x}$ | $\begin{aligned} & \text { See Table } \\ & 8-27 \text { (page } \\ & 8-115 \text { ) } \end{aligned}$ | $\underbrace{0}_{\begin{array}{l} 9 \text {-bit track } \\ \text { bered } 0-7 \end{array}}$ | Tress num- | S S <br> Sector address numbered 0 47 (octal) |
|  | WRITE | X X | $\mathrm{x}^{2} \mathrm{x}$ | See Table <br> $8-27$ (page <br> 8-115) | none | none | none |
|  | READ ADDRESS REGISTER | X X | $\mathrm{x}^{1} \mathrm{x}$ | $\begin{aligned} & \text { See Table } \\ & 8-27 \text { (page } \\ & 8-115 \text { ) } \end{aligned}$ | none | none | none |
|  | Model 270 Random Access | um and Contro | I-348) |  |  |  |  |

Table 8-23 (cont). Summary of PDT I/O Control Characters

| INPUT/OUTPUT OPERATION |  | PDT I/O CONTROL CHARACTER |  |  |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
|  |  | $\begin{gathered} \text { CI } \\ \text { READ/WRITE } \\ \text { CHANNEL } \\ \hline \end{gathered}$ | C2 CONTROL UNIT | C3 <br> ADDITIONAL <br> PARAMETERS | C4 <br> ADDITIONAL <br> PARAMETERS | C5 <br> ADDITIONAL <br> PARAMETERS | $\begin{aligned} & \text { C6 } \\ & \text { ADDITIONAL } \\ & \text { PARAMETERS } \end{aligned}$ |
| $\begin{aligned} & M \\ & A \\ & S \\ & S \\ & M \\ & E \\ & M \\ & O \\ & R \\ & Y \\ & F \\ & I \\ & I \\ & L \\ & E \end{aligned}$ | LOAD ADDRESS REGISTER | XX | $\mathrm{x}^{2} \mathrm{x}$ | $\begin{gathered} 4 \mathrm{x} \\ \text { (X=unused) } \\ \hline \end{gathered}$ | none | none | none |
|  | STORE ADDRESS REGISTER | X X | $\mathrm{x}^{1} \mathrm{x}$ | $\begin{gathered} 4 \mathrm{X} \\ \text { (X=unused) } \end{gathered}$ | none | none | none |
|  | SEARCH AND READ | X X | $\mathrm{x}^{2} \mathrm{x}$ | $\begin{gathered} 2 \mathrm{D} \\ \text { (D=device } \\ \text { address) } \end{gathered}$ | none | none | none |
|  | SEARCH AND WRITE | X X | $\mathrm{x}^{2} \mathrm{x}$ | 2 D(D=device <br> address) | none | none | none |
|  | SEARCH AND READ NEXT | X X | $\mathrm{x}^{1} \mathrm{x}$ | $\begin{gathered} 3 \mathrm{D} \\ \text { ( } \mathrm{D}=\text { device } \\ \text { address) } \\ \hline \end{gathered}$ | none | none | none |
|  | SEARCH AND WRITE NEXT | X X | $\mathrm{x}^{2} \mathrm{x}$ | 3 D (D=device address) | none | none | none |
|  | READ INITIAL | X X | $\mathrm{x}^{1} \mathrm{x}$ | 0 D (D=device address) | none | none | none |
|  | READ | X X | $\mathrm{x}^{\text {l }} \mathrm{x}$ | $\begin{gathered} 1 \text { D } \\ \text { (D=device } \\ \text { address) } \end{gathered}$ | none | none | none |
|  | FORMAT WRITE INITIAL | X X | $\mathrm{x}^{2} \mathrm{x}$ | 0 D (D=device address) | none | none | none |
|  | FORMAT WRITE | $\mathrm{x} \times$ | $\mathrm{x}^{2} \mathrm{x}$ | $\begin{gathered} 1 \mathrm{D} \\ \text { (D=device } \\ \text { address) } \end{gathered}$ | none | none | none |
| Mass Memory File Transports and Control (File No. 112.0005. 1400.00.01) |  |  |  |  |  |  |  |
| $\begin{aligned} & \mathrm{C} \\ & \mathrm{O} \\ & \mathrm{~N} \\ & \mathrm{~S} \\ & \mathrm{O} \\ & \mathrm{~L} \\ & \mathrm{E} \end{aligned}$ | READ (NO GARRIAGE RETURN) | X x | $\mathrm{x}^{1} \mathrm{x}$ | 00 | none | none | none |
|  | READ (CARRIAGE RETURN) | X X | $\mathrm{x}^{1} \mathrm{x}$ | 01 | none | none | none |
|  | WRITE (NO CARRIAGE RETURN) | $\mathrm{x} \times$ | $\mathrm{x}^{2} \mathrm{x}$ | 00 | none | none | none |
|  | WRITE (CARRIAGE RETURN) | X X | $\mathrm{x}^{2} \mathrm{x}$ | 01 | none | none | none |
| See: Honeywell Series 200 Equipment Operators' Manual (DSI-294) |  |  |  |  |  |  |  |
| $\begin{aligned} & \mathrm{O} \\ & \mathrm{~N} \\ & \\ & \mathrm{~L} \\ & \mathrm{I} \\ & \mathrm{~N} \\ & \mathrm{E} \\ & \mathrm{~A} \\ & \mathrm{D} \\ & \mathrm{~A} \\ & \mathrm{P} \\ & \mathrm{~T} \\ & \mathrm{E} \\ & \mathrm{R} \end{aligned}$ | TRANSFER ID character to Model 200, Model 1200, or Model 2200 memory. | X X | X X | $\begin{gathered} 4 \mathrm{x} \\ (\mathrm{X}=\mathrm{unused}) \end{gathered}$ | none | none | none |
|  | ACCEPT the H-800/1800 instruction defined in the ID register. ${ }^{6}$ | x X | x x | 00 | none | none | none |
|  | ACCEPT the $\mathrm{H}-800 / 1800$ instruction defined in the ID register, and cause the H-800/1800 to branch to $\mathrm{U}+4$ or $\mathrm{U}+5 .{ }^{6}$ | X X | X X | 04 | none | none | none |
|  | DO NOT ACCEPT the H-800/1800 instruction defined in the ID register; rather, cause the $\mathrm{H}-800 /$ 1800 program to branch to Ut6 or U+7 (read or write errorl. ${ }^{6}$ | X X | x X | $\begin{aligned} & \quad 1 \quad U \\ & \text { ( } \mathrm{U}=\text { any value } \\ & \text { from } 0-7 \text {, } \\ & \text { octal) } \end{aligned}$ | none | none | none |
|  | SET the device busy indicator. ${ }^{6}$ | X X | x x | $\begin{gathered} 3 \mathrm{X} \\ (\mathrm{X}=\mathrm{unused} \text { ) } \\ \hline \end{gathered}$ | none | none | none |
| See: Model 212 On-Line Adapter (DSI-274) |  |  |  |  |  |  |  |
| $\begin{array}{ll} \mathrm{T} & 2 \\ \mathrm{Y} & 8 \\ \mathrm{P} & 1 \\ \mathrm{E} & 1 \end{array}$ | RECEIVE | X X | $\mathrm{x}^{1} \mathrm{x}$ | none | none | none | none |
| S C C C | TRANSMIT | X X | $\mathrm{x}^{2} \mathrm{x}$ | none | none | none | none |
| NOTES: 1. The high-order bit must be 1. <br> 2. The high-order bit must be 0 . <br> 3. Odd parity is asfumed. If even parity is required, the first octal character should be 7. <br> 4. Odd parity is assumed. If even parity is required, the first octal character should be 3 . <br> 5. Odd parity and short gap are assumed. <br> 6. This operation issues initiating and concluding device-ready responses. |  |  |  |  |  |  |  |

Table 8-24. C3 Coding for Type 209 Paper Tape Reader

|  |  |  |  |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| VALUE | $36$ | $5$ | $8$ | $3$ | 2 | $1$ |
| 1 | Not used | One character per frame | Sense end of record | Check odd parity | Forward | Increment <br> RWC |
| 0 | Not used | Two characters per frame | Do not sense end of record | Check even parity | Reverse | Decrement <br> RWC |

Table 8-25. C3 Coding for Type 210 Paper Tape Punch

| BIT | CHANNEL |  |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: |
| VALUE | $6$ | $5$ | 4 4 | 3 | $2 \square$ |
| 1 | Not used | One character per frame | Not used | Compute odd parity | $\begin{aligned} 00= & \text { Do not punch parity } \\ 01= & \text { Parity bit in chan- } \\ & \text { nel six } \end{aligned}$ |
| 0 | Not used | Two characters per frame | Not used | Compute even parity | $\begin{aligned} & \begin{array}{l} \text { nel six } \\ 10= \end{array} \\ & \begin{array}{l} \text { Parity bit in chan- } \\ \text { nel seven } \end{array} \\ & 11= \text { Parity bit in chan- } \\ & \text { nel eight } \end{aligned}$ |

Table 8-26. C3 Coding for Types 206 and 222 Printers

|  | Type 206 |  | Type 222 |
| :---: | :---: | :---: | :---: |
| c3 | INTERPRETATION | 4 C 3 | INTERPRETATION:\% |
| 00 nnnn | Print, then space the number of lines specified by nnnn (1-15). | 00 nnnn | Print, then space the number of lines specified by nnnn (0-15). |
| 01 nnnn | Print, then space to the head of the form if the end of the form is sensed; otherwise, space the number of lines specified by nnnn (1-15). | 01 nnnn | Print, then space to channel one of the format tape (HOF) if channel two of the format tape (EOF) is sensed; otherwise, space the number of lines specified by nnnn (0-15). |
| 11 nnnn | Do not print; space the number of lines specified by nnnn (1-15). | 11 nnnn | Do not print; space the number of lines specified by nnnn (0-15). |
| 100011 | Print, then space to the head of the form. | $\begin{aligned} & 100 \mathrm{xxx} \\ & 101 \mathrm{xxx} \end{aligned}$ | Print, then space to channel xxx. <br> Do not print; space to channel $x x x$. |
| 101111 | Do not print; space to the head of the form. | $\begin{aligned} & 000 \\ & 001 \\ & 010 \\ & 011 \\ & 100 \\ & 101 \\ & 110 \\ & 111 \end{aligned}$ | Channel 3 <br> Channel 4 <br> Channel 5 <br> Channel 1 (Head of form) <br> Channel 6 <br> Channel 7 <br> Channel 8 <br> Channel 1 (Head of form) |

Table 8-27. C3 Coding for Type 270 Random Access Drum


## PDT PERIPHERAL DATA TRANSFER <br> For: MULTI-CHANNEL COMMUNICATION

 CONTROL
## FORMAT

( I/O CONTROL CHARACTERS)


FUNCTION
This PDT instruction causes data to be transferred between the Multi-Channel Communication Control and the main memory area designated by the A address. Input/ output control character Cl designates the read/write channel through which the data will be transferred, while C 2 designates the peripheral control address. Both $C 1$ and C2 are described in Table 8-22 (see page 8-109).

## PUNCTUATION MARKS

The execution of this instruction neither affects nor is affected by word marks or record marks.

TIMING
Model 200 Processors:
$T=N_{i}+1$ memory cycles + data transfer time.

Type 1201 Processor:
$T=\left(N_{i}-N_{c}+1\right)$ memory cycles $+\left(N_{c n}+3\right)$ input/output cycles +1 processor cycle + data transfer time.

[^57]Type 2201 Processor:
$T=\left(N_{i}-N_{C}+1\right)$ memory cycles $+N_{c}$ alternate memory cycles + data transfer time.

## ADDRESS REGISTERS AFTER OPERATION

| SR | AAR | BAR |
| :--- | :---: | :--- |
| NXT | A | $B_{p}$ |

## NOTES

1. If either the read/write channel or the peripheral control (specified by Cl and C2, respectively) is found 'busy' during the extraction of a PDT instruction, the instruction is re-extracted: the contents of SRl are set back to the address of the PDT op code, and the extraction process begins again. This process, which allows the processor to respond to interrupt signals that may occur while the PDT instruction is awaiting the availability of a read/write channel or peripheral control, is not performed in the Types 201 and 201-1 processors; PDT extraction in these two processors waits until the busy channel or control is available.
2. The PDT op code is a "privileged" op code when used in a Type 2201 processor equipped with the Storage Protect Feature (see Appendix E).

Table 8-28. Summary of PDT I/O Control Characters for Type 286 Multi-Channel Communication Control

| INPUT/OUTPUT OPERATION | A ADDRESS | PDT I/O CONTROL CHAR. |  |  |
| :---: | :---: | :---: | :---: | :---: |
|  |  | Cl | C2 | C3 |
| FIRST DATA TRANSMISSION PDT | $\begin{aligned} & \text { LOC } \\ & \begin{array}{l} \text { (specifies "line 0" } \\ \text { in 286) } \end{array} \\ & \hline \end{aligned}$ | X X | $\mathrm{X}^{1} \mathrm{X}$ | none |
| RECEIVE DATA PDT | LOC+2 <br> (specifies line address in 286) | X X | $\mathrm{x}^{1} \mathrm{x}$ | none |
| TRANSMIT DATA PDT | $\mathrm{LOC}+2$ <br> (specifies line address in 286) | X X | $\mathrm{x}^{2} \mathrm{x}$ | none |
| LINE CONTROL PDT | LOC <br> (specifies address of line to be controlled) <br> NOTE: The sixline control transmission PDT instructions are listed in Table 8-29, below. | X X | $\mathrm{x}^{2} \mathrm{X}$ | none |
| NOTES: 1. The high-order bit must be 1 . <br> 2. The high-order bit must be 0 . |  |  |  |  |

Table 8-29. Type 286 Line Control Instructions

| CODE ${ }^{1}$ (OCTAL) | INSTRUCTION | DESCRIPTION |
| :---: | :---: | :---: |
| 10 | Transmit last character | Inform the 286 that the last character has been sent from the central processor, and place the control unit in the receive mode for that line (after transmitting last character). |
| 60 | Receive clear | Reset the bits of the logic character in the 286 memory. (This instruction should be given when power is first turned on.) |
| 30 | Inhibit 285 (service request) | Turn off the interrupt capability of a line that is requesting service (either input or output). |
| 50 | Transmit idle character | Repeat the previously provided character indefinitely, without interrupts. |
| 40 | Transmit | Stop the line from repeating character and cause an interrupt. |
| 74 | Move Longitudinal Redundancy Check (LRC) Character | Move the LRC character from the LRC register to the data buffer register. |

NOTE: The control code is stored in location LOC+1. (The high-order four bits of this location contain the code; the low-order two bits must be 0.)

| PCB | PERIPHERAL CONTROL AND BRANCH | For: PUNCHED CARD EQUPPMENT |
| :---: | :---: | :---: |
|  |  | PAPER TAPE EQUIPMENT |
|  |  | PRINTER |
|  |  | MAGNETIC TAPE EQUIPMENT |
|  |  | RANDOM ACCESS DRUM |
|  |  | MASS MEMORY FILE |
|  |  | CONSOLE |
|  |  | ON-LINE ADAPTER |
|  |  | SINGLE-CHANNEL COMMUNICATION CONTROL |

## FORMAT

| OP CODE | A | ADDRESS | Cl | (1/O CONTROL CHARACTERS) |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: |
|  |  |  |  | C2 | C3 | Cn |

## FUNCTION

,
The Peripheral Control and Branch instruction can initiate two types of operations: (1) test operations, and (2) control operations.

1. Test operations test the status of the peripheral control to which the PCB instruction is issued (e.g., test for a "busy" status, test to determine if an error is present, etc.)
2. Control operations set the peripheral control to perform a specific control function(e.g., reject error cards when addressed to card controls, rewind the tape when addressed to a magnetic tape control, etc.)
The $A$ address of a PCB instruction specifies a main memory location to which the machine branches if the test corditions specified by C3 through Cn are present. If the PCB instruction is initiating a control operation, the $A$ address specifies the main memory location to which a branch is made if the peripheral device is unavailable.

Cl designates the read/write channel. The function of this character is the same as its function for a PDT instruction; see Table 8-22 (page 8-109).
C2 designates the peripheral control. The function of this character is the same as its function for a PDT instruction; see Table 8-22 (page 8-109).

Control characters C3 through Cn designate the control and test operations. The specific use of these control characters is dependent upon the type of peripheral device addressed. A summary of coding for these characters may be found in Table 8-30 (see page 8-119).

## PUNCTUATION MARKS

The execution of this instruction neither affects nor is affected by word marks or record marks.

## TIMING

## Model 200 Processors:

$T=N_{i}+1$ memory cycles if no branch condition exists.
$T=N_{i}+2$ memory cycles if a branch occurs.

Type 1201 Processor:

$$
T=\left(N_{i}-N_{C}+1\right) \text { memory cycles }+N_{c} \text { input/output cycles. } 1
$$

Type 2201 Processor:
$T=\left(N_{i}-N_{C}+1\right)$ memory cycles $+N_{c}$ alternate memory cycles.

## ADDRESS REGISTERS AFTER OPERATION

| SR | AAR | BAR |  |
| :--- | :---: | :---: | :--- |
| NXT | A | B $_{p}$ | NO BRANCH |
| JI (A) | A | NXT | BRANCH |

The input/output traffic control of the Type 1201 processor gives one out of every four memory cycles unconditionally to the processor for internal operations; this cycle is called the "processor cycle." The three remaining memory cycles, which can be given either to the processor or to read/write channels, are called "input/output cycles.

## NOTES

1. Control character Cl tests the status of a read/write channel. If an RWC status test is not desired, Cl must contain zeros.
2. The PCB op code is a "privileged" op code when used in a Type 2201 processor equipped with the Storage Protect Feature (see Appendix E).

## EXAMPLE

In the following example, assume that the logical address of the card reader control is octal 41 .

Set the card reader control to read Hollerith code ( $C 3=27$ ) and to reject automatically all cards with hole-count errors ( $C 4=21$ ). If the device is inoperable, branch to the location tagged STOP. (Note that since an RWC is not to be tested, Cl must contain zeros.)

EASYCODER
CODING FORM


Table 8-30. Summary of PCB I/O Control Characters


Table 8-30 (cont). Summary of PCB I/O Control Characters

| TEST AND CONTROL OPERATIONS |  |  | PCB I/O CONTROL CHARACTERS |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: |
|  |  |  | Cl | C 2 | C3 through Cn |
|  | Branch to A address if device busy |  | X X | $\mathrm{X}^{3} \mathrm{X}$ | 10 |
|  | Branch to A address if punch-check error |  | X X | $\mathrm{X}^{3} \mathrm{X}$ | 41 |
|  | Branch to A address if illegal punch |  | X X | $\mathrm{x}^{3} \mathrm{X}$ | 42 |
|  | Branch to A address if device unavailable. If available, set control unit to: | Terminate punch-feed read operations, operate in Hollerith mode, and accept all error cards ${ }^{4}$ | X X | $\mathrm{x}^{3} \mathrm{X}$ | 27 |
|  |  | Punch special code | X X | $\mathrm{x}^{3} \mathrm{x}$ | 26 |
|  |  | Punch direct transcription code (feature 064) | X X | $\mathrm{x}^{3} \mathrm{x}$ | 25 |
|  |  | Generate busy signal if illegal punch | X X | $\mathrm{x}^{3} \mathrm{x}$ | 24 |
|  |  | Generate busy signal if punch-check error | X X | $\mathrm{x}^{3} \mathrm{X}$ | 23 |
|  |  | Reject cards with illegal punches | X X | $\mathrm{x}^{3} \mathrm{x}$ | 22 |
|  |  | Reject cards with punch-check error | X X | $\mathrm{x}^{3} \mathrm{x}$ | 21 |
|  |  | Operate in punch-feed read mode | X X | $\mathrm{x}^{3} \mathrm{X}$ | 20 |
|  | Turn the control allow function OFF |  | X X | $\mathrm{x}^{3} \mathrm{x}$ | 70 |
|  | Turn the control allow function ON |  | X X | $\mathrm{x}^{3} \mathrm{x}$ | 71 |
|  | Turn the control interrupt function OFF |  | X X | $\mathrm{x}^{3} \mathrm{x}$ | 74 |
|  | Branch to $A$ address if the control interrupt function is ON |  | X X | $\mathrm{x}^{3} \mathrm{x}$ | 75 |
|  | Branch to A address if device busy |  | X X | $\mathrm{X}^{1} \mathrm{X}$ | 10 |
|  | Branch to A address if cycle check error |  | X X | $\mathrm{X}^{1} \mathrm{X}$ | 41 |
|  | Branch to A address if illegal punch |  | X X | $\mathrm{X}^{1} \mathrm{X}$ | 42 |
|  | Branch to A address if device unavailable. If available, set control unit to: | Read Hollerith code and accept all error cards ${ }^{4}$ | X X | $\mathrm{x}^{1} \mathrm{X}$ | 27 |
|  |  | Read special code | X X | $\mathrm{X}^{1} \mathrm{X}$ | 26 |
|  |  | Read direct transcription code (feature 044) | X | $\mathrm{X}^{1} \mathrm{X}$ | 25 |

Table 8－30（cont）．Summary of PCBI／O Control Characters

| TEST AND CONTROL OPERATIONŚS |  |  | －PCBT／O CONTROL CHARACTERS |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: |
|  |  |  | fimel | c2 | C3 through Cn |
| $\begin{aligned} & \text { ت} \\ & \text { B } \\ & \text { U } \end{aligned}$ | Branch to A address if device unavailable． If available，set con－ trol unit to： | Reject cards with cycle check error | X X | $\mathrm{X}^{1} \mathrm{X}$ | 21 |
|  |  | Reject cards with illegal punches | X X | $\mathrm{X}^{1} \mathrm{x}$ | 22 |
| $$ |  | Generate busy sig－ nal if cycle check error | X X | $\mathrm{X}^{1} \mathrm{X}$ | 23 |
| 合 |  | Generate busy sig－ nal if illegal punch | X X | $\mathrm{x}^{1} \mathrm{x}$ | 24 |
| $\begin{aligned} & \text { H } \\ & \underset{\sim}{N} \\ & \mathrm{H} \end{aligned}$ | Turn the control allow function OFF |  | X X | $\mathrm{X}^{1} \mathrm{X}$ | 70 |
|  | Turn the control allow function of |  | X X | $\mathrm{X}^{1} \mathrm{X}$ | 71 |
|  | Turn the control interrupt function OFF |  | X X | $\mathrm{x}^{1} \mathrm{X}$ | 74 |
|  | Branch to A adiress if the control interrupt function is ON |  | $\mathrm{X} \mathbf{X}$ | $\mathrm{x}^{1} \mathrm{x}$ | 75 |
| See：Honeywell Series 200 Equipment Operators＇Manual（DSI－294） |  |  |  |  |  |
|  | Branch to A address if device busy |  | X X | $\mathrm{X}^{2} \mathrm{x}$ | 10 |
|  | Branch to A address if echo－check error |  | X X | $\mathrm{x}^{2} \mathrm{x}$ | 41 |
|  | Branch to A address if device unavailable． If available，set con－ trol unit to： | Punch Hollerith code ${ }^{4}$ | X X | $\mathrm{X}^{2} \mathrm{X}$ | 27 |
|  |  | Punch special code | X X | $\mathrm{x}^{2} \mathrm{x}$ | 26 |
|  |  | Punch direct tran－ scription code 5 （feature 064） | X X | $\mathrm{x}^{2} \mathrm{x}$ | 25 |
|  |  | Generate busy sig－ nal if echo－check error | X X | $\mathrm{x}^{2} \mathrm{x}$ | 23 |
|  |  | Reject cards with echo－check errors | X X | $\mathrm{x}^{2} \mathrm{x}$ | 21 |
|  | Turn the control allow function OFF |  | X X | $\mathrm{x}^{2} \mathrm{x}$ | 70 |
|  | Turn the control allow function ON |  | X X | $\mathrm{x}^{2} \mathrm{x}$ | 7 l |
|  | Turn the control interrupt function OFF |  | X X | $\mathrm{x}^{2} \mathrm{x}$ | 74 |
|  | Branch to A address if the control interrupt function is ON |  | X X | $\mathrm{x}^{2} \mathrm{x}$ | 75 |

Table 8-30 (cont). Summary of PCB I/O Control Characters

| TEST AND CONTROL OPERATIONS |
| :--- | :--- | :--- | :--- | :--- | :--- |

Table 8-30 (cont). Summary of PCBI/O Control Characters

| TEST AND CONTROL OPERATIONS |
| :--- | :--- | :--- | :--- | :--- | :--- |

Table 8-30 (cont). Summary of PCB I/O Control Characters

| TEST AND CONTROL OPERATIONS |  |  | PCB I/O CONTROL CHARACTERS \% |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: |
|  |  |  | C1 | C 2 | C3 through Cn |
|  | Branch to A address if device unavailable. If available, set control unit to: | Reject cards with illegal punches (feature 052) | X X | $\mathrm{x}^{2} \mathrm{X}$ | 22 |
|  |  | Reject cards with hole-count errors ${ }^{5}$ (feature 061) | X X | $\mathrm{x}^{2} \mathrm{X}$ | 21 |
|  |  | Punch-feed read operations ${ }^{5}$ (feature 062) | X X | $\mathrm{x}^{2} \mathrm{x}$ | 20 |
|  |  | Place previously punched card in middle stacker ${ }^{5}$ (feature 017) | X X | $\mathrm{x}^{2} \mathrm{x}$ | 31 |
|  |  | Place previously punched card in the punch eject stacker (feature 017-1) | X X | $\mathrm{x}^{2} \mathrm{x}$ | 32 |
|  | Turn the control allow function OFF |  | X X | $\mathrm{x}^{2} \mathrm{x}$ | 70 |
|  | Turn the control allow function ON |  | X X | $\mathrm{x}^{2} \mathrm{x}$ | 71 |
|  | Turn the control inter rupt function OFF |  | X X | $\mathrm{x}^{2} \mathrm{X}$ | 74 |
|  | Branch to A address if the control interrupt function is ON |  | X X | $\mathrm{x}^{2} \mathrm{x}$ | 75 |

See: Honeywell Series 200 Equipment Operators' Manual (DSI-294)

|  | Branch to A address if device busy |  | XX X | $\mathrm{X}^{1} \mathrm{X}$ |
| :--- | :--- | :---: | :---: | :---: |

See: Models 209/210 Paper Tape Equipment (DSI-322)

Table 8－30（cont）．Summary of PCB I／O Control Characters

| TEST AND CONTROL OPERATIONS |  | PCB I／O CONTROL CHARACTERS |  |  |
| :---: | :---: | :---: | :---: | :---: |
|  |  | Cl | C 2 | C3 through Cn |
|  | Branch to A address if device busy | X X | $\mathrm{X}^{2} \mathrm{x}$ | 10 |
|  | Turn the control allow function OFF | X X | $\mathrm{x}^{2} \mathrm{X}$ | 70 |
|  | Turn the control allow function ON | X X | $\mathrm{x}^{2} \mathrm{x}$ | 71 |
|  | Turn the control interrupt function OFF | X X | $\mathrm{x}^{2} \mathrm{X}$ | 74 |
|  | Branch to A address if the control interrupt function is ON | X X | $\mathrm{x}^{2} \mathrm{X}$ | 75 |
| See：Models 209／210 Paper Tape Equipment（DSI－322） |  |  |  |  |
|  | Branch to A address if device busy | X X | $\mathrm{x}^{2} \mathrm{X}$ | 10 |
|  | Branch to A address if print error | X X | $\mathrm{x}^{2} \mathrm{x}$ | 40 |
| See：Honeywell Series 200 Equipment Operators＇Manual（DSI－294） |  |  |  |  |
|  | Branch to A address if device busy | X X | $\mathrm{x}^{2} \mathrm{x}$ | 10 |
|  | Branch to A address if print error | X X | $\mathrm{X}^{2} \mathrm{X}$ | 40 |
|  | Branch to A address if formatting is complete | X X | $\mathrm{x}^{2} \mathrm{x}$ | 20 |
|  | Branch to A address if end of form | X X | $\mathrm{X}^{2} \mathrm{X}$ | 0 l |
|  | Branch to A address if channel eight | X X | $\mathrm{X}^{2} \mathrm{X}$ | 02 |
|  | Turn the control allow function OFF | X X | $\mathrm{X}^{2} \mathrm{X}$ | 70 |
|  | Turn the control allow function ON | X X | $\mathrm{X}^{2} \mathrm{X}$ | 71 |
|  | Turn the control interrupt function OFF | X X | $\mathrm{X}^{2} \mathrm{X}$ | 74 |
|  | Branch to A address if the control interrupt function is ON | X X | $\mathrm{x}^{2} \mathrm{x}$ | 75 |
| See：Honeywell Series 200 Equipment Operators＇Manual（DSI－294） |  |  |  |  |

Table 8-30 (cont). Summary of PCB I/O Control Characters


Table 8-30 (cont). Summary of PCB I/O Control Characters

| T |  | PCB I/O CONTROL CHARACTERS |  |  |
| :---: | :---: | :---: | :---: | :---: |
|  |  | Cl | C2 | C3 through Cn |
|  | Branch to A address if beginning of tape | X X | $\mathrm{X}^{1} \mathrm{X}$ | $\begin{gathered} 6 \mathrm{D} \\ (\mathrm{D}=\text { tape drive }, \\ 0-7) \end{gathered}$ |
|  | Branch to A address if end of tape | X X | $\mathrm{x}^{2} \mathrm{x}$ | $\begin{gathered} 6 \mathrm{D} \\ \begin{array}{c} (\mathrm{D}=\text { tape drive, } \\ 0-7) \end{array} \end{gathered}$ |
|  | Branch to A address if "long check" error is detected | X X | $\mathrm{x}^{2} \mathrm{x}$ | $\begin{gathered} 5 \mathrm{X} \\ (\mathrm{X}=\text { unused }) \end{gathered}$ |
|  | Turn the control allow function OFF | X X | $\mathrm{x}^{3} \mathrm{x}$ | 70 |
|  | Turn the control allow function ON | X X | $\mathrm{x}^{3} \mathrm{x}$ | 71 |
|  | Turn the control interrupt function OFF | X X | $\mathrm{x}^{3} \mathrm{x}$ | 74 |
|  | Branch to A address if the control interrupt function is ON | X X | $\mathrm{x}^{3} \mathrm{X}$ | 75 |
| See: Series 203A/204A Three-Quarter Inch Magnetic Tape Systems (DSI-342) |  |  |  |  |
|  | Branch to A address if device busy ${ }^{5}$ | $\mathrm{x}^{1} \mathrm{x}$ | X X | $\begin{aligned} & 0 \text { X or } 1 \text { X } \\ & \text { (X=unused) } \end{aligned}$ |
|  | Branch to A address if error indicator is on | $x^{1} x$ | X X | $\begin{gathered} 4 \mathrm{X} \\ (\mathrm{X}=\mathrm{unused}) \\ \hline \end{gathered}$ |
|  | Turn the control allow function OFF | $\mathrm{x}^{1} \mathrm{x}$ | X X | 70 |
|  | Turn the control allow function ON | $\mathrm{x}^{1} \mathrm{x}$ | X X | 71 |
|  | Turn the control interrupt function OFF | $\mathrm{x}^{1} \mathrm{x}$ | X X | 74 |
|  | Branch to A address if the control interrupt function is ON | $\mathrm{X}^{1} \mathrm{X}$ | X X | 75 |
| See: Model 270 Random Access Drum and Control (DSI-348) |  |  |  |  |
|  | Branch to A address if control busy | $\mathrm{X}^{1} \mathrm{X}$ | $\mathrm{x}^{2} \mathrm{x}$ | $\begin{gathered} 1 \mathrm{X} \\ (\mathrm{X}=\text { unused) } \\ \hline \end{gathered}$ |
|  | Branch to A address if device busy | $\mathrm{x}^{1} \mathrm{x}$ | $\mathrm{x}^{2} \mathrm{x}$ | $\begin{gathered} 0 \mathrm{D} \\ \text { (D=device } \\ \text { address) } \end{gathered}$ |
|  | Branch to A address if general exception | $\mathrm{x}^{1} \mathrm{x}$ | $\mathrm{x}^{2} \mathrm{X}$ | $\begin{gathered} 5 \mathrm{X} \\ \text { (X=unused) } \end{gathered}$ |
|  | Branch to A address if device unavailable | $x^{1} \mathrm{x}$ | $\mathrm{x}^{2} \mathrm{x}$ | $\begin{gathered} 4 \mathrm{D} \\ \text { (D=device } \\ \text { address) } \end{gathered}$ |
|  | Branch to A address if TLL flag | $\mathrm{X}^{1} \mathrm{X}$ | $\mathrm{X}^{1} \mathrm{X}$ | $\begin{gathered} 5 \mathrm{X} \\ (\mathrm{X}=\text { unused }) \end{gathered}$ |

Table 8-30 (cont). Summary of PCB I/O Control Characters

| TEST AND CONTROL OPERATIONS |
| :--- | :--- | :--- | :--- | :--- | :--- |

See: Mass Memory File Transports and Control (File No. 112.0005.1400.00.01)

|  | Branch to A address if device busy | X X | $\mathrm{x}^{2} \mathrm{x}$ | 10 |
| :---: | :---: | :---: | :---: | :---: |

See: Honeywell Series 200 Equipment Operators' Manual (DSI-294)

Table 8-30 (cont). Summary of PCB I/O Control Characters

| TEST AND CONTROL OPERATIONS |  | PCB I/O CONTROL CHARACTERS |  |  |
| :---: | :---: | :---: | :---: | :---: |
|  |  | Cl | [ C 2 | C3 through Cn |
|  | Branch to A address if device busy | X X | $\mathrm{x}^{2} \mathrm{x}$ | 10 |
|  | Reset the interrupt function | X X | $\mathrm{x}^{2} \mathrm{x}$ | 76 |
|  | Branch to A address if the interrupt function is ON | X X | $\mathrm{x}^{2} \mathrm{x}$ | 77 |
| See: Honeywell Series 200 Equipment Operators ${ }^{\text {' Manual }}$ (DSI-294) |  |  |  |  |
| $\begin{aligned} & 19 \\ & 1 \\ & 0 \\ & 0 \\ & 0 \\ & 0 \\ & 0 \\ & 0 \\ & 0 \\ & 0 \\ & N \\ & N \\ & 1 \\ & 2 \\ & 2 \\ & F \end{aligned}$ | Branch to $A$ address if device busy | X X | $\mathrm{x}^{2} \mathrm{X}$ | 10 |
|  | Turn the allow function OFF | X X | $\mathrm{x}^{2} \mathrm{X}$ | 70 |
|  | Turn the allow function $\mathrm{ON}^{8}$ | X X | $\mathrm{x}^{2} \mathrm{x}$ | 71 |
|  | Turn the data termination interrupt function OFF | X X | $\mathrm{x}^{2} \mathrm{x}$ | 74 |
|  | Branch to A address if data termination inter rupt function is ON | X X | $\mathrm{x}^{2} \mathrm{x}$ | 75 |
|  | Turn the manual interrupt function OFF ${ }^{9}$ | X X | $\mathrm{x}^{2} \mathrm{x}$ | 76 |
|  | Branch to A address if manual interrupt function is ON ${ }^{9}$ | X X | $\mathrm{x}^{2} \mathrm{x}$ | 77 |
|  | Branch to A address if device busy | $\mathrm{x}^{1} \mathrm{X}$ | $\mathrm{x}^{3} \mathrm{x}$ | $\begin{aligned} & 0 \text { X or } 1 \text { X } \\ & \text { (X=unused) } \end{aligned}$ |
|  | Branch to A address if data transfer is in progress | $\mathrm{x}^{1} \mathrm{X}$ | $\mathrm{x}^{3} \mathrm{x}$ | $\begin{gathered} 7 \mathrm{X} \\ \text { (X=unused) } \end{gathered}$ |
|  | Branch to A address if error or incomplete indicator is set | $\mathrm{X}^{1} \mathrm{X}$ | $\mathrm{x}^{3} \mathrm{x}$ | 4 X |
|  | Branch to $A$ address if parity error is stored | $\mathrm{x}^{1} \mathrm{x}$ | $\mathrm{x}^{3} \mathrm{x}$ | $\begin{gathered} 5 \mathrm{X} \\ \text { (X=unused) } \end{gathered}$ |
|  | Branch to A address if incomplete error is stored | $\mathrm{X}^{1} \mathrm{X}$ | $\mathrm{x}^{3} \mathrm{x}$ | $\begin{gathered} 6 \mathrm{X} \\ (\mathrm{X}=\mathrm{unused}) \end{gathered}$ |
|  | Place control character C4 in the ID register if data transfer is not in progress | $\mathrm{X}^{1} \mathrm{X}$ | $\mathrm{x}^{3} \mathrm{x}$ | $\begin{aligned} & \text { C3: } 2 \mathrm{X} \\ & (\mathrm{X}=\text { unused }) \end{aligned}$ |
|  |  |  |  | C4: octal char- <br> acter to be placed in ID register |
|  | Branch to A address unconditionally, and clear the ID register | $\mathrm{x}^{1} \mathrm{X}$ | $\mathrm{x}^{3} \mathrm{x}$ | $\begin{gathered} 3 \mathrm{X} \\ (\mathrm{X}=\text { unused }) \end{gathered}$ |

Table 8-30 (cont). Summary of PCB I/O Control Characters


## FORMAT

(I/O CONTROL CHARACTERS)


## FUNCTION

The Peripheral Control and Branch instruction can initiate two types of operations: (1) test operations, and (2) control operations.

1. Test operations test the status of the peripheral control to which the PCB instruction is issued.
2. Control operations set the peripheral control to perform a specific control function.

The A address of a PCB instruction specifies a main memory location to which the machine branches if the test conditions specified by C3 through Cn are present. If the PCB instruction is initiating a control operation, the A address is immaterial (although it must still be present in the instruction).
Cl designates the read/write channel. The function of this character is the same as its function for a PDT instruction; see Table 8-22 (page 8-109).
C 2 designates the peripheral control. The function of this character is the same as its function for a PDT instruction; see Table 8-22 (page 8-109).
Control characters C3 through Cn designate the control and test operations. A summary of coding for these characters may be found in Table 8-31 (see page 8-132).

## PUNCTUATION MARKS

The execution of this instruction neither affects nor is affected by word marks or record marks.

## TIMING

## Model 200 Processors:

$\mathrm{T}=\mathrm{N}_{\mathrm{i}}+1$ memory cycles if no branch condition exists.
$\mathrm{T}=\mathrm{N}_{\mathrm{i}}+2$ memory cycles if a branch occurs.

Type 1201 Processor:
$T=\left(N_{i}-N_{c}+1\right)$ memory cycles $+N_{C}$ input/output cycles. ${ }^{1}$

Type 2201 Processor:
$T=\left(N_{i}-N_{c}+1\right)$ memory cycles $+N_{c}$ alternate memory cycles.

[^58]
## ADDRESS REGISTERS AFTER OPERATION

| SR | AAR | BAR |  |
| :--- | :---: | :---: | :--- |
| NXT | A | $B_{p}$ | NO BRANCH |
| JI (A) | A | NXT | BRANCH |

## NOTES

1. Control character Cl tests the status of a read/write channel. If an RWC status test is not desired, Cl must contain zeros.
2. The PCB op code is a "privileged" op code when used in a Type 2201 processor equipped with the Storage Protect Feature (see Appendix E).

Table 8-31. Summary of PCB I/O Control Characters for Type 286 Multi-Channel Communication Control

| TEST AND CONTROL OPERATIONS | PCB I/O CONTROL CHARACTERS |  |  |  |
| :---: | :---: | :---: | :---: | :---: |
|  | - Cl | C2 | C | 3 |
| Branch to A address if device busy. If not busy, set the 286 to stop scanning and continue the program in sequence ${ }^{1}$ | X X | X X |  | 0 |
| Turn the allow function OFF | X X | X X | 7 | 0 |
| Turn the allow function ON | X X | XX |  | 1 |
| Branch to $A$ address if the interrupt was due to the 286 requesting service | X X | X X | 7 | 5 |
| NOTE: 1. The busytest has no significance for the Type 286. |  |  |  |  |

Octal notation is a convenient shorthand method of writing pure binary numbers. In Series 200 programming it is used to represent such binary values as main memory addresses, variant characters, I/O control characters, and constants.

If a binary value is divided into groups of three bits, proceeding from right to left, each group may be replaced by its octal equivalent as indicated in Table A-1.

Table A-1. Binary-Octal Equivalents

| 3-BIT BINARY GROUP | OCTAI. EQUIVALENT |
| :---: | :---: |
| 000 | 0 |
| 001 | 1 |
| 010 | 2 |
| 011 | 3 |
| 100 | 4 |
| 101 | 5 |
| 110 | 6 |
| 111 | 7 |

Example 1.
The binary value

$$
011111000101001110
$$

when divided into three-bit groups
$0111110001 \% 01001110$
has an octal equivalent of

$$
370516
$$

Example 2.
The binary value
1010100111010
when divided into three-bit groups
1010100111010
has an octal equivalent of

[^59]Table A-2. Decimal-Octal Conversion Table


## OCTAL-DECIMAL CONVERSION PROCEDURE

Consider the decimal number to be converted as a base and an increment. Locate the base (the next lower number which is evenly divisible by 200) in the margin of the lower chart and the increment in the body of the upper chart. The intersection of the row and column thus defined contains the high-order digits of the octal equivalent. The low-order digit appears in the margins of the upper chart opposite the increment. For example, to convert 7958 to octal, the base is 7800 and the increment is 158. Locate 158 in the upper chart and read down this column to the 7800 row below. The high-order octal result is 1742 . Then read out to the margin of the upper chart to obtain the low-order digit of 6. Append (do not add) this digit to 1742 for an octal equivalent of 17,426 .

To convert an octal number to decimal, locate the high-order digits in the body of the lower chart and the low-order digit in the margin of the upper chart. Then perform the converse of the above operation.

## APPENDIX <br> B

Table B-1. Control Register Designations

| OCTAL ADDRESS <br> (Control Panel or Console Addressing) |  | VARIANT CHARACTER <br> (LCR \& SCR Instructions) | REGISTER |  |
| :---: | :---: | :---: | :---: | :---: |
| 200 | 1200 \& 2200 |  | Mnemonic | Function |
| 01 | 01 | 01 | CLCl | Read/ Write Channel 1 Current Location Counter |
| 02 | 02 | 02 | CLC 2 | Read/Write Channel 2 Current Location Counter |
| 03 | 03 | 03 | CLC3 | Read/Write Channel 3 Current Location Counter |
| 05 | 05 | 05 | CLCl ${ }^{1}$ | Read/ Write Channel l' Current Location Counter |
| 11 | 11 | 11 | SLCl | Read/ Write Channel 1 Starting Location Counter |
| 12 | 12 | 12 | SLC2 | Read/ Write Channel 2 Starting Location Counter |
| 13 | 13 | 13 | SLC3 | Read/Write Channel 3 Starting Location Counter |
| 15 | 15 | 15 | SLC ${ }^{\prime \prime}$ | Read/Write Channel $1^{\prime}$ Starting Location Counter |
|  | $21^{1}$ | 21 | CLC4 | Read/Write Channel 4 Current Location Counter |
|  | 221 | 22 | C LC 5 | Read/ Write Channel 5 Current Location Counter |
|  | 231 | 23 | C LC 6 | Read/Write Channel 6 Current Location Counter |
|  | $25^{1}$ | 25 | CLC4' | Read/Write Channel $4^{\prime}$ Current Location Counter |
|  | $31^{1}$ | 31 | SLC4 | Read/ Write Channel 4 Starting Location Counter |
|  | $32^{1}$ | 32 | SLC5 | Read/Write Channel 5 Starting Location Counter |
|  | $33^{1}$ | 33 | SLC6 | Read/ Write Channel 6 Starting Location Counter |
|  | $35^{1}$ | 1 35 | SLC4' | Read/Write Channel $4^{\prime}$ $\qquad$ Starting Location Counter |

Table B-l (cont). Control Register Designations

| OCTAL ADDRESS (Control Panel or Console Addressing) |  | VARIANT CHARACTER <br> (LCR \& SCR Instructions) | REGISTER |  |
| :---: | :---: | :---: | :---: | :---: |
| 200 | 1200 \& 1200 |  | Mnemonic | Function |
| 04 | 64 | 64 | CSR | Change Sequence Register |
| 06 | 66 | 66 | EIR | External Interrupt Register |
| 14 | 74 | 67 | AAR | A-Address Register |
| 10 | 70 | 70 | BAR | B-Address Register |
| n/a | 76 | 76 | IIR | Internal Interrupt Register |
| 17 | 77 | 77 | SR | Sequence Register |
| n/a | 41-43 | n/a | AC0 | Floating-Point Accumulator 0 |
| n/a | 45-47 | $\mathrm{n} / \mathrm{a}$ | ACl | Floating-Point Accumulator 1 |
| n/a | 51-53 | n/a | AC2 | Floating-Point Accumulator 2 |
| n/a | 55-57 | n/a | AC3 | Floating-Point Accumulator 3 |
| ${ }^{1} 2200$ only. |  |  |  |  |

Table B-2. Extended Move (EXM) Conditions

| CONDITIONS | VARIANT BITS |  |  |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: |
|  | $\mathrm{V}_{6} \mathrm{~V}_{5} \mathrm{~V}_{4} \mathrm{~V}_{3} \mathrm{~V}_{2} \mathrm{~V}_{1}$ |  |  |  |  |  |
| Type of Move |  |  |  |  |  |  |
| 1. A-field data bits $\longrightarrow \mathrm{B}$ | X | X | X | X | X | 1 |
| 2. A-field word-mark bits $\longrightarrow B$ | X | X | X | X | 1 | X |
| 3. A-field item-mark bits $\longrightarrow B$ | X | X | X | 1 | X | X |
| Direction of Move |  |  |  |  |  |  |
| 1. right to left | X | X | 0 | X | X | X |
| 2. left to right | X | X | 1 | X | X | X |
| Termination of Mȯve |  |  |  |  |  |  |
| 1. automatic after single-character move | 0 | 0 | X | X | X | X |
| 2. A-field word mark | 0 | 1 | X | X | X | X |
| 3. A-field item mark | 1 | 0 | X | X | X | X |
| 4. A-field record mark | 1 | 1 | X | X | X | X |

Table B-3. Branch on Condition Test (BCT) SENSE Switch Conditions

| VARIANT CHARACTER (Octal) | BRANCH CONDITION |
| :---: | :---: |
| 00 | Unconditional |
| 01 | SENSE Switch 1 On |
| 02 | SENSE Switch 2 On |
| 03 | SENSE Switches 1 and 2 On |
| 04 | SENSE Switch 3 On |
| 05 | SENSE Switches 1 and 3 On |
| 06 | SENSE Switches 2 and 3 On |
| 07 | SENSE Switches 1, 2, and 3 On |
| 10 | SENSE Switch 4 On |
| 11 | SENSE Switches 1 and 4 On |
| 12 | SENSE Switches 2 and 4 On |
| 13 | SENSE Switches 1, 2, and 4 On |
| 14 | SENSE Switches 3 and 4 On |
| 15 | SENSE Switches 1, 3, and 4 On |
| 16 | SENSE Switches 2, 3, and 4 On |
| 17 | SENSE Switches 1, 2, 3, and 4 On |
| 20 | Unconditional |
| 21 | SENSE Switch 5 On |
| 22 | SENSE Switch 6 On |
| 23 | SENSE Switches 5 and 6 On |
| 24 | SENSE Switch 7 On |
| 25 | SENSE Switches 5 and 7 On |
| 26 | SENSE Switches 6 and 7 On |
| 27 | SENSE Switches 5, 6, and 7 On |
| 30 | SENSE Switch 8 On |
| 31 | SENSE Switches 5 and 8 On |
| 32 | SENSE Switches 6 and 8 On |
| 33 | SENSE Switches 5, 6, and 8 On |
| 34 | SENSE Switches 7 and 8 On |
| 35 | SENSE Switches 5, 7, and 8 On |
| 36 | SENSE Switches 6, 7, and 8 On |
| 37 | SENSE Switches 5, 6, 7, and 8 On |
| NOTE: When testing for a multiple SENSE switch condition, a branch occurs only if all of the specified conditions are met. |  |

Table B-4. Branch on Condition Test (BCT) Indicator Conditions


Table B-5. Branch on Character Condition (BCC) Conditions

| VARIANT CHARACTER (Octal) | BRANCH CONDITION |
| :---: | :---: |
| 00 | Unconditional |
| 01* | A bit is 1 |
| 02 | B bit is 1 |
| 03* | B and A bits are 11 |
| 04* | $B$ and $A$ bits are 00 |
| 05* | $B$ and A bits are 01 (Positive sign) |
| 06 | $B$ and A bits are 10 (Negative sign) |
| 07* | $B$ and A bits are 11 (same as 03) |
| 10 | Word-mark bit is 1 |
| 11* | Word-mark bit is 1 , A bit is 1 |
| 12 | Word-mark bit is $1, \mathrm{~B}$ bit is 1 |
| 13* | Word-mark bit is $1, B$ and $A$ bits are 11 |
| 14* | Word-mark bit is $1, B$ and $A$ bits are 00 |
| 15* | Word-mark bit is l, Positive sign |
| 16 | Word-mark bit is 1 , Negative sign |
| 17* | Word-mark bit is $1, B$ and A bits are 11 |
| 20 | Item-mark bit is 1 |
| 21* | Item-mark bit is 1, A bit is 1 |
| 22 | Item-mark bit is 1, B bit is 1 |
| 23* | Item-mark bit is 1, B and A bits are 11 |
| 24* | Item-mark bit is $1, B$ and A bits are 00 |
| 25* | Item-mark bit is 1, Positive Sign |
| 26 | Item-mark bit is 1, Negative Sign |
| 27* | Item-mark bit is 1, B and A bits are 11 |
| 30 | Record mark |
| 31* | Record mark, A bit is 1 |
| 32 | Record mark, B bit is 1 |
| 33* | Record mark, B and A bits are 11 |
| 34* | Record mark, B and A bits are 00 |
| 35* | Record mark, Positive sign |
| 36 | Record mark, Negative sign |
| 37* | Record mark, $B$ and A bits are 11 |
| 40* | No punctuation (Word mark and Record mark bits are 00) |
| 41** | No punctuation, A bit is 1 <br> No punctuation, B bit is 1 |
| 43* | No punctuation, $B$ and $A$ bits are 11 |
| 44* | No punctuation, $B$ and $A$ bits are 00 |
| 45* | No punctuation, Positive sign |
| 46* | No punctuation, Negative sign |
| 47* | No punctuation, B and A bits are 11 |
| 50* | Word mark |
| 51* | Word mark, A bit is 1 |
| 52* | Word mark, B bit is 1 |
| 53** | Word mark, B and A bits are 11 |
| 54* | Word mark, B and A bits are 00 |
| 55* | Word mark, Positive sign |
| 56* | Word mark, Negative sign |
| 57* | Word mark, B and A bits are 11 |

Table B-5 (cont). Branch on Character Condition (BCC) Conditions

| VARIANT CHARACTER (Octal) | BRANCH CONDITION |
| :---: | :---: |
| 60* | Item mark |
| 61* | Item mark, A bit is 1 |
| 62* | Item mark, B bit is 1 |
| 63* | Item mark, B and A bits are 11 |
| 64* | Item mark, B and A bits are 00 |
| 65* | Item mark, Positive sign |
| 66* | Item mark, Negative sign |
| 67* | Item mark, B and A bits are 11 |
| 70* | Unc onditional |
| 71* | Word mark or A bit is 1 |
| 72* | Word mark or B bit is 1 |
| 73* | Word mark or B and A bits are 11 |
| 74* | Word mark or B and A bits are 00 |
| 75* | Word mark or Positive sign |
| 76* | Word mark or Negative sign |
| 77* | Word mark $\underline{\text { or }} \mathrm{B}$ and A bits are 11 |

*Valid only on systems equipped with the Advanced Programming Feature (Feature 010 or 011).

Table B-6. Series 200 Character Codes

| Key <br> Punch | Card Code | Central <br> Processor <br> Code | Octal | High <br> Speed <br> Printer | Key Punch | Card Code | Central <br> Processor <br> Code | Octal | High <br> Speed <br> Printer |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| 0 | 0 | 000000 | 00 | 0 | $\overline{0}$ or - | $\mathrm{X}, 0$ or $\mathrm{X}^{(1)}$ | 100000 | 40 | - |
| 1 | 1 | 000001 | 01 | 1 | J | X, 1 | 100001 | 41 | J |
| 2 | 2 | 000010 | 02 | 2 | K | X, 2 | 100010 | 42 | K |
| 3 | 3 | 000011 | 03 | 3 | L | $\mathrm{X}, 3$ | 100011 | 43 | L |
| 4 | 4 | 000100 | 04 | 4 | M | X, 4 | 100100 | 44 | M |
| 5 | 5 | 000101 | 05 | 5 | N | X, 5 | 100101 | 45 | N |
| 6 | 6 | 000110 | 06 | 6 | O | X, 6 | 100110 | 46 | $\bigcirc$ |
| 7 | 7 | 000111 | 07 | 7 | P | $\mathrm{X}, 7$ | 100111 | 47 | P |
| 8 | 8 | 001000 | 10 | 8 | Q | $\mathrm{X}, 8$ | 101000 | 50 | Q |
| 9 | 9 | 001001 | 11 | 9 | R | X, 9 | 101001 | 51 | R |
|  | 8, 2 | 001010 | 12 | 1 |  | X, 8, 2 | 101010 | 52 | \# |
| \# | 8,3 | 001011 | 13 | $=$ | \$ | $\mathrm{X}, 8,3$ | 101011 | 53 | \$ |
| @ | 8,4 | 001100 | 14 |  | * | $\mathrm{X}, 8,4$ | 101100 | 54 | * |
| Space | Blank | 001101 | 15 | Blank |  | $\mathrm{X}, 8,5$ | 101101 | 55 |  |
|  | 8,6 | 001110 | 16 | $>(2)$ |  | $\mathrm{X}, 8,6$ | 101110 | 56 | $\neq$ (2) |
|  | 8,7 | 001111 | 17 | \& | - or $\overline{0}$ | X or $\mathrm{X}, 0^{(1)}$ | 101111 | 57 | ! (2) |
| 0 or \& | R, 0 or $\mathrm{R}^{(1)}$ | 010000 | 20 | + |  | 8, 5 \% | 110000 | 60 | $<$ (2) |
| A | R, 1 | 010001 | 21 | A | 1 | 0,1 | 110001 | 61 | 1 |
| B | R, 2 | 010010 | 22 | B | S | 0, 2 | 110010 | 62 | S |
| C | R, 3 | 010011 | 23 | C | T | 0,3 | 110011 | 63 | T |
| D | R, 4 | 010100 | 24 | D | U | 0,4 | 110100 | 64 | U |
| E | R, 5 | 010101 | 25 | E | V | 0, 5 | 110101 | 65 | V |
| F | R, 6 | 010110 | 26 | F | W | 0,6 | 110110 | 66 | W |
| G | R, 7 | 010111 | 27 | G | X | 0,7 | 110111 | 67 | X |
| H | R, 8 | 011000 | 30 | H | Y | 0, 8 | 111000 | 70 | Y |
| I | R,9 | 011001 | 31 | I | Z | 0,9 | 111001 | 71 | Z |
|  | R, 8, 2 | 011010 | 32 | ; |  | 0, 8, 2 | 111010 | 72 | @ |
| $\stackrel{\square}{\square}$ | R, 8, 3 | 011011 | 33 |  |  | 0,8,3 | 111011 | 73 |  |
| $\square$ | R, 8, 4 | 011100 | 34 | ) | \% | 0,8,4 | 111100 | 74 | 1 |
|  | R, 8, 5 | 011101 | 35 | \% |  | 0, 8, 5 | 111101 | 75 | $\mathrm{C}_{\mathrm{R}}$ |
|  | R, 8,6 | 011110 | 36 | - |  | 0, 8,6 | 111110 | 76 | $\square$ (2) |
| \& or ${ }_{0}^{\text {\& }}$ | R or $\mathrm{R}, 0^{(1)}$ | 011111 | 37 | $?^{(2)}$ |  | 0,8,7 | 111111 | 77 | ¢ (2) |
| ${ }^{(1)}$ Special Code. This card code-central processor code equivalency is effective when control character 26 is coded in a card read or punch PCB instruction. <br> ${ }^{(2)}$ Indicates symbol which will be printed by a printer which has a 63-character drum (Type 222 printers) |  |  |  |  |  |  |  |  |  |
|  |  |  |  |  |  |  |  |  |  |

Table B-7. Binary, Octal, and Decimal Equivalents

| BIIT. | ocr: | DEC. | BIN: | OCT: | DEC. |
| :---: | :---: | :---: | :---: | :---: | :---: |
| 0 | 0 | 0 | 100000 | 40 | 32 |
| 1 | 1 | 1 | 100001 | 41 | 33 |
| 10 | 2 | 2 | 100010 | 42 | 34 |
| 11 | 3 | 3 | 100011 | 43 | 35 |
| 100 | 4 | 4 | 100100 | 44 | 36 |
| 101 | 5 | 5 | 100101 | 45 | 37 |
| 110 | 6 | 6 | 100110 | 46 | 38 |
| 111 | 7 | 7 | 100111 | 47 | 39 |
| 1000 | 10 | 8 | 101000 | 50 | 40 |
| 1001 | 11 | 9 | 101001 | 51 | 41 |
| 1010 | 12 | 10 | 101010 | 52 | 42 |
| 1011 | 13 | 11 | 101011 | 53 | 43 |
| 1100 | 14 | 12 | 101100 | 54 | 44 |
| 1101 | 15 | 13 | 101101 | 55 | 45 |
| 1110 | 16 | 14 | 101110 | 56 | 46 |
| 1111 | 17 | 15 | 101111 | 57 | 47 |
| 10000 | 20 | 16 | 110000 | 60 | 48 |
| 10001 | 21 | 17 | 110001 | 61 | 49 |
| 10010 | 22 | 18 | 110010 | 62 | 50 |
| 10011 | 23 | 19 | 110011 | 63 | 51 |
| 10100 | 24 | 20 | 110100 | 64 | 52 |
| 10101 | 25 | 21 | 110101 | 65 | 53 |
| 10110 | 26 | 22 | 110110 | 66 | 54 |
| 10111 | 27 | 23 | 110111 | 67 | 55 |
| 11000 | 30 | 24 | 111000 | 70 | 56 |
| 11001 | 31 | 25 | 111001 | 71 | 57 |
| 11010 | 32 | 26 | 111010 | 72 | 58 |
| 11011 | 33 | 27 | 111011 | 73 | 59 |
| 11100 | 34 | 28 | 111100 | 74 | 60 |
| 11101 | 35 | 29 | 111101 | 75 | 61 |
| 11110 | 36 | 30 , | 111110 | 76 | 62 |
| 11111 | 37 | 31 | 111111 | 77 | 63 |

Table B-8. Powers of 2

| 4 4 |  | 2 n |  |
| :---: | :---: | :---: | :---: |
| 0 |  |  | 1 |
| 1 |  |  | 2 |
| 2 |  |  | 4 |
| 3 |  |  | 8 |
| 4 |  |  | 16 |
| 5 |  |  | 32 |
| 6 |  |  | 64 |
| 7 |  |  | 128 |
| 8 |  |  | 256 |
| 9 |  |  | 512 |
| 10 |  | 1 | 024 |
| 11 |  | 2 | 048 |
| 12 |  | 4 | 096 |
| 13 |  | 8 | 192 |
| 14 |  | 16 | 384 |
| 15 |  | 32 | 768 |
| 16 |  | 65 | 536 |
| 17 |  | 131 | 072 |
| 18 |  | 262 | 144 |
| 19 |  | 524 | 288 |
| 20 | 1 | 048 | 576 |
| 21 | 2 | 097 | 152 |
| 22 | 4 | 194 | 304 |
| 23 | 8 | 388 | 608 |
| 24 | 16 | 777 | 216 |

Table C-1. Instruction Summary of Appendix C

| Op Code |  |  |  | Function | $\begin{gathered} \text { Timing } \\ \text { (Memory Cycles) } \end{gathered}$ | Format | $\begin{array}{\|} \text { Extraction } \\ \text { Path }^{2} \end{array}$ | $\begin{gathered} \text { Required Word } \\ \text { Marks } \end{gathered}$ | $\begin{array}{\|c} \text { Terminated } \\ \text { Ey: } \end{array}$ | Can InstructionRe Chained? | Described On Fage: |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| Mnemonic | Octal | $\begin{aligned} & \hline \text { Card } \\ & \text { Code } \\ & \hline \end{aligned}$ | $\begin{gathered} \text { Key } \\ \text { Punch } \\ \hline \end{gathered}$ |  |  |  |  |  |  |  |  |
| ARITHMETIC Instructions |  |  |  |  |  |  |  |  |  |  |  |
| A | 36 | R, 8, 6 |  | Decimal Add |  | $\begin{aligned} & \text { a. } A / A, B \\ & \text { b. } A / A \\ & \text { c. } A / \end{aligned}$ | $\begin{aligned} & \text { Duplicates } \\ & \text { A. } \end{aligned}$ | B operand. A opprand only if smaller than B. | $\begin{aligned} & \text { B-operand } \\ & \text { word mark. } \end{aligned}$ | Yes. | 8.16 |
| s | 37 | R or R, $0^{3}$ | * | Decimal Subitract |  | $\begin{aligned} & \text { a. } S / A, B \\ & \text { b. } S A A \\ & \text { c. } S / \end{aligned}$ | $\begin{gathered} \text { Duplicate } \\ \text { A. } \end{gathered}$ | B operand. A operand only if smaller than B. | $\begin{array}{\|l\|} \hline \begin{array}{l} \text { B-operand } \\ \text { word mark. } \end{array} \end{array}$ | Yes. | 8-18 |
| BA | 34 | R, 8, 4 | 0 | Binary Add | $\mathrm{N}_{\mathrm{i}}+1+\mathrm{N}_{\mathrm{w}}+2 \mathrm{~N}_{\mathrm{b}}$ | $\begin{aligned} & \text { a. } B A / A, B \\ & \text { b. } B A / A \\ & \text { c. } B A / \end{aligned}$ | $\begin{gathered} \text { Duplicates } \\ \text { A. } \end{gathered}$ | B operand. A operand only if smaller than $B$. | $\begin{aligned} & \hline \begin{array}{l} \text { B-operand } \\ \text { word mark. } \end{array} \end{aligned}$ | Yes. | 8-20 |
| BS | 35 | R, 8, 5 |  | Binary Subtract | $\mathrm{N}_{\mathrm{i}}+1+\mathrm{N}_{\mathrm{w}}+2 \mathrm{~N}_{\mathrm{b}}$ | $\begin{aligned} & \text { a. } \mathrm{BS} / \mathrm{A}, \mathrm{~B} \\ & \text { b. } \mathrm{BS} / \mathrm{A} \\ & \text { c. } \mathrm{BS} / \end{aligned}$ | $\begin{array}{\|c\|} \hline \text { Duplicates } \\ \text { A. } \end{array}$ | $\begin{aligned} & \text { Boperand. A } \\ & \text { operand only if } \\ & \text { smaller than } B . \end{aligned}$ | $\begin{aligned} & \text { B-operand } \\ & \text { word mark. } \end{aligned}$ | Yes. | 8-21 |
| zA | 16 | 8,6 |  | Zero and Add | $\mathrm{Na}_{\mathrm{i}}+1+\mathrm{N}_{\mathrm{w}}+\mathrm{N}_{\mathrm{b}}$ | $\begin{aligned} & \text { a. ZA/A, B } \\ & \text { b. ZA/A } \\ & \text { c. ZA/ } \end{aligned}$ | $\underset{\substack{\text { Duplicates } \\ \text { A. }}}{ }$ | $\begin{aligned} & \text { B operand. A } \\ & \text { operand only if } \\ & \text { smaller than } B . \end{aligned}$ | $\begin{aligned} & \text { B-operand } \\ & \text { word mark. } \end{aligned}$ | Yes. | 8-23 |
| ZS | 17 | 8.7 |  | Zero and Subtract | $\mathrm{Ni}_{\mathrm{i}}+1+\mathrm{N}_{\mathrm{w}}+\mathrm{N}_{\mathrm{b}}$ | $\begin{aligned} & \text { a. } 2 S / \mathrm{A}, \mathrm{~B} \\ & \text { b. } 25 / \mathrm{A} \\ & \text { c. } \mathrm{ZS} / \end{aligned}$ | Duplicates | B operand. <br> operand only if <br> smaller than $B$. | B-operand word mark. | Yes. | 8-24 |
| M | 26 | R. 6 | F | Decimal Multiply | See pagc 8-28. | $\begin{aligned} & \text { a. } M / A, B \\ & \text { b. } M / A, \\ & \text { c. } M / \end{aligned}$ |  | $\overline{\mathrm{A}}$ and B fields. | $\begin{array}{\|l\|l\|} \hline \text { Both word } \\ \text { marks. } \end{array}$ | Yes. | 8.26 |
| D | 27 | R, 7 | G | Decimal Divide | See page 8-31... | $\begin{aligned} & \text { a. D/A, B } \\ & \text { b. D/A/ } \\ & \text { c. D/ } \end{aligned}$ | Preserves <br> B. | $\begin{array}{\|l} \hline \text { A ope rand } \\ \text { (divisor). } \end{array}$ | $\begin{array}{\|l\|} \hline \text { A-operand } \\ \text { word mark. } \end{array}$ | Yes. | 8-29 |
| Locic instructions |  |  |  |  |  |  |  |  |  |  |  |
| ext | 31 | R,9 | 1 | Extract (Logical <br> Product) | $\mathrm{N}_{\mathrm{i}}+1+3 \mathrm{~N}_{\mathrm{w}}$ | $\begin{aligned} & \text { a. EXT/A, B } \\ & \text { b. EXT/A } \\ & \text { c. EXT/ } \end{aligned}$ | $\begin{gathered} \text { Freserves } \\ \text { B. } \end{gathered}$ | $\begin{aligned} & \text { Smaller oper - } \\ & \text { and. } \end{aligned}$ | $\begin{aligned} & \begin{array}{l} \text { Word mark } \\ \text { of smaller } \\ \text { operand. } \end{array} \\ & \hline \end{aligned}$ | Yes. | 8-34 |
| HA | 30 | R, 8 | H | $\begin{aligned} & \text { Half Add } \\ & \text { (Exclusive Or) } \end{aligned}$ | ${ }_{\mathbf{i}}+1+3 \mathrm{~N}_{\mathrm{w}}$ | $\begin{aligned} & \text { a. HA/A, B } \\ & \text { b. HA/A } \\ & \text { c. HA/ } \end{aligned}$ | $\begin{gathered} \text { Prescrves } \\ \text { B. } \end{gathered}$ | $\begin{aligned} & \text { Smaller oper- } \\ & \text { and. } \end{aligned}$ | $\begin{aligned} & \text { Word mark } \\ & \text { of smaller } \\ & \text { operand. } \end{aligned}$ | Yes. | 8-35 |
| SST | 32 | R, 8, 2 |  | Substitute | $\mathrm{N}_{\mathrm{i}}+4$ | $\begin{aligned} & \text { a. } \operatorname{sST} / \mathrm{A}, \mathrm{E}, \mathrm{~V} \\ & \text { b. } \mathrm{SST} / \mathrm{A}, \mathrm{~B} \\ & \text { c. } \operatorname{SSTTA} \mathrm{A} \\ & \text { d. SST/ } \end{aligned}$ | $\underset{\substack{\text { Preserves } \\ \text { B. }}}{ }$ | None. | $\begin{aligned} & \text { Single- } \\ & \text { character } \\ & \text { operation. } \end{aligned}$ | Yes. | 8-37 |
| c | 33 | R, 8, 3 |  | Compare | $\mathrm{Na}_{\mathrm{i}}+2+\mathrm{N}_{\mathrm{w}}+\mathrm{N}_{\mathrm{b}}{ }^{6}$ | $\begin{aligned} & \text { a. } C / A, B \\ & \text { b. } C / A \\ & \text { c. } C / \end{aligned}$ | $\underset{\substack{\text { Preserves } \\ \text { B. }}}{ }$ | $\begin{aligned} & \text { B operand. A } \\ & \text { operanco only if } \\ & \text { smaller than } B \text {. } \end{aligned}$ | $\begin{array}{\|l\|l\|} \hline \text { B-ope rand. } \\ \text { word mark. } \end{array}$ | Yes. | 8-38 |
| в | 65 | 0,5 | v | Branch (Unconditiona1) | $\mathrm{N}_{\mathrm{i}}+2$ | a. $\mathrm{B} / \mathrm{A}$ | $\begin{gathered} \text { Eypasses } \\ \text { B. } \end{gathered}$ | None. | n/a | No. | 8-40 |
| ${ }_{\text {BCT }}$ | 65 | 0.5 | v | $\begin{array}{\|l} \text { Branch on } \\ \text { Condition Test } \end{array}$ | $\mathrm{N}_{\mathrm{i}}+2^{6}$ | $\begin{aligned} & \text { a. } \mathrm{BCT} / \mathrm{A}, \mathrm{~V}^{7} \\ & \text { b. } \mathrm{BCT} / \mathrm{l} \end{aligned}$ | $\begin{gathered} \text { Bypasses } \\ \text { B. } \end{gathered}$ | None. | n/a | Yes. ${ }^{8}$ | 8.41 |
| BCC | 54 | X, 8, 4 | * | Branch on Character Condition | $\mathrm{N}_{\mathrm{i}}+4$ | $\begin{aligned} & \text { a. } \mathrm{BCC/A}, \mathrm{~B}, \mathrm{~V}^{5} \\ & \text { b. } \mathrm{BCC/A}, \mathrm{~B} \\ & \text { c. } \mathrm{BC/A} \\ & \text { d. } \mathrm{BCC} / \mathrm{A} \\ & \hline \end{aligned}$ | $\begin{gathered} \text { Preaerves } \\ \text { B. } \end{gathered}$ | None. | $\begin{aligned} & \text { Single- } \\ & \text { character } \\ & \text { operation. } \end{aligned}$ | Yes, | 8 -45 |
| bce | 55 | x, 8, 5 |  | Branch if Character Equal | $\mathrm{N}_{2}+4$ | $\begin{aligned} & \text { a. } \operatorname{BCE/A,B,v^{5}} \\ & \text { b. } \operatorname{BCEFA}, \mathrm{A} \\ & \text { c. } \mathrm{BCE} / \mathrm{B} \\ & \text { d. } \mathrm{BCE} / \mathrm{A} \\ & \hline \end{aligned}$ | $\begin{gathered} \text { Preserves } \\ \text { B. } \end{gathered}$ | Nonc. | Single- Character operation. | Yes. ${ }^{9}$ | 8-49 |
| bBE | 56 | X, 8, 6 |  | $\begin{aligned} & \text { Branch on Bit } \\ & \text { Equal } \end{aligned}$ | $\mathrm{N}_{\mathrm{i}}+4$ | $\begin{aligned} & \text { a. } \mathrm{BBE} / \mathrm{A}, \mathrm{~B}, \mathrm{~V} \\ & \text { b. } \mathrm{BBE} / \mathrm{A}, \mathrm{~B} \\ & \text { c. } \mathrm{BBE} / \mathrm{A} \\ & \text { d. } \mathrm{BBE} / \end{aligned}$ | Preserves B. | None. | $\begin{array}{\|l\|} \hline \begin{array}{l} \text { Single- } \\ \text { character } \\ \text { operation. } \end{array} \end{array}$ | Yes. | 8 -51 |
| CONTROL instructions |  |  |  |  |  |  |  |  |  |  |  |
| sw | 22 | R,2 | ${ }^{\text {в }}$ | Set Word Mark | $\mathrm{N}_{\mathrm{i}}+3^{10}$ | $\begin{aligned} & \text { a. } S W / A, B \\ & \text { b. } S W / A \\ & \text { c. } S W / \\ & \hline \end{aligned}$ | $\begin{aligned} & \text { Duplicates } \\ & \text { A. } \end{aligned}$ | None. | n/a | Yes. | 8 -54 |
| si | 20 | R, O or $\mathrm{R}^{3}$ | * | Set Item Mark | $\mathrm{N}_{\mathrm{i}}+3^{10}$ | $\begin{aligned} & \text { a. SI/A, B } \\ & \text { b. } \mathrm{SI} / \mathrm{A} \\ & \text { c. } \mathrm{SI} / \mathrm{l} \end{aligned}$ | $\begin{gathered} \text { Duplicates } \\ \text { A. } \end{gathered}$ | None. | n/a | Yes. | 8.55 |
| cw | 23 | R, 3 | c | Clear Word Mark | $\mathrm{N}_{\mathrm{i}}+3$ | $\begin{aligned} & \text { a. CW/A, B } \\ & \text { b. CW/A. } \\ & \text { c. CW/ } \end{aligned}$ | $\begin{aligned} & \text { Duplicates } \\ & \text { A. } \end{aligned}$ | $\begin{aligned} & \text { Word marks } \\ & \text { are cleared. } \end{aligned}$ | n/a | Yes. | 8-56 |
| CI | 21 | R, 1 | A | Clear Item Mark | $\mathrm{N}_{1}+3$ | $\begin{aligned} & \text { a. } \mathrm{Cl} / \mathrm{A}, \mathrm{~B} \\ & \text { b. } \mathrm{Cl} / \mathrm{A} \\ & \text { c. } \mathrm{CI} / \\ & \hline \end{aligned}$ | $\begin{aligned} & \text { Duplicates } \\ & \text { A. } \end{aligned}$ | None. | n/a | Yes. | 8-58 |
| H | 45 | x, 5 | N | Halt | $\mathrm{N}_{\mathrm{i}}+2^{6}$ | $\begin{aligned} & \text { a. } \mathrm{H} /{ }^{11} \\ & \text { b. } \mathrm{H} / \mathrm{A} \\ & \text { c. } \mathrm{H} / \mathrm{A}, \mathrm{~B} \\ & \text { c. } \mathrm{H} / \mathrm{A}, \mathrm{~B}, \mathrm{~V} \\ & \hline \end{aligned}$ | Preserves <br> B. | None. | n/a | No. | 8.59 |
| NOP | 40 |  | - | No Operation | $3^{12}$ | 3. NOP/ | $\begin{aligned} & \text { Bypasses } \\ & \mathrm{A} \text { and } \mathrm{B} \text {. } \end{aligned}$ | None. | n/a | No. | 8-61 |
| mCW | 14 | 8,4 | @ | Move Characters <br> to Word Mark | $\mathrm{N}_{\mathrm{i}}+1+2 \mathrm{~N}_{\mathrm{w}}$ | $\begin{aligned} & \text { a. } \mathrm{MCW} / \mathrm{A}, \mathrm{~B} \\ & \text { b. } \mathrm{MCW} / \mathrm{A} \\ & \text { c. } \mathrm{MCW} \end{aligned}$ | Preserves ${ }_{\text {B. }}$ | $\begin{aligned} & \text { Smaller } \\ & \text { operand. } \end{aligned}$ | Word mark <br> of smaller <br> Operand. | Yes. | 8.62 |
| LCA | 15 | Blank | Space | Load Characters to A-Field Word Mark | $\mathrm{N}_{\mathrm{i}}+1+2 \mathrm{Na}_{\text {a }}$ | a. $L C A / A, B$ <br> b. LCA/A <br> c. LCA/ | $\begin{gathered} \text { Preserves } \\ \text { B. } \end{gathered}$ | A operand. | $\begin{aligned} & \text { A-operand } \\ & \text { word mark. } \end{aligned}$ | Yes. | 8-63 |
| SCR | 24 | R, 4 | D | Store Control <br> Registers | $N_{i}+56$ | $\begin{aligned} & \text { a. } \operatorname{SCR} / A, V^{7} \\ & \text { b. } \operatorname{CRR} / \mathrm{A} \\ & \text { c. } \operatorname{SCR} / \mathrm{l} \end{aligned}$ | $\underset{\substack{\text { Bypasses } \\ \text { E. }}}{ }$ | None. | n/a | Yes. ${ }^{8}$ | $8-65$ |

Table C-1 (cont). Instruction Summary of Appendix C

\begin{tabular}{|c|c|c|c|c|c|c|c|c|c|c|c|}
\hline \multicolumn{4}{|c|}{Op Code} \& \multirow[b]{2}{*}{Function} \& \multirow[b]{2}{*}{} \& \multirow[b]{2}{*}{Format} \& \multirow[b]{2}{*}{Extraction Path 2} \& \multirow[b]{2}{*}{\(\underset{\text { Marks }}{\substack{\text { Required Word } \\ \text { Marks }}}\)} \& \multirow[b]{2}{*}{\[
\begin{gathered}
\text { Terminated } \\
\mathrm{By}:
\end{gathered}
\]} \& \multirow[b]{2}{*}{Can Instruction Be Chained?} \& \multirow[b]{2}{*}{Described On Page:} \\
\hline Mnemonic \& Octal \& Card Code \& \[
\begin{array}{r}
\text { Key } \\
\text { Punch }
\end{array}
\] \& \& \& \& \& \& \& \& \\
\hline \multicolumn{12}{|c|}{CONTROL INSTRUCTIONS (cont)} \\
\hline LCR \& 25 \& R, 5 \& E \& Load Control Registers \& \(\mathrm{Ni}_{\mathrm{i}}+5^{6}\) \& \begin{tabular}{l}
a. \(\operatorname{LCR} / \mathrm{A}, \mathrm{v}\) ? \\
b. LCR/A \\
c. LCR/
\end{tabular} \& \[
\begin{array}{|c}
\hline \text { Bypasses } \\
\text { B. }
\end{array}
\] \& None. \& n/a \& Yes. \({ }^{8}\) \& 8-67 \\
\hline CAM \& 42 \& x, 2 \& K \& Change Address ing Mode \& \(\mathrm{N}_{\mathrm{i}}+2 \mathrm{~L}\) \& \begin{tabular}{l}
a. CAM/V \({ }^{7}\) \\
b. CAM/
\end{tabular} \& \[
\begin{aligned}
\& \text { Bypasse s } \\
\& \mathrm{A} \text { and } \mathrm{B} .
\end{aligned}
\] \& None. \& n/a \& Yes. \({ }^{8}\) \& 8-69 \\
\hline CSM \& 43 \& X. 3 \& L \& Change Sequencing Mode \& \(\mathrm{N}_{1}+3^{12}\) \& \begin{tabular}{l}
a. \(\operatorname{CSM} /{ }^{11}\) \\
b. CSM/A \\
c. CSM \(/ \mathrm{A}, \mathrm{B}\) \\
d. \(\operatorname{CSM} / \mathrm{A}, \mathrm{B}, \mathrm{V}\)
\end{tabular} \& \begin{tabular}{l}
Preserves \\
B.
\end{tabular} \& None. \& n/a \& Yes. \({ }^{8}\) \& 8.72 \\
\hline EXM \& 10 \& 8 \& 8 \& Extended Move \& \(\mathrm{N}_{\mathrm{i}}+1+2 \mathrm{~N}_{\mathrm{a}}\) \& \begin{tabular}{l}
a. EXM/A, B, \(\mathrm{V}^{5}\) \\
b. EXM/A, B \\
c. EXM/A \\
d. EXM/
\end{tabular} \& \[
\begin{gathered}
\text { Preserves } \\
\text { B. }
\end{gathered}
\] \& See page 8-74. \& See page 8-74. \& Yes. 8 \& 8-74 \\
\hline MAT \& 60 \& 8,5 \& \& Move and Translate \& \[
\mathrm{N}_{\mathrm{i}}+3 \mathrm{Na}_{\mathrm{a}}{ }^{13}
\] \& a. MAT/A, \(\mathrm{B}, \mathrm{V}_{1}, \mathrm{~V}_{2}\) \& \[
\begin{aligned}
\& \text { See page } \\
\& 8-77 .
\end{aligned}
\] \& A operand. \& Word mark in A operand or in table. \& No. \& \(8-77\) \\
\hline MIT \& 62 \& 0,2 \& s \& Move Itemand Translate \& \(\mathrm{Ni}_{\mathrm{i}}+\mathrm{Na}_{\mathrm{a}}+2\left(\mathrm{~N}_{\mathbf{u t}}\right)\left(\mathrm{NB}_{\mathrm{u}}\right)^{14}\) \& a. MIT/A, B, \(\mathrm{V}_{1}, \mathrm{~V}_{2}, \mathrm{~V}_{3}\) \& \[
\begin{aligned}
\& \text { See page } \\
\& 8-80 \text {. }
\end{aligned}
\] \& None. \& A-operand item mark or word mark in table. \& No. \& 8-80 \\
\hline L1B \& 77 \& 0,8,7 \& \& \begin{tabular}{l}
Load Index/ \\
Barricade \\
Register
\end{tabular} \& \(\mathrm{N}_{\mathrm{i}}+3\) \& \begin{tabular}{l}
a. LIB/A \\
b. LIB/
\end{tabular} \& \[
\begin{gathered}
\text { Preserves } \\
\text { B. }
\end{gathered}
\] \& None. \& Singlecharacter operation. \& Yes. \& 8.84 \\
\hline sib \& 76 \& 0.8,6 \& \& Store Index/ Barricade Register \& \(\mathrm{Ni}_{\mathrm{i}}+3\) \& \begin{tabular}{l}
a. \(\mathrm{SIB} / \mathrm{A}\) \\
b. SIB/
\end{tabular} \& \[
\begin{gathered}
\text { Preserves } \\
\text { B. }
\end{gathered}
\] \& None. \& Singlecharacter operation. \& Yes. \& 8-87 \\
\hline \multicolumn{12}{|c|}{INTERRUPT CONTROL INSTRUCTIONS} \\
\hline SVI \& 46 \& x,6 \& - \& Store Variant and Indicators \& \(\mathrm{Ni}_{\mathrm{i}}+1+\mathrm{Ns}_{\mathrm{s}}+\mathrm{N}_{\mathrm{j}}{ }^{(15)}\) \& a. Svi/v \& \[
\begin{aligned}
\& \text { Bypasses } \\
\& \mathrm{A} \text { and } \mathrm{B} \text {. }
\end{aligned}
\] \& None. \& \[
\begin{aligned}
\& \text { Word mark } \\
\& \text { oi next } \\
\& \text { instruction. }
\end{aligned}
\] \& No. \& 8.90 \\
\hline RVI \& 67 \& 0,7 \& x \& Restore Variant and Indicators \& \(\mathrm{Ni}_{\mathrm{i}}+2+\mathrm{N}_{\mathrm{r}}{ }^{4}\) \& a. RVI/A, V \& Restores \(A\) and bypasses B. \& None. \& Word mark of next instruction. \& No. \& 8-93 \\
\hline MC \& 44 \& X, 4 \& M \& Monitor Call \& \(\mathrm{N}_{\mathrm{i}}+2^{4}\) \& a. \(\mathrm{MC} /\) \& \[
\begin{aligned}
\& \text { Bypasses } \\
\& \text { A and } \mathrm{B} .
\end{aligned}
\] \& None. \& Wordmark of next instruction. \& No. \& \(8-95\) \\
\hline RNM \& 41 \& x, 1 \& J \& \begin{tabular}{l}
Resume \\
Normal Mode
\end{tabular} \& \(\mathrm{N}_{\mathrm{i}}+3^{16}\) \& \begin{tabular}{l}
a. RNM/A, B \\
b. RNM/A \\
c. RNM/
\end{tabular} \& Preserves B. \& None. \& n/a \& No. \& 8.97 \\
\hline \multicolumn{12}{|c|}{EDITING Instruction} \\
\hline MCE \& 74 \& 0,8,4 \& \% \& Move
Characters
and Edit \& \(\mathrm{Ni}_{\mathrm{i}}+1+\mathrm{Na}_{\mathrm{a}}+2 \mathrm{~N}_{\mathrm{b}}+2 \mathrm{X}+2 \mathrm{Y}\) \& \begin{tabular}{l}
a. \(\mathrm{MCE} / \mathrm{A}, \mathrm{B}^{7}\) \\
b. \(\mathrm{MCE} / \mathrm{A}\) \\
c. MCE/
\end{tabular} \& Preserves B. \& \[
\begin{aligned}
\& \text { A operandand } \\
\& \text { B operand } \\
\& \text { (see page 8-104). }
\end{aligned}
\] \& \[
\begin{aligned}
\& \text { See page } \\
\& 8-104 \text {. }
\end{aligned}
\] \& No. \& 8-102 \\
\hline \multicolumn{12}{|c|}{InPUT/OUTPUT INSTRUCTIONS} \\
\hline PDT

PCB \& 66
64 \& 0,6

0,4 \& w \& \begin{tabular}{l}
Peripheral Data <br>
Transfer <br>
Peripheral <br>
Controland <br>
Branch

 \& 

See page 8-111. <br>
See page 8-118.

 \& 

a. PDT/A, $\mathrm{C}_{1}, . \mathrm{C}_{\mathrm{n}}$ <br>
a. $\mathrm{PCB} / \mathrm{A}, \mathrm{C}_{1}, \ldots \mathrm{C}_{\mathrm{n}}$

 \& 

Bypasses <br>
B. <br>
Bypasses <br>
B.

 \& 

None. <br>
None.
\end{tabular} \& Record mark

in memory or
unit record
length.
$\mathrm{n} / \mathrm{a}$ \& No.

No. \& $$
\begin{gathered}
8-108 \\
\text { and } \\
8-115 \\
\\
8-117 \\
\text { and } \\
8-131 .
\end{gathered}
$$ <br>

\hline \multicolumn{12}{|l|}{\multirow[t]{2}{*}{| ${ }^{1}$ Except where otherwise indicated, add one memory cycle to each of these formulas if the instruction is being executed in a Type 2201 processor. |
| :--- |
| ${ }^{2}$ The extraction path of the various instructions is defined as follows: |
| - Preserves B - The previous contents of BAR are used as the B address when the instruction is coded in the format Op Code/A. |
| - Duplicates A - The contents of AAR are used as the B address when the instruction is coded in the format Op Code/A. |
| - Bypasses B - The contents of BAR are not used in any format. |
| - Bypasses A and B - The contents of AAR and BAR are not used in any format. |
| ${ }^{3}$ The second (alternate) card code is in effect when control character 26 is coded in a Card Read or Punch PCB instruction. |
| ${ }^{4}$ Subtract one memory cycle from this formula if the instruction is belng executed in a Type 1201 processor. |
| ${ }^{5}$ This instruction can be coded only in formats a. and d. when issued in a Type 201 or 201-1 processor. |
| ${ }^{6}$ Add two memory cycles to this formula if the instruction is being executed in a Type 2201 processor. |
| ${ }^{7}$ This instruction can be coded only in format a. when issued in a Type 201 or 201 - 1 processor. |
| ${ }^{8}$ This instruction cannot be chained in the Type 201 or 201-1 processor. |
| ${ }^{9}$ This instruction can be chained in the Type 201 or 201-1 processor only if the preceding instruction is also a BCE instruction. |
| ${ }^{10}$ Subtract one memory cycle from this formula if the instruction is issued in the Type 1201 processor in the format Op Code/A, B . |
| ${ }^{11}$ This instruction can be coded only in formats a., b, and $c$. when issued in a Type 201 or 201-1 processor. |
| ${ }^{12}$ Subtract one memory cycle from this formula if the instruction is executed in a Type 1201 processor. |
| ${ }^{13}$ Add four memory cycles to this formula if the instruction is executed in a Type 2201 processor. |
| 14 Add two memory cycles to this formula if the instruction is executed in a Type 1201 processor. Add four cycles to the formula if the instruction is executed in a Type 2201 processor. |
| ${ }^{15}$ Add one memory cycle to this formula if the instruction is executed in a Type 1201 processor. Add two cycles to the formula if the instruction is executed in a Type 2201 processor. |
| ${ }^{16}$ Add two memory cycies to this formula if the instruction is executed in a Type 2201 processor. Subtract one memory cycle from the formula if the instruction is executed in a Type 1201 processor. |}} <br>

\hline \& \& \& \& \& \& \& \& \& \& \& <br>
\hline
\end{tabular}

## INTERRUPT PROCESSING

The execution of main-program instructions by the processor can be interrupted by an external interrupt source and, if the processor is a Type 1201 or 2201 with the Storage Protect Feature (see Appendix E), by an internal interrupt source.

## EXTERNAL INTERRUPT

An external interrupt signal can be generated by any one of three sources:

1. a peripheral control (including data communication controls);
2. the operator's control panel or console; or
3. the Monitor Call instruction (see page 8-95).

The inter rupt signal sets indicators to show the source (whether 1., 2., or 3., above) and the type (external) of interruption. These indicators can be stored and tested by programmed instruction as described further in this appendix. The processor acts upon the interrupt signal when the following conditions are present:

1. The processor is in the $R U N$ mode (i.e., the processor is executing, without manual intervention, stored-program instructions under control of SR).
2. The processor is not in the external interrupt mode.
3. An instruction op code is about to be extracted.
4. A memory cycle is allocated to the processor.

It should be noted that condition 3. above does not cause an extensive delay if a Type 201-2, 1201, or 2201 processor is attempting to extract a Peripheral Data Transfer (PDT) instruction and the specified read/write channel or peripheral control is "busy." The attempt to issue a PDT instruction to a busy read/write channel or peripheral control does not "stall" the central processor. Rather, the instruction is "re-extracted": SR is set back to the address of the PDT op code, so that condition 3. recurs immediately after the channel or control is found busy.

The interrupt signal is maintained by the source until the processor responds by taking the following actions:

1. The current sfatus of the arithmetic, comparison, address mode, and trap mode indicators are stored in the auxiliary indicators register (AIR).
2. The arithmetic indicators are cleared.
3. The processor enters the three-character, non-trap mode.
4. The contents of SR and EIR are interchanged, and the program branches to the instruction whose op code address was previously stored in EIR.
5. The processor enters the external interrupt mode.

## INTERNAL INTERRUPT

An internal interrupt signal is generated only by a Type 1201 or 2201 processor equipped with the Storage Protect Feature and is caused by a "violation" of storage protection. (The nature of storage protect violations -- II address violation, op code violation, etc. -- is described in Appendix E.) Processor indicators are set by the internal interrupt signal to show the cause (e.g., op code violation) and the type (internal) of interruption. These indicators can be stored and tested by programmed instruction as described further in this appendix.

The processor reacts to the internal interrupt signal when the conditions described on page $D-1$ are present (i.e., the processor is in the RUN mode, is not in the external interrupt mode, is about to extract an op code, and is presently allocated a memory cycle) plus one additional condition: the processor must not only not be in the external interrupt mode but also must not be in the internal interrupt mode. Thus, the following levels of inter rupt priority exist in the Type 1201 or 2201 processor:

1. If the processor is in the non-interrupt (standard) mode, normal program sequence can be interrupted by either an external or an internal source.
2. If the processor is in the internal interrupt mode, program sequence can be interrupted only by an external interrupt source.
3. If the processor is in the external interrupt mode, program sequence can not be interrupted. 1

The processor responds to an internal interrupt signal as follows:

1. The processor enters the three-character, non-trap mode.
2. The contents of $S R$ and IIR are interchanged, and the program branches to the instruction whose op code address was previously stored in IIR.
3. The processor enters the internal interrupt mode.
[^60]Note that the status of the arithmetic, comparison, address mode, and trap mode indicators are not stored in AIR automatically when the processor responds to an internal interrupt signal. The storing (and subsequent restoring) of the contents of these indicators is the responsibility of the internal interrupt program.

## INTERRUPT PROGRAMMING

Three of the four interrupt control instructions (pages $8-90$ through $8-97$ ) perform basic functions in an interrupt routine:

1. The Store Variant and Indicators instruction (SVI) stores two types of information: (a) information which must be preserved for subsequent return to the interrupted program (e.g., indicator settings, variant register contents, etc.); and (b) information required to identify the interrupt source.
2. The RestoreVariant and Indicators instruction (RVI) restores the pertinent information stored by the SVI instruction before returning to the interrupted program.
3. The Resume Normal Mode instruction (RNM) returns the processor to the interrupted program.

The fourth inter rupt control instruction - Monitor Call (MC) - causes an external interruption and is therefore not coded in the interrupt routine itself. Other instructions are required in the interrupt routine to store and exercise control over address register contents, as shown in Figures D-1 and D-2.

EASYCODER
CODING FORM

|  | CARD | Tivivill location | $\begin{aligned} & \text { OPERATION } \\ & \text { CODE } \end{aligned}$ | OPERANDS |  |
| :---: | :---: | :---: | :---: | :---: | :---: |
|  | 1213.45 | 678 |  |  |  |
|  | 1 | AAR, | CEQU | \#\# 1. 67, A-ADDRESS REG.1 STER |  |
|  |  | BAR | CEQU | \#1C70.........ADDRESS REGISTER |  |
|  |  | MAX | CEQU | \#1. $¢ \varnothing 4$. |  |
|  |  | ALL, S. | CEQU | \# IC.77, .... ALL INDICATORS |  |
|  |  | ALL,R | CEQU | \#IC37....... ALL BUT INTERRUPT INDICATORS. |  |
|  |  |  | ADMODE | MAX . ..... SET, MAXIMUM ADORESSING MODE |  |
|  |  | RES,TOR | RVI | ENTER + 2, ALLR RESTORE ALL BUT INT.. IND. |  |
|  |  | EXI, | RNM | $\phi, \varnothing \ldots \ldots \ldots$ EXIT, WITTH AAR + BAR RESTORED |  |
|  |  | ENTER. | S.VI. | ALLS ENTER AND STORE ALL INDICATOR |  |
|  |  |  | R,ESV | 6.1 .1 RESERVE STORAGE FOR INDICATOR |  |
|  |  |  | CAM | MAX . . . . EMTER MAXIMUM ADDRE SS MODE . |  |
|  |  |  | S.CR | EXIT + +A, AREG. SAVE AAR |  |
|  |  |  | SCR | EXIT $+8,8$, BREG SAVE BAR |  |
|  |  |  | 1 |  |  |
|  |  |  | $\}$ |  |  |
| 6 |  |  | $\}$ | EXTERNAL |  |
|  |  |  | , | $\ldots$ INTERRUPT |  |
|  |  |  |  | RQUTINE |  |
| 19 |  |  |  |  |  |
| 20 |  |  |  | RESTAR.... BRANCH TO RESTOR AND EXIT |  |

Figure D-1. Sample Coding For External Interrupt Routine

The first example (see Figure D-1) shows the initial and final coding to be used in an external interrupt routine. It is assumed that the address tagged ENTER was previously stored in EIR, so that the presence of an external interrupt signal results in the automatic branch to the location tagged ENTER. It is assumed that the four-character addressing mode is the maximum addressing mode of the processor for which this routine is written.

NOTE: If the interrupt routine is not in the maximum addressing mode prior to branching to the location tagged RESTOR, a Change Addressing Mode instruction - CAM/MAX - must precede the RVI instruction so that the complete contents of any necessary control memory locations may be restored.

Figure D-2 shows the initial and final coding written for an internal interrupt routine. It is assumed that the address tagged START was previously stored in IIR and that the maximum addressing mode of the processor is the four-character mode.

## EASYCODER

CODING FORM


Figure D-2. Sample Coding For Internal Interrupt Routine

The initial and concluding instructions in an internal inter rupt routine are similar to those in an external interrupt routine, except that the SVI instruction must not store the contents of the auxiliary indicators register (AIR). All other pertinent indicators are stored by the SVI instruction and are subsequently restored by the RVI instruction at the conclusion of the routine.

Another difference between the coding of the two routines is that the RNM instruction is coded in the internal interrupt routine in the format RNM/ (i.e., no address portions). The stored contents of AAR and BAR are therefore restored by two LCR instructions, issued in the maximum addressing mode of the processor, which immediately precede the RVI instruction.

When the Type 1201 or 2201 processor is equipped with the Storage Protect Feature, the main memory can be logically divided into two distinct areas: an "open" area and a "protected" area. When storage protection is in effect, the contents of the protected area are shielded from unintentional interference by a program stored in the open memory area. The boundaries of the protected memory area are specified as follows:

1. The lower boundary is set by the Load Index/Barricade Register instruction (LIB) which specifies the number of a 4,096 -character memory bank. This number is loaded into the index/barricade register and is the number of the bank whose leftmost location is the boundary of the protected area.
2. The upper boundary of the protected area is the rightmost location of the main memory.

Index registers 16 through 30 are contained in the leftmost 60 locations of the 4, 096character bank specified in the LIB instruction. Thus, the locations of these registers are redefined when the contents of the index/protect register are altered by an LIB instruction.

The following conditions must be present for storage protection to be in effect:

1. The protect indicator is on. (The protect indicator can be set by the execution of the Restore Variant and Indicators instruction -- see page 8-93.)
2. The processor is neither in the external inter rupt mode (see Appendix D) nor in the internal inter rupt mode (see below).

## INTERNAL INTERRUPT

When storage protection is in effect (i.e., the two conditions specified above are present), certain operations are defined as "violations" of that protection. Such violations are discussed further in this appendix. The violation causes an indicator to be set which, in turn, causes an internal interrupt to occur at the next opportunity. The "next opportunity" means that moment when all of the following conditions are present:

1. The processor is in the RUN mode (i.e., the processor is executing, without manual intervention, stored-program instructions under control of SR).
2. The processor is about to extract an op code.
3. A memory cycle is allocated to the processor.
4. The processor is neither in the external interrupt mode nor in the internal interrupt mode, and no peripheral or control panel interrupt signal is being received.

The activation of the internal interrupt mode is similar, but not identical, to the processor's actions taken when an external interrupt signal is received (see Appendix D). Three basic differences exist between the two interrupt modes. First, a unique control memory location -- the internal interrupt register (IIR) -- is used to contain the address of the subroutine which services the internal interrupt. (IIR is designated by a variant character of 468 in a Store Control Registers or Load Control Registers instruction - see page 8-65.)

Secondly, the processor is still subject to being interrupted by an external interrupt while it is in the internal interrupt mode.

The third difference between the internal and external interrupt modes is that no processor indicators are stored or changed when the internal interrupt mode is entered; the handling of processor indicators in the internal interrupt mode is the programmer's responsibility (using the Store Variant and Indicators and the Restore Variant and Indicators instructions - see pages 8-90).

## VIOLATIONS OF STORAGE PROTECTION

The following operations are violations of storage protection:

1. An attempt to transfer information internally to a main memory location contained in the protected memory area (i.e., not a peripheral transfer attempt).

Although information transfers to the protected memory area cause a violation, there is no restriction on the transfer of information from the protected area. In particular, the protected index registers (index registers 16 through 30) can be used for indexing by programs in either the open or protected areas. However, modification of the contents of these registers is inhibited and causes a violation.

When either of the above-mentioned violations occurs, the II address violation indicator is set. The instruction which causes the violation proceeds normally in all other respects, and the internal interrupt occurs only after the completion of such an instruction.
2. An attempt to extract a Peripheral Data Transfer (PDT) instruction whose effective A address references a protected memory location. 1 Once it is determined that the effective A address references a protected main memory location, no operation is performed (i.e., the specified read/write channel is not tested, and the specified peripheral control is not addressed). The II address violation indicator is set, the contents of $S R$ are advanced to the next sequential op code, and the instruction is terminated without ever having been executed. The internal interrupt occurs at the completion of the instruction.

[^61]
## E-2

## APPENDIX E. STORAGE PROTECT FEATURE

Note that a PDT instruction is checked for a possible violation during the extraction of that instruction, while a non-peripheral instruction is checked during its execution (as in $1 .$, above). If a PDT instruction passes this test during its extraction, it is free to be executed and the reby cause data to be transferred. If the record being transferred extends into the protected memory area, a violation does not occur. To prevent such a record (i.e., one whose effective A address does not reference the protected area, but a portion of the record transferred extends into the protected area), record marks should be set in both the first and last locations of the protected memory area.
3. An attempt to transfer information from a main memory location that is within the addressing capacity of the memory address register of the user's processor, but which is greater than the capacity of the main memory actually present in the machine. ${ }^{l}$ Such an addressing attempt would normally cause the machine to halt due to a parity-check error. However, when storage protect is in effect, such an error does not cause a halt, nor is data transferred into the memory with "bad parity." Instead, the II address violation indicator is set, and the internal interrupt occurs at the completion of the instruction.
4. An attempt to execute an instruction whose op code is: (a) not defined for the Series 200; (b) not recognized by the user's processor; or (c) prohibited when storage protection is in effect. Prohibited op codes under this condition are the following:

| a. | H | (Halt) |
| :--- | :--- | :--- |
| b. | LCR | (Load Control Registers) |
| c. | PDT | (Peripheral Data Transfer) |
| d. | PCB | (Peripheral Control and Branch) |
| e. | SVI | (Store Variant and Indicators) |
| f. | RVI | (Restore Variant and Indicators) |
| g. | RNM | (Resume Normal Mode) |
| h. | LIB | (Load Index/Barricade Register) |

The detection of any of the above-listed op codes sets the op code violation indicator and causes the contents of SR to be set back to the location of the op code which was the offender. The operation is terminated, and the internal interrupt occurs subject to the other conditions whose presence is required for the internal interrupt to occur (see page E-l).

## PROCEED INDICATOR

The proceed indicator can be turned on through the execution of the Restore Variant and Indicators (RVI) instruction (see page 8-93). When the proceed indicator is on, one instruction is permitted to be executed in the non-inter rupt mode without : (1) op code checking; or (2) item mark trapping. In other words, both op code checking and item mark

[^62]trapping are overruled by a proceed indicator which is turned on. The proceed indicator is turned off by the execution of any instruction in the non-interrupt mode.

The proceed indicator may also be used to enforce the A address checking of a PDT instruction issued in the interrupt mode (either the external or internal inter rupt mode). Thus, when the following conditions are present:

1. the processor is in either interrupt mode;
2. the proceed indicator is turned on;
3. a PDT instruction is extracted;
the A address of the PDT instruction is checked for violation as described on page E-2.
If the effective $A$ address references a protected memory location, the actions described below are performed.
4. When the violation occurs in the internal inter rupt mode:
a. The II address violation indicator is set.
b. Further extraction of the instruction is not performed, and the contents of $S R$ are advanced to the next sequential op code.
c. An internal interrupt does not occur (since the processor is already in the internal interrupt mode). Rather, the condition of the II address violation indicator may be tested by the program (after the status of of the indicator is stored via an SVI instruction). The execution of the SVI instruction clears the indicator, so that the setting of this indicator does not eventually cause an internal interrupt.
5. When the violation occurs in the external interrupt mode:
a. The EI address violation indicator is set.
b. No further extraction is performed, and the contents of SR are advanced to the next sequential op code.
c. An internal interrupt does not occur (since the processor is in the external interrupt mode). Rather, the condition of the EI address violation indicator can be tested after an SVI instruction is issued as described in l.c., above.

## APPENDIX

The scientific unit (Feature ll00) provides a repertoire of 12 floating-point instructions, a binary mantissa shift instruction, and a binary integer multiply instruction for the Type 1201 or 2201 processor. This appendix is a programmer's working summary of the hardware bulletin Scientific Unit for Models 1200 and 2200. Before referring to this appendix, the programmer should be familiar with the detailed functional and programming description of Feature 1100 presented in the information bulletin.

## DATA FORMAT

The fixed-length floating-point word contains a 36 -bit binary mantissa and 12 -bit binary exponent and is capable of expressing numbers in the approximate range $\pm 10^{ \pm 616}$.


In control memory, a floating-point word may occupy any of the four floating-point accumulators. The accumulators are addressed as octal digits $0,1,2$, and 3 in the floating-point instructions. Each accumulator comprises three specific l8-bit control memory registers. Only the low-order 12 bits of the rightmost register are used to express the exponent.


## FLOATING-POINT REGISTERS

The four addressable floating-point accumulators have the locations in control memory shown on page F-2.

| Accumulator <br> Address | Control Memory Location (Operator's Control Panel Only) |  |  |
| :---: | :---: | :---: | :---: |
|  | High-Order Mantissa | Low-Order Mantissa | Exponent |
| 0 | 43 | 42 | 41 |
| 1 | 47 | 46 | 45 |
| 2 | 53 | 52 | 51 |
| 3 | 57 | 56 | 55 |

NOTE: In program instructions, the floating-point accumulators may be addressed only via the octal digits $0,1,2$, and 3 in the floating-point instructions. The instructions LCR and SCR cannot be used to address these accumulators. At the control panel, the operator may address these locations with the addresses in the above table.

A normal zero, i.e., a floating-point word of 48 zeros, is stored in the "pseudo accumulator" for use as a floating-point operand. The pseudo accumulator, which is addressed by octal digit 7, may be used only as the source of a normal zero and not as the destination of a floating-point result.

The low-order result register (LOR) in the scientific unit may contain a low-order sum, difference, or product, or may contain the remainder of a division operation.

## FLOATING-POINT INDICATORS

Exponent
Overflow: Check:

Multiply
Overflow:

Divide Activated when a divisor is equal to zero. This indicator causes termination
Activated when a base -2 exponent exceeds +2047 . The correct mantissa and an exponent which is 4096 less than the correct exponent are delivered. If an exponent is less than -2048, a normal zero is delivered automatically. of a division operation without accumulator alteration.

Activated when the product of a Binary Integer Multiply instruction exceeds 24 bits in length. The low-order 24 bits are delivered.

## AUTOMATIC FORMATTING IN ARITHMETIC OPERATIONS

Pre-normal- Mantissa of divisor is normalized (left-shifted) with adjusted exponent. ization:

Equali- Mantissa of operand with smaller exponent is right-shifted until exponents are zation: equal.

Post-nor- Mantissa of result is normalized with adjusted exponent.
malization:

## SYMBOLOGY

A: A address, of the instruction.
B: $\quad B$ address of the instruction.
X: Floating-point accumulator addressed in the high-order three bits of an instruction variant (usually the source of an operand).

Y: $\quad$ Floating-point accumulator addressed in the low-order three bits of an instruction variant (usually the destination of a result).
(A): Floating-point word contained in the main memory field from character A through character A-7.
(X) or (Y): Floating-point word contained in accumulator X or Y .

LOR: Low-order result register.
(LOR): Floating-point word contained in LOR.
Ap: Previous setting of A-address register.
$B_{p}$ : Previous setting of $B$-address register.
JI: Address of next instruction if branch occurs.
NXT: Next sequential instruction.
$N_{n}$ : Number of bit positions shifted for automatic formatting.
$N_{1}$ : Number of binary ones in a multiplier.
$\mathrm{N}_{\mathrm{s}}$ : Number of shifts.
[]: "smallest integer greater than"
X-: In the first variant of an instruction, only the high-order three bits specifying accumulator X are significant.

- Y: In the first variant of an instruction, only the low-order three bits specifying accumulator $Y$ are significant.

SP: Single-precision.
DP: Double-precision.
SR: Sequence register.
Ni: Number of characters in an instruction.

## TIMING NOTES

All timings shown are for Model 2200 and are based on the use of direct addressing. Three memory cycles should be added for each indexed address and one memory cycle should be added for each character extracted as a result of indirect addressing.

Table F-1. Summary of Scientific Instructions

| FORMAT | $\begin{gathered} \text { OCTAL } \\ \text { OP } \\ \text { CODE } \end{gathered}$ | FUNCTION | REGISTERS AFTER OPERATION | TIMING ${ }^{1}$ |
| :---: | :---: | :---: | :---: | :---: |
| DATA MOVING INSTRUCTIONS |  |  |  |  |
| STORE FLOATING ACCUMULATOR FMA/A, X-,00 or TAM, $\mathrm{X}-$ | 07 | (X) is stored in (A). <br> $(\mathrm{X})$ is unaltered. | $\begin{aligned} & \text { AAR: } \mathrm{A}-8 \\ & \text { BAR: } \text { B }_{\mathbf{p}} \end{aligned}$ | $\mathrm{N}_{\mathrm{i}}+10$ cycles |
| LOAD FLOATING ACCUMULATOR  <br> Memory to <br> accumulator FMA/A,-Y,02 <br> or  <br>  TMA/A,-Y <br> Accumulator to <br> accumulator FAA/XY,02 <br> or  | 07 <br> 06 | (A) is loaded into Y. No normalization occurs. <br> (X) is loaded into Y. No normalization occurs. | AAR: A-8 <br> BAR: $B_{p}$ <br> AAR: $A_{p}$ <br> BAR: ${ }^{B} p$ | $\mathrm{N}_{\mathrm{i}}+11 \text { cycles }$ <br> 8 cycles |
|  | 07 <br> 06 | (LOR) is stored in A. No normalization occurs. <br> (LOR) is stored in $Y$. No normalization occurs. | $\begin{array}{ll} \text { AAR: } & \text { A-8 } \\ \text { BAR: } & B_{p} \\ & \\ \text { AAR: } & A_{p} \\ \text { BAR: } & B_{p} \end{array}$ | $\mathrm{N}_{\mathrm{i}}+9 \text { cycles }$ <br> 6 cycles |
|  | 07 <br> 06 | (A) is loaded into LOR. No normalization occurs. <br> $(\mathrm{X})$ is loaded into LOR. No normalization occurs. | $\begin{array}{ll} \text { AAR: } & \text { A-8 } \\ \text { BAR: } & B_{p} \\ & \\ \text { AAR: } & A_{p} \\ \text { BAR: } & B_{p} \end{array}$ | $\mathrm{N}_{\mathrm{i}}+9 \text { cycles }$ <br> 6 cycles |

Table F-1 (cont). Summary of Scientific Instructions


Table F-l (cont). Summary of Scientific Instructions

| FORMAT |  | $\begin{gathered} \text { OCTAL } \\ \text { OP } \\ \text { CODE } \end{gathered}$ | FUNCTION | REGISTERS <br> AFTER OPERATION | TIMING $^{1}$ |
| :---: | :---: | :---: | :---: | :---: | :---: |
| FLOATING MULTIPLY |  |  |  |  |  |
| Memory to accumulator | $\begin{gathered} \text { FMA/A, XY, } 13 \\ \text { or } \\ \text { MAM/A, XY } \end{gathered}$ | 07 | ( X ) is multiplied by ( A ). The high-order product is stored in Y ; the low-order product is stored in LOR. <br> Indicator: Exponent overflow. Formatting: Post-normalization. | AAR: A-8 <br> BAR: Bp <br> LOR: Low-order product. Sign bit $=0$. Exponent = high-order exponent minus 35. | $\mathrm{N}_{\mathrm{i}}+21+\left[\mathrm{N}_{1} / 2\right]+\left[\mathrm{N}_{\mathrm{n}} / 4\right]$ cycles |
| Accumulator to accumulator | $\begin{aligned} & \text { FAA/XY, } 13 \\ & \text { or } \\ & \text { MAA/XY } \end{aligned}$ | 06 | ( X ) is multiplied by ( Y ). The high-order product is stored in Y; the low-order product is stored in LOR. <br> Indicator: Exponent overflow. Formatting: Post-normalization. | AAR: $A_{p}$ <br> BAR: $\mathrm{B}_{\mathrm{p}}$ <br> LOR: Low-order product. Sign bit $=0$. Exponent = high-order exponent minus 35 . | $19+\left[\mathrm{N}_{1} / 2\right]+\left[\mathrm{N}_{\mathrm{n}} / 4\right]$ cycles |
| FLOATING DIVI |  |  |  |  |  |
| Memory to accumulator | $\begin{aligned} & \text { FMA/A, XY, } 12 \\ & \text { or } \\ & \text { DMA/A, XY } \end{aligned}$ | 07 | (A) is divided by (X). The quotient is stored in $Y$; the remainder is stored in LOR. <br> Indicators: Exponentoverflow, divide check. <br> Formatting: Pre-normalization (divisor), post-normalization quotient). | AAR: A-8 <br> BAR: $\mathrm{B}_{\mathrm{p}}$ <br> LOR: Remainder. <br> Sign $=$ sign of dividend. Exponent = exponent of dividend minus 35 , and plus one if the absolute value of the dividend mantissa is greater than the absolute value of the mantissa of the normalized divisor. | $\mathrm{N}_{\mathrm{i}}+40+\left[\mathrm{N}_{\mathrm{n}} / 4\right]$ cycles |
| Accumulator to accumulator | $\begin{aligned} & \text { FAA/XY, } 12 \\ & \text { or } \\ & \text { DAA/XY } \end{aligned}$ | 06 | $(\mathrm{Y})$ is divided by ( X ). The quotient is stored in $Y$; the remainder is stored in LOR. <br> Indicators: Exponent overflow, divide check. <br> Formatting: Pre-normalization (divisor), post-normalization (quotient) | AAR: $A_{p}$ <br> BAR: $\mathrm{B}_{\mathrm{p}}$ <br> LOR: Remainder. <br> Sign $=$ sign of dividend. Exponent = exponent of dividend minus 35 , and plus one if the absolute value of the dividend mantissa is greater than the absolute value of the mantissa of the normalized divisor. | $38+\left[\mathrm{N}_{\mathrm{n}} / 4\right]$ cycles |

Table F-l (cont). Summary of Scientific Instructions


Table F-1 (cont). Summary of Scientific Instructions

| FORMAT | $\begin{gathered} \text { OCTAL } \\ \text { OP } \\ \text { CODE } \end{gathered}$ | FUNC TION | REGISTERS AFTER OPERATION | TIMING ${ }^{1}$ |
| :---: | :---: | :---: | :---: | :---: |
|  | CONTROL INSTRUCTIONS |  |  |  |
| FLOATING TEST AND BRANCH ON ACCUMULATOR CONDITION $\mathrm{FMA} / \mathrm{A}, \mathrm{XC}, 04$ <br> or <br> - FBA/A, XC | 07 | The mantissa portion of ( X ) is tested for the condition specified by $C$, the loworder octal digit of variant 1 . $\begin{array}{ll} C=0 & \text { no branch } \\ C=1 & (X)=0 \\ C=2 & \text { (X) } \\ C=3 & \text { (X) } 0 \\ C=4 & \text { (X) } \\ C=5 \\ C=5 & (X) \\ C=6 & (X) \neq 0 \end{array}$ <br> $\mathrm{C}=7$ unconditional branch <br> If the condition specified by $C$ is satisfied, program control branches to location A. NOTE: (X) must be normalized. | AAR: A <br> BAR: B NO BRANCH NXT BRANCH <br> SR: NXT NO BRANCH JI(A) BRANCH | $\mathrm{N}_{\mathrm{i}}+4$ cycles NO BRANCH $\mathrm{N}_{\mathrm{i}}+6$ cycles BRANCH |
| FLOATING TEST AND BRANCH <br> ON INDICATOR <br> FMA/A,0D, 05 <br> or <br> FBI/A, OD | 07 | The indicators specified by $D$, the low-order octal digit of variant 1 , are tested. If any of the indicators is set, control branches to location A. <br> D=0 no branch <br> D=1 Multiply overflow <br> D=2 Exponent overflow <br> D=3 Exponent or multiply overflow <br> D=4 Divide check <br> $D=5$ Divide check or multiply overflow <br> $D=6$ Divide check or exponent overflow <br> $\mathrm{D}=7$ Divide check, exponent overflow, or multiply overflow. <br> NOTE: All indicators tested are reset. | AAR: A <br> BAR: NXT BRANCH $B_{p}$ NO BRANCH <br> SR: NXT NO BRANCH JI(A) BRANCH | $\mathrm{N}_{\mathrm{i}}+4$ cycles BRANCH $\mathrm{N}_{\mathrm{i}}+2$ cycles NO BRANCH |

Table F-1 (cont). Summary of Scientific Instructions

| FORMAT | $\begin{aligned} & \text { OCTAL } \\ & \text { OP } \\ & \text { CODE } \end{aligned}$ | FUNCTION | REGISTERS AFTER OPERATION | TIMING ${ }^{1}$ |
| :---: | :---: | :---: | :---: | :---: |
| $\frac{\text { BINARY MANTISSA SHIFT }}{\text { BMS/XM, V }}$ | 04 | If single-precision, the mantissa of ( X ) is shifted in the mode specified by $M$, the low-order octal digit of the first variant. If double-precision, the mantissas of (X) and (LOR) are shifted. The second variant $V(0 \leq V \leq 63)$ specifies the number of positions by which bits are shifted. <br> $\mathrm{M}=0$ left, SP , rotate (end around) <br> $\mathrm{M}=1$ left, SP , arithmetic <br> M=2 left, DP, rotate <br> $\mathrm{M}=3$ left, DP, arithmetic <br> $M=4$ right, $S P$, rotate <br> $\mathrm{M}=5$ right, SP , arithmetic <br> $M=6$ right, $D P$, rotate <br> M=7 right, DP, arithmetic <br> NOTE: The exponents of (X) and (LOR) are set to zero. In an arithmetic shift, the signs of the mantissas of ( X ) and (LOR) are preserved. | $\begin{array}{ll} \text { AAR: } & \text { App }_{p} \\ \text { BAR: } & \text { B }_{2} \end{array}$ | $9+\left[\mathbf{N}_{\mathbf{s}} / 4\right]$ cycles |
| BINARY INTEGER ARITHMETIC INSTRUCTION |  |  |  |  |
| $\frac{\text { BINARY INTEGER MULTIPLY }}{\text { BIM/A,B }}$ | 05 | The four-character fields in memory whose low-order characters are A and B are treated as 24 -bit binary integers. The integers are multiplied together; the productis stored in the field specified by the $B$ address. Indicator: Multiply overflow. | AAR: A-4 <br> BAR: B-4 <br> LOR: unspecified | $\mathrm{N}_{\mathrm{i}}+20+\left[\mathrm{N}_{1} / 2\right]$ cycles |

[^63]A-ADURESS REGISTER (AAR), 4-4
A-FIELD WORD MARK
LOAD CHARACTERS TO A-FIELD WORD MARK -- LCA, 8-63 AAR

A-ADDRESS REGISTER (AAR), 4-4
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MODE
ADDRESSING MODES, 4-5
ASSEMBLY OF INDEXED ADDRESS IN FOUR-CHARACTER ADDRESSING MODE , 5-18
ASSEMBLY OF INDEXED ADDRESS IN THREE-CHARACTER ADDRESSING MODE , 5-17
ASSEMBLY OF INDIRECT ADDRESS IN FOUR-CHARACTER ADDRESSING MODE 5-19
ASSEMBLY OF INDIRECT ADDRESS IN THREE-CHARACTER ADDRESSING MODE, 5-18
CHANGE ADDRESSING MODE $=$ CAM* 8-69
CHANGE SEQUENCING MODE - - CSM. 8-72
CHANGING ADDRESSING MODES VIA CAM INSTRUCTION. 8-71
EXTRACTION OF INDEXED ADDRESS IN THREE-CHARACTER MODF + 4-12
FOUR-CHARACTER ADDRESSING MODE 4-8, 4-12
INDEX REGISTER ADDRESSES IN FOUR-CHARACTER ADDRESSING MODE, 4-13
INDEX REGISTER ADDRESSES IN THREE-CHARACTER ADDRESSING MODE, 4-11
INTERRUPT PROCESSING MODE, 1-3
MODES SPECIFIED BY VARIANT CHARACTER IN CAM INSTRUCTION, 8-69
RESUME NORMAL MODE -- RNM $8-97$
SET ADDRESS MODE - ADMODE, .7-9
STANDARI PROCESSOR MODE, 1-3
THREE-CHARACTER ADDRESSING MODE, 4-6
TRAP MODE, 8-70
TWO-CHARACTER ADDRESSING MODE 4-5
MODEL 200 ADVANCED PROGRAMHING FEATURE MODEL 200 ADVANCED PROGRAMMING FEATURE, $1-16$
MODIFICATION
ADDRESS MODIFICATION, $4-8$
" CODES.
ADDRESS MODIFICATION CODES, 5-16
MODULAR ORIGIN - MORG, 7-7
MONITOR CALL -- MC, 8-95
MORG
MODULAR ORIGIN $=-$ MORG, 7-7
MOVE

* AND TRANSLATE -- MAT, 8-77
" CHARACTERS AND EDIT -- MCE, 8-102 MOVE CHARACTERS TO WORD MARK -- MCW, 8-62
- CONDITIONS. EXTENDED MOVE CONDITIONS, 8-74
EXTENDED MOVE - EXM, $8=74$
EXTENDED MOVE (EXM) CONDITIONS, B-2
" ITEM AND TRANSLATE -- MIT, 8-80
MULTI-CHANNEL COMMUNICATION CONTROL
SUMMARY OF PCB I/O CONTROL CHARACTERS FOR TYPE 286 MULTI-CHANNEL , 8-132
SUMMARY OF PDT I/O CONTROL CHARACTERS FOR TYPE 286 MULTI-CHANNEL, 8-116
MULTIPLICATION, 8-11
MULTIPLY
*     - M M. 8-26
" OPERATION. A AND B FIELDS IN MULTIPLY OPERATION, 8-12
* SIGN CONVENTIONS, 8-12

NETWORK
CUSTOMER INQUIRY HANDLING VIA TYPICAL COMMUNICATIONS NETWORK, 1-12
NOP
NO OPERATION $=-$ NOP, $8-61$
NORMAL MODE
RESUME NORMAL MODE -- RNM, 8-97
NOTATION
OCTAL NOTATION, $A=1$
NUMBER (CONT.)

NUMBER
CARD NUMBER (CARD COLUMNS 1-5), 5-4

* OF INDEX REGISTERS AVAILABLE TO SERIES 200 HROCESSORS, 4-10
NUMERIC CCNSTANTS, 6-2
OEJECT PRCGRAMS
RELATIONSHIP OF SOURCE, ASSEMBLY, AND OBJECT PROGRAMS, 5-2
OCTAL
BINARY, OCTAL, AND DECIMAL EQUIVALENTS, B-7
" CONSTANTS, 6-3
- CONVERSION TABLE, DECIMAL OCTAL CONVERSION TABLE, A-2
" EQUIVALENTS,
BINARY OCTAL EQUIVALENTS. A-1
" LITERALS, 5-13
" NOTATION, A-1
OCTAL-DECIMAL CONVLRSION PROCEDURE A-3
OPERANDS (CARD COLUMNS 21-62), 5-8
OPERATION
A AND B FIELDS IN MULTIPLY OPERATION, 8-12
ARITHMETIC OPERATIONS, 8-6
AUTCMATIC FOKMATTING IN ARITHMETIC OPERATIONS, F-2
- CODE, 3-2

OPERATION CODE (CARD COLUMNS 15-20), 5-7
DATA PATH DUKING CARD READ OPERATION, 1-14
DATA TRANSFEK INTERVALS DURING ONE PERIPHERAL OPERATION, 2-9
FACTOR LOCATIONS IN DIVIDE OPERATION, 8-14
MAT OPERATION, 8-79
MIT UPERATICN, 8-84
NO CPERATION - NOP $8-61$
PERIPHERAL [ATA TKANSFER OPERAIION, 1-11
SERIES 200 ADD AND SUBTRACT OPERATIONS, 8-6
SILE OF INFOHMATION UNITS IN MIT OPERATION, 8-80
OPTIUNAL FEATURES, 1 -1
ORG
SERIES 200 OPTIONAL FEATURES, $1-15$
SERIES 200 OPTIONAL FEATURES, $1-15,7-6$
ORGANIZATION CF DAIA IN MAIN MEMORY, 3-4
URIGIN
" - - CRG, 7-6
LITERAL. ORIGIN =- LITORG, 7-8
MODULAR ORIGIN -- MORG, 7-7
PANEL
TYPE 1201 CONTROL PANEL, 1-2
PAPER TAPE
" EQUIPMENT, 1-9
SERIES 200 PAPER TAPE EQUIPMENT, $1-10$

- PUNCH,

C3 CODING FOR TYPE 210 PAPER TAPE PUNCH, 8-114 PAPEK TAPE READER

C 3 CODING FOK TYPE 209 PAPER TAPE READER, 8-114 PATH

BASIC INPUT/UUTPUT DATA PATH, $1-13$

- COMPONENTS.

DATA PATH COMPONENTS OF SERIES 200 PROCESSORS, 1-14
DATA PATH DUKING CARD READ OPERATION, 1-14
PCB
" I/O CONTROL CHARACTERS,
SUMMARY UF PCB I/0 CONTROL CHARACTERS, 8-119
SUMMARY OF PCB I/O CONTROL CHARACTERS FOR TYPE 286 MULTI-CHANNEL, 8-132
PEKIPHERAL CUNTROL AND BRANCH $=$ = PCB, 8-117, 8-131
PDT
" I/O CONTROL CHARACTERS
SUMMARY OF PDT I/O CONTROL CHARACTERS, 8-112 SUMMARY OF PDT I/O CONTROL CHARACTERS FOR TYPE 286 MULTI-CHANNEL, 8-116

* $1 / 0$ CONTROL CHARACTERS Cl.

DESCRIPTION OF PDT I/O CONTROL CHARACTERS CI AND C2. 8-109
PERIPHERAL DATA TRANSFER =- PDT, 8-108, 8-115 PERIPHERAL
" CONTROL, 1-6
PERIPHERAL CONTROL AND BKANCH $=-$ PCB, 8-117. 8-131
n DATA TRANSFER - - PDT, 8-108
PERIPHERAL DATA TRANSFER =- PDT, 8-115
" DATA TRANSFER OPERATION, l-11
" EQUIPMENT, 1-6

* OPERATICN,

DATA TRANSFER INIERVALS DURING ONE PERIPHERAL OPERATION. 2-9

- SIMULTANEITY, l-S

PLANE
(CONT.)

PLANE (CONT.)
MAIN MEMORY CORE PLANE, 2-2
POINT INDICATORS
FLOATING POINT INDICATORS, F-2
POSITION
ONE MEMURY POSITION, $2-3$
POWER
POWERS OF 2. B-7
PROCESSING POWER, 1-4
PRINTERS
C 3 CODING FOR TYPES 206 AND 222 PRINTERS * B-114
HIGH-SPEED PRINTERS, 1-7
SERIES 200 HIGH=SPEED PRINTERS, $1-8$
PROCEDURE
OCTAL-DECIMAL CONVERSION PROCEDURE, A-3
PROCEED INDICATOF, E-3
PROCESSING
INTERRUPT FROCESSING, D-1
" MODE *
" POWER, 1-4
PROCESSOK
ACTIVE ADDRESS RITS IN SERIES 200 PROCESSORS $4-14$
CENTRAL PROCESSOR, 1-1, 2-1
" CHARACTERISTJCS.
SUMMARY OF CENTRAL PROCESSOR CHARACTERISIICS, 2-12
DATA PATH COMPONENTS OF SERIES 200 PROCESSORS, $1-14$
LOGICAL DIVISION OF SERIES 200 CENTRAL PROCESSOR,

## 2-1

" MOLE
STANDARD PROCESSOR MODE , I-3
NUMBER OF INDEX REGISTERS. AVAILABLE TO SERIES 200 PROCESSORS, 4-10
PROG
PROGRAM HEADER -- PROG, 7-2
PROGRAM
EASYCODER ASSEMBLY PROGRAM, 5-3
" HEADER -- PROG, T-2
" INTERRUPT, 1-16
RELATIONSHIP OF SOURCE, ASSEMBLY, AND OBJECT
PROGRAMS, 5-2
PROGRAMMING
ADVANCED PROGRAMMING, 1-15
EASYCODER PROGRAMMING, 5-1
" FEATURE,
BCC TEST CONDITIONS WITH ADVANCED PROGRAMMING FEATURE, 8-47
MODEL 200 ADVANCED PROGRAMMING FEATURE, $1-16$ INTERRUPT PROGRAMMING, D=3
PROTECT

- FEATURE,

STORAGE PROTECT FEATURE, E-1 STORAGE PROTECT, 1-17
PROTECTED MEMORY
LEFTMOST BOUNDARIES OF PROTECTED MEMORY, 8-85 PROTECTION VIOLATIONS OF STORAGE PROTECTION, E-2
PUNCH
C3 CODING FOR TYPE 210 PAPER TAPE PUNCH, 8-114
PUNCHED CARD
" CODES, 3-9
" EQUIPMENT, 1-7
SERIES 200 PUNCHED CARD EQUIPMENT, 1-7
PUNCHED CARD FORMAT, 3-8
PUNCTUATION INDICATORS
SET I PUNCTUATION INDICATORS, 5-5
SET II PUNCTUATION INDICATORS (EASYCODER ONLY), 5-6
RANDOM ACCESS DRUM
C3 CODING FOR TYPE 270 RANDOM ACCESS DRUM, 8-115
" FILE, 1-9
READ OPERATION
DATA PATH DURING CARD READ OPERATION, 1-14
READ/WRITE
" CHANNEL , 1-13
ADDITIONAL INPUT/OUTPUT TRUNKS AND READ/WRITE
CHANNELS, 1-17
AUXILIARY READ/WRITE CHANNEL, 2-10
" COUNTERS, 2-7
READER
C3 CODING FOR TYPE 209 PAPER TAPE READER, 8-114
RECORD FORMAT IN MAIN MEMORY, 3-6
RECORDS, 3-6
REFERENCE
SELF REFERENCE, 5-10
REGISTER
A-ADDRESS REGISTER (AAR), 4-4
(CONT.)

REGISTER (CONT.)
ADDRESS REGISTERS, 2-6
" ADDRESSES,
index register addresses in four-character ADDRESSING MODE, 4-13
index register addresses in three-character ADURESSING MODE, 4-11
B-ADDRESS REGISTER (BAR), 4-4
CHANGE SEQUENCE REGISTER (CSR), 4-3
" CONTENTS LOADED,
CONTROL REGISTER CONTENTS LOADED EY LCR INSTRUCTION, 8-67

- CONTENTS STORED,

CONTROL REGISTER CONTENTS STORED BY SCR INSTRUCTION, 8-65
CONTROL MEMCRY REGISTERS, 2-5

- DESIGNATIONS,

CONTRQL REGISTER DESIGNATIONS, B-I
EXTERNAL INTERRUPT REGISTER (EIR), 4-3
FLOATING-POINT REGISIERS, F-I

- FUNCTION,

TYPICAL CONTROL REGISTER FUNCTION, 2-4
INTERNAL INIERRUPI REGISTER (IIR), 4-4
NUMBER OF INDEX REGISters AVAILABLE TO SERIES 200 PROCESSORS, 4-10
REGISTERS USED IN ADDRESSING, 4-3
SEQUENCE REGISTER (SR), 4-3
SIZE OF CONTROL MEMORY REGISTERS, $2-5$
REGISTERS
LOAD CONTROL REGISTERS -- LCR, 8-67
STORE CONTROL REGISTERS -- SCR, 8-65
" StORED,
CONTROL REGISTERS STORED EY SCR INSTRUCTION,
RELATIONSHIP OF SOURCE, ASSEMBLY, AND OBJECT PROGRAMS, 5-2 RELATIVE, 5-10 REP

REPEAT -- REP, 7-14
REPEAT - REP, 7-14
REPRESENTATION
CHARACTER REPRESENTATION ON MAGNETIC TAPE, 3-7
" Of Characters in magnetic core storage, 2-3
Symbolic representation of inputhoutput traffic CONTROL, 2-11
SYMBOLIC REPRESENTATION OF SERIES 200 INSTRUCTIONS. 3-4
reserve area -- resv, 6-5
RESTORE VARIANT AND INDICATORS -- RVI, 8-93 RESTORED

INFORMATION RESTORED BY RVI INSTRUCTION, 8-94
RESUME NORMAL MODE -- RNM, 8-97
RESV
RNM RESERVE AREA -- RESV, 6-5
RESUME NORMAL MODE -- RNM, 8-97
ROUTINE
SAMPLE CODING FOR EXTERNAL INTERRUPT ROUTINE, D-3
RULES
SAMPLE CODING FOR INTERNAL INTEFRUPT ROUTINE,
ADDIIIONAL CODING RULES, 5-9
hVI
" instruction,
INFORMATION RESTORED BY RVI INSTRUCTION, 8-94 FESTORE VARIANT AND INDICATORS -- RVI, 8-93
SAMPLE CODING
" FOR EXTERNAL INTERRUPI ROUTINE, D-3
" FOR INTERNAL INTERRUPI ROUTINE, $\mathrm{H}-4$
SCIENTIFIC
" instructions,
SUMMARY OF SCIENTIFIC INSTRUCTIONS, F-3
" UNIT, F-1, 1-17
SCR

- instruction,

CONTROL REGISTER CONTENTS STORED BY SCR INSTRUCTION, 8-65
CONTROL REGISTERS STORED BY SCR INSTRUCTION, 8-66
STORE CONTROL REGISTERS -- SCR, 8-65
SEG
SEGMENT HEADER -- SEG, 7-3
SEGMENT HEADER -- SEG, 7-3 ,
SELF REFERENCE, 5-10
SENSE SWITCH CONDITIONS
BRANCH ON CONDITION TEST (BCT) SENSE SWITCH
CONDITIONS, B-3
" FOR BCT INSTRUCTION, 8-42
SEQUENCE REGISTER
(CONT.)

SEQUENCE REGISTER (CONT.)
( $5 R$ ) , 4-3
CHANGE SEQUENCE REGISTER (CSR), $4-3$
SEQUENCING MODE
CHANGE SEQUENCING MODE -- CSM, 8-72
SERIES 200
" ADD.
SERIES 200 ADD AND SLBTRACT OPERATIONS , 8-6
" CENTRAL FROCESSOR,
LOGICAL DIVISION OF SERIES 200 CENTRAL

- character codfs.

SERIES 200 CHARACTER CODES, B-7
" components.
SERIES 200 COMPONENTS, $1-1$
" data communication equipment,
SERIES 200 DATA COMMUNICATION EQUIPMENT, 1-10
" HIGH-SPEED PRINTERS,
SERIES 200 HIGH-SPEED PRINTERS, $1-8$
" instructions,
SYMBOLIC REPRESENTATION OF SERIES 200 INSTRUCTIONS, 3-4
" magnetic drum file units,
SERIES 200 MAGNETIC DRUM FILE UNITS, l-9
" magnetic tape units,
SERIES 200 MAGNETIC TAPE UNITS, 1-8
" MASS memory file units,
SERIES 200 MASS MEMORY FILE UNITS, $1-9$
" optional features,
SERIES 200 OPTIONAL FEATURES, 1-15
" Paper tape equipment.
SERIES 200 PAPER TAPE EQUIPMENT, 1-10
" PROCESSORS.
ACTIVE ADDRESS BITS IN SERIES 200 PROCESSORS, 4-14
dATA PATH COMPONENTS OF SERIES 200 PROCESSORS. 1-14
NUMBER OF INDEX REGISTERS AVAILABLE TO SERIES 200 PROCESSORS, 4-10
" punched card equipment.
SERIES 200 PUNCHED CARD EQUIPMENT, 1-7
SERIES 200 INSTRUCTION
" DESCRIPTIONS,
Symbology used in series 200 Instruction
" FORMAT,
SERIES 200 INSTRUCTION FORMAT 1, $4-15$
SERIES 200 INSTRUCIION FORMAT 2, $4-16$
SERIES 200 INSIRUCIION FORMAT $3,4-17$
SERIES 200 INSTRUCIION FORMATS, 3-3
SET
" ADDRESS MODE -- ADMODE, 7-9
" I PUNCTUATION INDICATORS, 5-5
" II PUNCTUATION INDICATORS (EASYCODER ONLY), 5-6
" ITEM MARK -- SI, 8-55
" WORD MARK -- SW, 8-54
SFX
SUFFIX -- SFX, 7-13
SI
SET ITEM MARK -- SI, 8-55
SIB
STURE INDEX/BARRICADE INDICATOR -- SIB. 8-87
SIGN CONVENTIONS
DECIMAL ARITHMETIC SIGN CONVENTIONS, 8-11
DIVIDE SIGN CONVENTIONS, 8-15
MULTIPLY SIGN CONVENTIONS, 8-12
SIGNS
ALGEBRAIC SIGNS IN DECIMAL ADDITION: 8-9
SImultaneity
PERIPHERAL SIMULTANEITY, 1-5
SIZE
MAIN MEMORY SIZE, l-5
" OF CONTROL MEMORY REGISTERS, 2-5
" of information units in mit operation, 8-80
SKIP
" -- SKIP, 7-13
SOURCE
RELATIONSHIP OF SOURCE, ASSEMBLY, AND OBJECT PROGRAMS, 5-2
SPECIAL CHARACTERS IN MCE INSTRUCTION, 8-103
SPEED
MAIN MEMORY SPEED, $1-5$
SR
SEUUENCE REGISTER (SR), 4-3
SST
SUBSTITUTE -- SST. 8-37
STANDARD PROCESSOR MODE, 1-3
STATEMENTS (CONT.)

## STATEMENTS

ASSEMBLY CONTROL STATEMENTS, 7-1, 7-2 DATA FORMATIING STATEMENTS, 6-1
storage

- locations,

CONSECUTIVE STORAGE LOCATIONS IN MAIN MEMORY,
" PROTECT, $\begin{array}{r}3-4 \\ \hline 179\end{array}$
" PROTECT feature, E-1
" PROTECTION.
VIOLATIONS OF STORAGE PROTECTION, E-2 REPRESENTATION OF CHARACTERS IN MAGNETIC CORE Storage, 2-3
STORE
" CONTROL REGISTERS -- SCR, 8-65
" INDEX/BARRICADE INDICATOR -- SIB, 8-87
" VARIANT AND INDICATORS -- SVI, 8-90
StORED
CONTROL REGISTER CONTENTS STORED BY SCR INSTRUCTION, 8-65
CONTROL REGISTERS STORED BY SCR INSTRUCTION, 8-66 INFORMATION STORED BY SVI INSTRUCTION, 8-90
SUBSTITUTE -- SST, 8-37
SUBTRACT
" -- S, 8-18

- Binary subtract --bs, 8-21
" OPERATIONS,
SERIES 200 ADD AND SUBTRACT OPERATIONS, 8-6
ZERO AND SUBTRACT --2S. 8-24
SUBTRACTION
BINARY SUBTRACTION, 8-6
DECIMAL SUBTRACTION, 8-10
SUFFIX -- SFX, 7-13
SUMMARY, 3-6, 4-4
INSTRUCTION SUMMARY, C-1
" OF CENTRAL PROCESSUR CHARACTERISTICS, 2-12
" OF internal data furmats, 3-6
". OF PCB $1 / 0$ CONTROL CHARACTERS, $8-119$
" OF PCB $1 / 0$ CONTROL CHARACTERS FOR TYPE 286 MULTI-CHANNEL, 8-132
n OF PDT $1 / 0$ CONTROL CHARACTERS, 8-112
" OF PIIT I/O CONTROL CHARACTERS FOR TYPE 286
multi-Channel, 8-116
" Of SCIENTIFIC INSTRUCTIONS, F-3
" instruction,
INFORMATION STORED BY SVI INSTRUCTION, 8-90
SW
SET WORD MARK -- SW, 8-54
SWITCH CONDITIONS
BRANCH ON CONDITION TEST (BCT) SENSE SWITCH
CONDITIONS, B-3
SENSE SWITCH CONDITIONS FOR BCT INSTRUCTION, 8-42 SYMBULIC, 5-9
" ADDRESS,
* dangine symbolic address -- dSa, 6-6
" Language,
EASYCODER SYMBOLIC LANGUAGE, 5-2
" REPRESENTATION OF INPUT/OUTPUT TRAFFIC CONTROL, 2-11 SYMBOLIC REPRESENTATION OF SERIES 200
" tags, INSTRUCTIONS, 3-4

CONVERSIUN OF SYMBOLIC TAGS TO ABSOLUTE MEMORY ADDRESSES, 3-2
symbulogy, f-2
table
" USED IN SERIES 200 INSTRUCTION DESCRIPTIONS, 8-2
" USED IN SERIES 200 INSTRUCTION DESCRIPTIONS, 8-2, 8-3
DECIMAL OCTAL CONVERSION TABLE, A-2 MISCELLANEOUS TABLES, B-1

## tags

CONVERSION OF SYMBOLIC TAGS TO ABSOLUTE MEMORY ADDRESSES, 3-2

CHARACTER REPRESENTATION ON MAGNETIC TAPE, 3-7
" DATA FORMAT, MAGNETIC TAPE DATA FORMAT, 3-7
DATA FORMAT ON MAGNETIC TAPE, 3-8
" EQUIPMENT, PAPER TAPE EQUIPMENT, 1: 9 SERIES 200 PAPER TAPE EQUIPMENT, $1-10$
" PUNCH, C3 CODING FOR TYPE 210 PAPER TAPE PUNCH, 8-114

- reader, C3 CODING FOR TYPE 209 PAPER TAPE READER, 8-114 (CONT.)

TAPE (CONT.)
" UNITS,
MAGNETIC TAPE UNITS. 1-8
SERIES 200 MAGNETIC TAPE UNITS, $1-8$
TEST
BRANCH ON CONDITION TEST -- BCT, 8-41 BRANCH ON CONDITION TEST (BCT) INDICATOR CONDITIONS, B-4
BRANCH ON CONDITION TEST (BCT) SENSE SWITCH CONDITIONS, E-3

- CONDITIONS,

BASIC TEST CONDITIONS FOR BCC INSTRUCTION, 8-46
BCC TEST CONDITIONS WITH ADVANCED PROGRAMMING FEATURE, 8-47
INDICATOR TEST CONDITIONS FOR BCT INSTRUCTION, 8-43
three-character
" ADDRESSING MODE, 4-6
ASSEmbly OF INDEXED ADDRESS IN THREE-CHARACTER ADDRESSING MODE, 5-17
ASSEMBLY OF INDIRECT ADDRESS IN THREE-CHARACTER ADDRESSING MODE, 5-18
INDEX REGISTER ADDRESSES IN THREE-CHARACTER ADDRESSING MODE, 4-11
" Indirect address.
EXTRACTION QF THREE-CHARACTER INDIRECT ADDRESS,
" MODE,
EXTRACTION OF INDEXED ADDRESS IN THREE-CHARACTER MODE, 4-12
THREE-CHARACTER ADDRESS, 4-9
TIMING NOTES, F-3
TRAFFIC CONTROL
" ACIIVIties,
INPUY IOUTPUT TRAFFIC CONTROL ACTIVITIES, 2-9
INPUT/OUTPUT TRAFFIC CONTROL, 2-8
SYMBOLIC REPRESENTATION OF INPUT/OUTPUT TRAFFIC CONTROL, 2-11
TRANSFER
" Intervals.
data transfer intervals nuring one peripheral
" operation,
PERIPHERAL DATA TRANSFER OPERATION, 1-11 PERIPHERAL DATA TRANSFER -- PDT, 8-108, 8-115
translate
MOVE AND TRANSLATE -- MAT, 8-77 MOVE ITEM AND TRANSLATE -- MIT, 8-80
TRAP MODE, 8-70
TRAPPING
TRUE ADD, 8-9
trunk
" EXAMPLES, 8-9
" EXAMPLES, 8-9, 1-17 INPUT/OUTPUT TRUNK, 1-13
TWO-CHARACTER
" ADDRESS ASSEMBLY, 5-3
YPE
" (CARD COLUMN 6), 5-5
" 1201 CONTROL PANEL, $1-2$
" 209 PAPER TAPE FEADER,
C3 CODING FOR TYPE 209 PAPER TAPE READER, 8-114
" 210 PaPER TAPE PUNCH,
C3 CODING FOR TYPE 210 PAPER TAPE PUNCH, 8-114
" 220-1 CONSOLE, 1 -3
" 220-2 CONSOLE, 1-3
" 270 RANDOM ACCESS DRUM,
C3 COIING FOR TYPE 270 RANDOM ACCESS DRUM, 8-115
" 286 LINE CONTROL FUNCTIONS, 8-117
" 286 multi-channel communication control.
SUMMARY OF PCB I/O CONTROL CHARACTERS FOR TYPE 286 MULTI-CHANNEL, 8-132
SUMMARY OF PDT $1 / 0$ CONTROL CHARACTERS FOR TYPE
TYPES 206 286 MULTI-CHANNEL, 8-116
C3 CODING FOR TYPES 206 AND 222 PRINTERS, 8-114
IYPICAL
" ADD INSTRUCTION, 4-1
EXTRACTION OF DATA FIELDS IN TYPICAL ADD
INSTRUCTION, 4-2
" COMmUNICATTONS NETWORK,
CUSTOMER INQUIRY HANILING VIA TYPICAL

- control communications ne twork, 1-12

UNIT
(CONT.)

## COMPUTER-GENERATED INDEX

```
UNIT (CONT.)
    " ACTIVITIES,
            CONTROL UNIT ACTIVITIES, 2-8
        ARITHMETIC UNIT, 2-7
    CONTROL UNIT, 2-8
    DATA FLOW BETWEEN MAIN MEMORY AND ARITHMETIC UNIT,
        2-7
    MAGNETIC TAPE UNITS, 1-8
    SCIENTIFIC UNIT, F-1, 1-17
    SERIES 200 MAGNETIC DRUM FILE UNITS* 1-9
    SERIES 200 MAGNEIIC TAPE UNITS, 1-8
    SERIES 200 MASS MEMORY FILE UNITS, 1-9
    SIZE OF INFORMATION UNITS IN MIT OPERATION, 8-80
VARIABLE FIELD LENGTH, 3-1
VARIANT
    " CHARACTER, 3-3, 5-15
        MODES SPECIFIED BY VARIANT CHARACTER IN CAM
                INSTRUCTION. 8-69
    RESTORE VARIANT AND INDICATORS -- RVI, 8-93
    STORE VARIANT AND INDICATORS -- SVI. 8-90
VIOLATIONS OF STORAGE PROTECTION, E-2
WORD MARK
    CLEAR WORD MARK -- CW, 8-56
    DEFINE CONSTANT WITH WORD MARK =- DCW, 6-2
    LOAD CHARACTERS TO A-FIELD WORD MARK -- LCA, 8-63
    MOVE CHARACTERS TO WORD MARK =- MCW. 8-62
    SET WORD MARK -- SW, 8-54
ZA
    ZERO AND ADD -- 2A, 8-23
ZERO
    " AND ADD -- 2A, 8-23
    * AND SUBTRACT =-25, 8-24
ZS
```

    ZERO AND SUBTRACT \(=-25,8-24\)
    1-5 CARD NUMBER (CARD COLUMNS 1 -5), 5-4
    1201 CONTROL PANEL
        TYPE 1201 CONTROL PANEL. 1-2
    15-20
OPERATION CODE (CARD COLUMNS 15-20), 5-7
206 C3 CODING FOR TYPES 206 AND 222 PRINTERS, 8-114
209 PAPER TAPE READER
C3 CODING FOR TYPE 209 PAPER TAPE READER, B-114
21-62
OPERANDS (CARD COLUMNS 21-62), 5-8
210 PAPER TAPE PUNCH
C3 CODING FOR TYPE 210 PAPER TAPE PUNCH, 8-114
220-1 CONSOLE
TYPE 220-1 CONSOLE, $1-3$
220-2 CONSOLE
TYPE 220-2 CONSOLE, 1-3
222 PRINTERS
C3 CODING FOR TYPES 206 AND 222 PRINTERS, 8-114
270 RANDOM ACCESS IRUM
C3 CODING FOR TYPE 270 RANDOM ACCESS DRUM, $8-115$
286
" LINE CONTROL FUNCTIONS.
TYPE 286 LINE CONTROL FUNCTIONS, 8-117
" MULTI-CHANNEL COMMUNICATION CONTROL.
SUMMARY OF PCB I/O CONTROL CHARACTERS FOR TYPE
286 MULTI-CHANNEL 8-132
SUMMAFY OF PDT I/O CONTROL CHARACTERS FOR TYPE
286 MULTI-CHANNEL $8-116$
8-14
LOCATION (CARD COLUMNS 8-14), 5-6
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[^0]:    ${ }^{1}$ The Types 201 and 201-1 processors cannot be interrupted by sources 2 . and 3. above.

[^1]:    ${ }^{1}$ A data set is required to convert the data signals used by the communication control to signals acceptable for transmission over communication lines.

[^2]:    ${ }^{1}$ When the Series 200 model is equipped with the Scientific Unit (see Appendix F), 12 control memory locations form four floating-point accumulators; these registers should only be addressed by the scientific instructions included in that feature.

[^3]:    ${ }^{1}$ The contents of these registers are not accessible to the programmer.

[^4]:    lRead/write channels are described in Section 1.

[^5]:    ${ }^{1}$ A record can also be moved internally (i.e., from one main memory area to another) by means of the Extended Move instruction (see Section 8). In this case, the character containing the record mark is considered as part of the record.

[^6]:    NOTE: All examples and illustrations in this section are presented in decimal notation. A table of decimal and octal equivalents appears in Appendix A.

[^7]:    ${ }^{l}$ A Load Control Registers instruction can be used to store the desired op code address (see page 8-67).

[^8]:    ${ }^{1}$ A Load Control Registers instruction can be used to store the desired op code address (see page 8-67).
    ${ }^{2}$ A record also can be moved internally from right to left by means of the Extended Move instruction (see Section 8).

[^9]:    ${ }^{1}$ The entire contents of an address register (bank bits + two-character address bits) are affected during the extraction of an instruction whose extraction path "duplicates A" (described on page 4-16). Extraction of all other two-character addresses affects only the rightmost 12 bits.

[^10]:    "Internal execution" is defined as the incrementing or decrementing of address register contents during memory cycles allocated to the central processor. When peripheral transfer operations are performed, using memory cycles allocated to read/write channels, incrementing and decrementing of address register contents affect all bits of the register. Thus, addressing during peripheral transfer operations is continuous throughout the memory.

[^11]:    ${ }^{1}$ The entire contents of an address register (sector bits +15 -bit address) are affected during the extraction of an instruction whose extraction path "duplicates A" (described on page 4-16). Extraction of all other three-character addresses affects only the rightmost 15 bits in the register.

[^12]:    ${ }^{1}$ The nineteenth bit of a four-character address is reserved for possible memory expansion. This bit is always zero in Series 200 processors with a main memory capacity of 262,144 characters or less.

[^13]:    ${ }^{1}$ These registers are always located in the first 25 locations (locations 0-24) of memory in a Type 201 or 201-1 processor.

[^14]:    ${ }^{1}$ Advanced Programming is a standard feature on the Type 1201 and 2201 processors.

[^15]:    ${ }^{1}$ Index registers 16 through 30 are the registers included in the Storage Protect Feature.

[^16]:    ${ }^{1}$ The entire contents of AAR are loaded into $B A R$ during extraction, so that all bit positions in $B A R$ are identical to those in AAR.

[^17]:    ${ }^{1}$ The Easycoder C Assembly Program (see Section 7) interprets punches in columns 63-80 as comments and prints these comments in the program listing.

[^18]:    ${ }^{1}$ Available only with Easycoder B and C.

[^19]:    ${ }^{1}$ A symbolic tag, composed of at least two characters, may be used to represent (1) a variant character, or (2) a group' of input/output control characters. The number of I/O control characters that may be represented varies from one to six (using either the Easycoder A or B Assembly System) or from one to four (using the Easycoder C Assembly System). The symbolic tag must be defined before it is used in the input/output instruction; the Control Equals statement (CEQU) is generally used for this purpose (see page 7-11).

[^20]:    ${ }^{1}$ A symbolic tag, composed of at least two characters, may be used to represent (1) a variant character, or (2) a group' of input/output control characters. The number of I/O control characters that may be represented varies from one to six (using either the Easycoder A or B Assembly System) or from one to four (using the Easycoder C Assembly System). The symbolic tag must be defined before it is used in the input/output instruction; the Control Equals statement (CEQU) is generally used for this purpose (see page 7-11).

[^21]:    ${ }^{1}$ See the description of sign codes beginning on page $8-9$.

[^22]:    ${ }^{\text {l }}$ Recall that an octal digit can be represented as three bits; thus each six-bit character used to store an octal constant contains two octal digits. For example, an octal constant composed of six octal digits can be stored in a three-character field.

[^23]:    ${ }^{1}$ This third method of coding alphanumeric constants is applicable only when using the Easycoder C Assembly System (see page 7-1).

[^24]:    ${ }^{1}$ The Define Area statement may be employed only with the Easycoder B or C Assembly System.

[^25]:    ${ }^{\text {l }}$ Index registers 1 through 6 are used with Easycoder B, while index registers lhrough 15 can be used with Easycoder C.

[^26]:    ${ }^{1}$ Normalized signs are expressed bythe following zone bit configurations: plus $=01$, minus $=10$.

[^27]:    ${ }^{1}$ Only a "true add" operation can turn the overflow indicator on (see Table 8-5).

[^28]:    Note that the B "field" in a divide operation does not define the B operand but is a group of storage locations within which the $B$ operand (the dividend) is contained.

[^29]:    ${ }^{1}$ Add one memory cycle to each of these times if the instruction is being executed in a Type 2201 processor.

[^30]:    ${ }^{1}$ Add one memory cycle to each of these times if the instruction is being executed in a Type 2201 processor.

[^31]:    ${ }^{1}$ Add one memory cycle to this formula if the instruction is being executed in a Type 2201 processor.

[^32]:    ${ }^{1}$ Add one memory cycle to this formula if the instruction is being executed in a Type 2201 processor.

[^33]:    ${ }^{1}$ Add one memory cycle to this formula if the Extract instruction is being executed in a Type 2201 processor.

[^34]:    ${ }^{1}$ Add one memory cycle to this formula if the Half Add instruction is being executed in a Type 2201 processor.

[^35]:    ${ }^{1}$ Add two memorycyclesto this formula if the instruction is executed in a Type 2201 processor.

[^36]:    ${ }^{1}$ Add two memory cycles to this formula if the instruction is executed in a Type 2201 processor.

[^37]:    ${ }^{1}$ Add one memory cycle to this formula if the instruction is being executed in a Type 2201 processor.

[^38]:    ${ }^{1}$ Add one memory cycle to this formula if the instruction is being executed in a Type 2201 processor.

[^39]:    ${ }^{1}$ Add one memory cycle to this formula if the instruction is being executed in a Type 2201 processor.

[^40]:    ${ }^{1}$ Add one memory cycle to this formula if the instruction is being executed in a Type 2201 processor. Subtract one memory cycle from this formula if the instruction is being executed in a Type 1201 processor in format a.

[^41]:    ${ }^{1}$ Add one memory cycle to this formula if the instruction is being executed in a Type 2201 processor. Subtract one memory cycle from this formula if the instruction is being executed in a Type 1201 processor in format a.

[^42]:    ${ }^{1}$ Add one memory cycle to this formula if the instruction is being executed in a Type 2201 processor.

[^43]:    ${ }^{1}$ Add two memory cycles to this formula if the instruction is being executed in a Type 2201 processor.

[^44]:    ${ }^{1}$ Add one memory cycle to this formula if the instruction is being executed in a Type 2201 processor. Subtract one cycle from the formula if the instruction is executed in a Type 1201 processor.

[^45]:    ${ }^{1}$ Add one memory cycle to this formula if the instruction is being executed in a Type 2201 processor.

[^46]:    ${ }^{1}$ Add two memory cycles to this formula if the instruction is executed in a Type 2201 processor.

[^47]:    ${ }^{1}$ Add two memory cycles to this formula if the instruction is being executed in a Type 2201 processor.

[^48]:    ${ }^{1}$ Add one memory cycle to this formula if the instruction is being executed in a Type 2201 processor.

[^49]:    ${ }^{1}$ Add four memory cycles to this formula if the instruction is being executed in a Type 2201 processor.

[^50]:    ${ }^{l}$ Superposition is performed by placing a 1 bit in every position of the table address in which al existed in either the A-item character or the base address or both. This is the "logical inclusive OR" function.

[^51]:    ${ }^{1}$ Add two memory cycles to this formula if the instruction is being executed in a Type 1201 processor. Add four memory cycles if it is executed in a Type 2201 processor.

[^52]:    - STORE VARIANT AND INDICATORS
    - RESTORE VARIANT AND INDICATORS
    - MONITOR CALL
    - RESUME NORMAL MODE

[^53]:    ${ }^{1}$ Subtract one memory cycle from this formula if the instruction is executed in a Type 1201 processor. Add one cycle if the instruction is executed in a Type 2201 processor.

[^54]:    ${ }^{1}$ Subtract one memory cycle to this formula if the instruction is executed in a Type 1201 processor. Add one cycle if the instruction is executed in a Type 2201 processor.

[^55]:    ${ }^{1}$ Add one memory cycle to, this formula if the instruction is being executed in a Type 2201 processor.
    ${ }^{2}$ The character ( $37_{8}$ ) is shown as an ampersand (\&) in these examples. However, the ampersand is not the only equivalent of $37_{8}$ as shown in Table B-6.

[^56]:    ${ }^{1}$ The input/output traffic control of the Type 1201 processor gives one out of every four memory cycles unconditionally to the processor for internal operations; this cycle is called the "processor cycle." The three remaining cycles, which can be allocated either to the processor or to read/write channels, are called "input/output cycles."

[^57]:    ${ }^{1}$ The input/output traffic control of the Type 1201 processor gives one out of every four memory cycles unconditionally to the processor for internal operations; this cycle is called the "processor cycle." The three remaining cycles, which can be allocated either to the processor or to read/write channels, are called "input/output cycles."

[^58]:    ${ }^{1}$ The three out of every four memory cycles which can be allocated to either the processor or to read/write channels are referred to as "input/output cycles."

[^59]:    12472

[^60]:    ${ }^{1}$ Interrupt signals generated by any or all of the three external sources (peripheral control, control panel or console, or Monitor Call instruction) may continue to occur while the processor is in the external interrupt mode. The priority in which the processor responds to these sources is determined by the program (i.e., according to the programmerestablished sequence of interrupt source tests).

[^61]:    ${ }^{1}$ A PDT instruction is one of eight instructions whose execution is normally prohibited when storage protection is in effect. However, the proceed indicator can be set to permit the execution of this instruction (see page $E-3$ ). Thus, for a PDT instruction to be extracted (and therefore to reach the stage where the A address of the instruction is tested), the proceed indicator must first be set to allow the extraction of the instruction.

[^62]:    The memory address register contains as many bits as are necessary to address the memory of an individual processor. Thus, a processor whose main memory capacity is 32,768 characters contains 15 bits in the memory address register; a memory capacity of 65,536 characters requires 16 bits in the register. If a processor has a memory capacity of, for example, 49,152 characters, the memory address register must still contain 16 active bits in order to address memory locations above 32, 768. In this case, the capacity of the main memory actually present in the processor $(49,152)$ is less than the addressing capacity of the memory address register $(65,536)$. Thus, a location can be addressed which is within the range of the register but which is not actually present in the user's system.

[^63]:    ${ }^{1}$ All timings pertain to Model 2200 only.

